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Introduction

The Unity community is very large and very helpful. There are videos, code, and 3D assets available
on any number of topics, and the Unity help documents have recently undergone a major update.
But if you are new to any or all of the components of game development (scripting, 2D or 3D art
asset creation and manipulation, or game design in general), you have probably discovered how
overwhelming it is to make sense of it all.

One of the biggest challenges is to learn how to bring it all together. Unlike short topic videos, this
book takes you through the process of creating a game that seems very simple at first glance, yet
becomes more sophisticated as you work your way through the design and creation process.

One of the great advantages books have over videos is the luxury to spend time on explanations.
In game development, there are always several different ways to solve design and technical
problems, but there is rarely a “best” solution. And unlike a large studio, where budget and time
constraints dictate a highly detailed game document, you will discover that the game design and
creation process must be flexible in order to be able to finish a game or even a working prototype.

About the Unity Game Engine

Unity provides an excellent entry point into game development, balancing features and functionality
with price point. The free version of Unity allows people to experiment, learn, develop, and sell
games before committing any of their hard-earned cash. Unity’s very affordable, feature-packed Pro
version is royalty free, allowing people to make and sell games with the very low overhead essential
to the casual games market.

With its huge user community, Unity removes the elitist separation between programmers, artists,
and game designers that is typical of high-priced game engines. It makes it possible for anyone to
take the first step to bringing their ideas to life. In this book, you will get to wear many hats as you
create your first Unity game, discovering where your interests lie as well as gaining an understanding
of what is required should you reach the point where collaboration becomes appealing.
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Will 1 Have to Learn to Script?

You don’t have to be a programmer to make your own game with Unity, but you will need to be able
to understand enough of what the scripts do to know what can be tweaked to your advantage or
decide if a particular script will suit your needs.

Most game play needs to be scripted in Unity, but there are hundreds of scripts already available
that can be readily reused. Unity ships with several of the most useful. More can be found by
searching the forum, Wiki, or UnityAnswers. Many forum members will even write bits of script for
less adept users. In the Collaboration section of the forum, you can even find scripters looking to
trade for art assets. By the end of this book, you should know enough to be able to take advantage
of the wealth of material available from the Unity community.

Games, by their very definition, are about interaction; even with games that are largely controlled

by physics, logic-driven cause and effect is what differentiates games from linear, plot-driven
passive media. Even the most “artist friendly” game engines need scripting to move beyond simple
environmental walkthroughs. If you have no previous scripting experience, you will find that this
book’s aim is to familiarize you with scripting a few lines at a time, while providing visual feedback as
often as possible. If you find you enjoy the scripting part of the project, feel free to delve deeper into
programming with a more conventional approach.

What About Math?

One of the most common things heard in the game industry by artists and programmers alike is,
“If I'd known math was going to be so useful, | would have paid more attention in class.” Although
it helps to have a good background in math, there are plenty of resources for both code and
mathematical functions to help you solve a particular problem. And, as always, there are plenty of
people on the Unity Forum and Answers who may be willing to help as long as you can show that
you have spent a reasonable amount of time trying to solve it yourself.

Assumptions and Prerequisites

This book assumes that you are new to scripting, 3D and game design, and/or the Unity engine.

What This Book Doesn’t Gover

This book is not about conventional game design; it is more of a precursor, getting you into the habit
of analyzing needs and weighing choices. Not only is creating a massive design document intimidating
when you are the one who will have to implement everything, but it is likely to be unrealistic until

you are more familiar with the engine and your own capabilities. More typically, you will find yourself
building your game up a little bit at a time, prototyping ideas and functionality as you go along.

This is not a book on how to become a programmer. It uses programming best practices when
possible, but the scripting in this book is designed to ease a non-programmer into the process

by providing instant visual feedback as often as possible. While there are usually several ways to
attain the same goal, the scripting choices made in this book are generally the easiest to read and
understand from an artist’s or designer’s point of view. In this book, scripting is presented in the
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way a native speaker learns his own language. He is surrounded by it, immersed in it, and allowed
to tinker with it to slowly gain a basic working knowledge of it. Don’t worry about remembering it all.
Some things you will use throughout the project, and others you will be encouraged to take note of
for future reference.

Conventions Used in This Book

1. Instructions look like this.What Is the General Structure of this Book?

Tip Follow this format.

Code looks like this

Platform

This book was written using Unity 4.5 in a Windows 8 environment. Differences for shortcut keys and
operating system file storage with Unity on a Mac are noted throughout the book.
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The Unity Editor

The most exciting part of learning a new application is getting it installed and firing it up for the
first time. Following that, the most frustrating part can be the process of becoming familiar with its
editing environment. Unity is no exception, especially if you are already familiar with DCC (digital
content creation) applications. In this chapter, you will be introduced to the Unity editor and many
of its key concepts. As this will serve as a light overview for the rest of the book, don’t stress over
trying to remember it all.

Installing Unity
The first order of business is to download and install Unity if you have not already done so.

Unity has two license types: free and Pro. When you download and install Unity for the first time,
you will have the option of using a free 30-day trial of the Pro version. It can be selected as a third
option right in the license dialog upon installing Unity or upon returning the currently active license
(an option that allows you to move Pro licenses to different machines). With a few exceptions,
most of the Pro features are aimed at the optimization of your projects and are beyond the scope
of this book. If you are considering the purchase of Unity Pro, you should be aware that, with

the exception of Windows Mobile, it will require a separate license for each of the mobile target
platforms you wish to author for.

Unity User Account

Currently, after you download and install Unity, if you don’t already have one, you will be required

to create a Unity user account during the installation. Your user account will provide access to the
downloads, Unity Forum, Unity Answers, and the Unity Asset Store. The forum provides a place for
discussion of all things Unity. Answers is where you can go to get quick solutions to your queries,
and the Unity Asset Store is where you can find assets of all kinds (3D models, animated characters,
textures, scripts, complete game environments, etc.) to help you with your project. Once Unity is
installed, you will find a direct link to each of these resources through the editor.
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To get started, go to www.unity3d.com/unity/download.

With the account created, you can download Unity for Windows or Mac. The download site will
automatically offer the version that matches the platform you are currently on.

Installing

This book was written using Unity 4.5. Because Unity regularly makes changes that can affect your
projects, you may wish to use the 4.5 version even if the current version is newer. If you prefer,

you can install multiple versions of Unity on the same machine, providing you name the folders
accordingly (e.g., Unity 4.5, Unity 4.6). You may only run one instance of Unity at a time, regardless
of the version. If you choose to have multiple versions, you will be required to start Unity from the
desired version rather than from the desktop icon or the project itself, as the previously run version
will open by default.

If that sounds like too much trouble, you can always check the book’s thread on the Unity Teaching
forum, http://forum.unity3d.com/forums/23-Teaching, where both errata and version-change
solutions will be posted and updated as necessary. A search for the book’s title will help you find
its thread.

1. Install Unity, following the prompts, including the sample project.

On a Windows machine, it will be installed in the Program Files x86 folder. Upon the release of Unity 5.0,
when it will be fully 64 bit, it should install itself in the regular Program Files folder. The sample project
will be installed in Documents » Public Documents » Unity Projects. On a Mac, you will find it in
/Users/Shared/Unity.

At this point, you should now see the Unity icon on your desktop (Figure 1-1).

”

Uhsiiay
Figure 1-1. The Unity application icon on the desktop

2. Click the icon to open Unity.

If you downloaded the sample project, Unity will open with it already loaded (Figure 1-2).


http://www.unity3d.com/unity/download
http://forum.unity3d.com/forums/23-Teaching
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2 O Inspector

@ Project Consel
| Create | ( ) | &% | *
¥ Favorites Assets -
L all Materials
L all Models

L all prefabs
LAl Seripts

AngryBsts  Animatiens Exzlasions Gizmes Materials Objects  PhysicMate_

& AngryBots

& Animations
& Editor:
@l Explosions

Prefabs Ressurces Scenes Scripes Shaders Sounds Standard a_. Tetures

il PhysicMaterials
> Prefabs

Gl Resources
@l Scenes
> Seripts

Figure 1-2. The Unity sample project loaded

If the Scene window is blank, you can double-click the Unity icon in the Assets folder to load the
AngryBots scene. The demo scene Unity ships with changes occasionally, so yours may be different.

Tip When opening Unity from the desktop icon, it will open the previously opened project, provided it
can be found.

If you did not choose to install the sample project, you will see the Project Wizard (Figure 1-3).
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Uniity - Project Wizard (4.3.3b1) [ x |

Open Froject Create New Project

Project Location:

C:\Users\Sue\Documents\New Unity Project 1] Browse...

Import the following

|| character Controller.unityPackage ~
[] Glass Refraction (Pro Only).unityPackage

[] image Effects (Fro Only).unityPackage

:_ Light Cookies.unityPackage

[] Light Flares.unityPackage

[] particles.unityPackage

|| Physic Materials.unityPackage

Proiectors.unitvPackace
< >

Setup defaults for: 3D w

Figure 1-3. The Unity Project Wizard

From the Project Wizard, you can create a new project or browse to open an existing project. Initially,
exploring the editor with a finished project will make more sense. You can obtain the sample project
from the Unity Asset Store directly from a new project.

1. In the Project Wizard, select the Create New Project tab.

2. Set the Project Location manually using the Browse button, or accept the
default name and location.

Tip When you create a new project, you will be creating a folder to house the project. The folder /s the
project. You can only create a new project in an empty folder.

3. With the project name and location specified, click the Create button.
The new project and, as yet nameless, scene opens in the Unity editor.

Originally, if you pressed the Alt key down immediately after clicking the Unity icon on the desktop,

it would force the program to start with the Project Wizard. Because that required excellent timing and/or
a good dose of luck, Unity finally added the option to the Preferences section. While it may seem like
a nice time-saver to automatically open your last file, it has its drawbacks. If the project has become
corrupted, Unity will not be able to open it (giving you access to the file menu where you can open

a different file). If you are using multiple versions of Unity, it will recompile data if the last project was
opened in a different version. Depending on the version, the changes made could be permanent. To
avoid complications, the best practice is to set the preference to always start with the Project Wizard.

4. From the Edit menu, select Preferences.

5. Under General, turn on Always Show Project Wizard (Figure 1-4).
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General

Almays Show Project Wizard o
External Tools ~ s on I .

Editor Analytics
Colors | crow Asset Stare search hits o
Keys | Verify Saving Assets O
Skin (Pro Only) [T

Cache Server

Figure 1-4. Preferences set to Always Show Project Wizard

General Layout

With the project loaded, you should see Unity sporting its default layout. If you are using the free
version, the Ul should appear in light gray (Figure 1-5). If you have purchased, or are evaluating,
Unity Pro, the background will reflect the dark theme (Figure 1-6). For this book, the screenshots
will utilize the light theme for better contrast. If you have Pro and prefer the lighter version, you can
change the Skin in the General section of the Preferences.

) “titled . Proie — anda x

File Edit Assets GameObject Component Window Help

& Project | Consel .
Create * & NE 15 JE!

¥ Favorites Assets
(1 Al Materials _ )
All Madels This folder is ampty
All Prefabs
LAl Scripts
|7 Assets |

Figure 1-5. The Unity U, light theme
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File Edit Assets GameObject Component Window Help

ke S "3 Center Local L |
Hccane [ 0]

Figure 1-6. The Unity Ul dark theme

Unity’s Ul consists of four main “views” and several important features. The Scene view, Game view,
Hierarchy view, and Inspector view (typically referred to as the Inspector) are generally accessible in
any of the layout options, as are the playback controls, coordinate system options, and object/viewport
navigation buttons (Figure 1-7). If the term “views” seems a bit odd, it helps to know that depending
on which view is active, your input (or the events it triggers) will generate different results. The first
click in a different view will set the focus to it.



CHAPTER 1: The Unity Editor 7

< Unity - Untitled - New Unity Project 1 - PC, Mac & Linux Standalone -olEN
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Figure 1-7. The Unity GUI and its main features

With the default layout, the main feature is the Scene view. This is where you will be able to arrange
your 3D assets for each scene or level in your project.

In the tab next to the Scene view, you will find the Game view. In the default layout, when you click
the Play button, the Game tab is automatically opened. The game view is where you will interact with
your scene at runtime to test your game play.

To the left of the Scene/Game viewports, you will find the Hierarchy view. This is where you will find
the objects that are currently in the loaded scene or level.

Below the Scene/Game view is the Project view. This contains the resources or assets available to
the current project. This folder corresponds directly to the project’s Assets folder on your operating
system. Deleting files from the Project view will send them to the trash on your computer. If you
author from an external hard drive, you should be able to locate the deleted files in the drive’s own
trash folder. The main point here is that there is no “undo” for these deleted files.

To the far right, you will find the Inspector. This is where you will have access to the parameters,
options, and other particulars of selected assets, from the Hierarchy or Project views, as well as
general project-related settings.

At the top left, you will find the navigation controls that will allow you to move and arrange objects in
your scene and re-orient the Scene view itself for easier access to the various objects.
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To the right of the navigation tool controls are the coordinate system options. Here you can specify
Global or Local coordinates as well as using the object’s designated Pivot Point or the Center of its
bounding box as the rotation point.

In the top center, you will find the Playback buttons. The Play arrow will put you in Play mode, where
you can test your game’s functionality and presentation in a Windows or Mac environment. The
Background color of the Ul will also change, alerting you to the fact that you are in Play mode. The
Play button becomes a Stop button once you are in Play mode. You also have the option to Pause
the game, using the middle button, or to step through one frame at a time, using the right button.

At the top right, you will see two drop-down menus. The Layers button will allow you to set various
Layers to be active or inactive during Play mode, or define new layers. The Layout drop-down menu
provides a quick way to switch between several popular layout configurations.

Menus

The menu bar consists of seven menus, a few of which may already be familiar to you from other
applications.

The File menu (Figure 1-8) is where you will save and load both scenes and projects. It is also where
you will build, or compile, your game before sharing it with others.

File | Edit Assets GameObject Com

New Scene Ctrl+N
Open Scene Ctrl+0O
Save Scene Ctrl+S
Save Scene as... Ctrl+Shift+S

New Project...
Open Project...
Save Project

Build Settings... Ctrl+Shift+B
Build & Run Ctrl+B
Exit

Figure 1-8. The File menu

In the Edit menu (Figure 1-9), you will find the usual editing options: Undo, Redo, Cut, Copy, Paste,
Duplicate, and Delete. The next couple of sections deal with functionality generally accessed
through keyboard shortcuts or Ul buttons, but that are useful for identifying the shortcuts. The Play
options are fairly self-explanatory. You will investigate Find later in the chapter. The Edit menu is also
where you can find access to Project and Render settings. These are settings that are not associated
with any particular scene object. Preferences is where you can go to customize the Unity editor for
matters other than layout. At the bottom, you can gain access to the snap options to help with the
arrangement of your scene assets.
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Edit | Assets GameObject Component Winc

Indo Ctrl+Z
Redc Ctrl+Y
Cut Ctrl+X
Copy Ctrl+C
Paste Ctrl+V
Duplicate Ctrl+D
Delete Shift+Del
Frame Selected F
Lock View to Selected Shift+F
Find Ctri+F
Select All Ctrl+A
Preferences...

Play Ctrl+P
Pause Ctrl+5Shift+P
Step Ctrl+Alt+P
Selection 4

Project Settings »
Render Settings
MNetwork Emulation 3
Graphics Emulation »
Snap Settings...

Figure 1-9. The Edit menu

In the Assets menu (Figure 1-10), you will see the various options for creating, importing, and
exporting assets. This extremely useful menu can also be accessed in a couple of different places
in the editor, as you will see throughout the book. Topping the list is the Create submenu. This is
where you will create most of your Unity-specific assets, such as scripts, materials, and a variety
of other useful things. Along with the menus for importing assets such as textures and 3D models,
you will find a mainstay of Unity game development: the means of importing and exporting Unity
“packages.” Packages are the vehicle for transferring all things Unity with their relationships and
functionality intact.
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Assets GameObject Component Window
| Create »
Show in Explorer
Open
Delete
Import New Asset...
Import Package 4
Export Package...
Find References In Scene
Select Dependencies
Refresh Ctrl+R
Reimport

Reimport All

Sync MonoDevelop Project

Figure 1-10. The Assets menu

In the GameObject menu (Figure 1-11), you will be able to create several types of pre-set objects,
from the most basic of Unity objects, an “Empty GameObject,” to primitives, lights, cameras, and a
nice variety of 2D and 3D objects. Also of note in this menu are the bottom three commands. They are
the means for positioning objects relative to one another, including Cameras and their views. In Unity,
anything that is put in your scene or level is called a gameObject (lower case g). More than just Unity's
name for an object, gameObject specifically refers to an object that inherits from the GameObject
class (upper case G), that is the code that defines the top level object and its basic behavior.

GameObject | Component Window Help

Create Empty Ctrl+Shift+N
Create Other 4

Center On Children

Apply Changes To Prefab

Break Prefab Instance

Move To View Ctrl+Alt+F
A Ctrl+Shift+F

Figure 1-11. The GameObject menu

The Component menu (Figure 1-12), is where you can add components to define or refine your
gameObiject’s functionality. Any of the “Create Other” objects from the GameObject menu could be
built from scratch by adding the appropriate components to an empty gameObject.
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Figure 1-12. The Component menu

Component | Window Help

|
|

Add...

Mesh

Effects
Physics
Physics 2D
Navigation
Audio
Rendering
Miscellaneous

Ctrl+Shift+A

1

The Window menu (Figure 1-13) is where you can go to open or change focus to Unity’s standard
and specialty views or editors. The shortcut keys are listed if they exist. Note the Asset Store item.

This will take you directly through Unity’s Asset Store, where you can import assets directly into

your game.

Figure 1-13. The Window menu

Window | Help

Next Window
Previous Window

Layouts

Scene

Game
Inspector
Hierarchy
Project
Animation
Profiler
Asset Store
Version Control
Animator
Sprite Packer

Lightmapping
Occlusion Culling
Navigation

Console

Ctrl+Tab
Ctrl+Shift+Tab

Ctrl+1
Ctrl+2
Ctrl+3
Ctrl+4
Ctrl+5
Ctrl+6
Ctrl+7
Ctrl+9
Ctrl+0

Ctrl+Shift+C
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The Help menu (Figure 1-14), as expected, will provide you with the version number and license
information of your Unity installation. In this menu, you can find access to the three main pieces
of Unity documentation: the Unity manual, where you can find information on the workings and
concepts behind much of the Unity workflow and features; the Reference Manual, where you
can get specific information on Unity components; and the Scripting Manual, where you can find
Unity-specific API classes, examples, and scripting tips. Additionally, the menu supplies links to
the Unity Forum and Answers (when you just need a quick solution) and a means of reporting

a bug should the need arise.

Help
About Unity...

Manage License...

Unity Manual
Reference Manual
Scripting Reference

Unity Forum

Unity Answers
Unity Feedback
Welcome Screen
Check for Updates

Release Notes

Report a Bug

Figure 1-14. The Help menu

Getting Started

Each of Unity’s “views” comes with its own options and settings. Most are along the top of the
viewport or panel, but there are a few that are located at the bottom. Once again, this is just a quick
overview to familiarize you with some of their key features.

If you didn’t choose to download and install the sample scene, AngryBots, with your Unity install,
you will need to fetch it from the Unity Asset Store if you wish to follow along with the next
section’s exercises. It is a free download and can be found in the Complete Projects category, Unity
Technologies section.

1. From the Windows menu, select Asset Store.
Select the Complete Projects category.
Select the Tutorials subsection.

Select Angry Bots.

Click the Download button’s drop-down arrow (on its right side).

o g ~ w Db

Select Download Only.
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7. Close the Asset Store window when the project has finished downloading.
8. In the Unity editor, from the files menu, select Open Project.

The Project Wizard opens (Figure 1-15).

Open Project | Create New Project:

Select recently opened project:

C:\Users\Sue\Documents\New Unity Project 1 ~|

C:\Users\Public\Documents\Unity Projects\4-0_AngryBots

Figure 1-15. The Project Wizard

9. Select Open Other...

10. Navigate to where the project was installed, and select the parent folder,
4-0_AngryBots.

When Unity opens a project that you were previously working on, it will open to the scene you were
editing or viewing. If this is the first time the project has been opened, it will open to a new, unnamed
scene. Since all new scenes are created with a default camera, it won’t be entirely empty, but it also
won’t do you much good as you check out the various views.

One of the first things you will learn to do in Unity is to keep your projects organized. While it’s not
mandatory to do so, you will find that most developers create a folder called Scenes to store the
game’s scenes or levels in. You will find that AngryBots does indeed have a Scenes folder, but the
main scene was left on its own in the root folder. Unity helps you to locate various types of resources
through the use of various icons. The icon used for scenes is, appropriately, the Unity production.

1. In the Project view, select the Assets folder in the left column and locate the
AngryBots scene in the right column (Figure 1-16).
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* Environment{dynamic)
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Figure 1-16. The AngryBots scene in the Project view

2. Double-click on the AngryBots scene name and/or icon to load the scene.

The contents of the scene are shown in the Hierarchy view. The Scene view reflects the last
observation point from the last scene seen in the Unity editor, regardless of what project it was in.

Navigating the Scene View

The first thing you will probably want to do is explore the loaded scene in the Scene view. Because
viewport navigation varies quite a bit in 3D applications, this is a good place to start your Unity
experience. Let’s start by focusing in on an object in the Hierarchy view.

1. In the Hierarchy view, double-click on the Main Camera to focus the Scene
view to it.

Tip At the time of this writing, the double-click method to focus or find an object in the Scene view may no
longer work on all platforms. An alternate means of zooming in on the selected object is to move the cursor
into the viewport and press the F key. Both methods will “Frame” the selected object in the viewport.
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Your exact view may vary, but from any particular location, it will be looking toward the Main Camera
object (Figure 1-17). You will learn how to adjust the icon size and type in the Scene a little bit later.

= Hierarchy = | H# Scene € Game
| Create - | Eal | Texctured +| | RGB
¥ Enemies
» Environment(dynamic)
» Environment({semi-static)
» Environment(sounds)
» Environment(static)
. Main Camera
» Misc
> MoodBoxes
> Player

s|| 20| ¥ | <) | Efacts v || Gizmos = | (B AT

Figure 1-17. The Main Camera “found” in the Scene view

When a camera obiject is selected, you will also get an inset showing what it sees.

2. To orbit around the Scene view’s current focus, Main Camera, hold the
Alt key down on the keyboard, press the left mouse button, and move the
mouse around.

The scene view is orbited around the current center.

3. Release the Alt key, press the middle mouse button or roller, and move the
mouse.

The view is panned (moved up/down/left/right).

4. Holding the Alt key down once again, press the right mouse button and move
the mouse.

This time, you are zooming the scene in and out. You can also zoom by rolling the middle mouse roller.

5. Release the Alt key, and continue to hold the right mouse button down as
you move the mouse.

With no Alt key, the view is rotated from the viewpoint’s origin.
You can also perform fly-through navigation through the scene.

6. Hold the W key down on the keyboard and then press the right mouse
button. Move the mouse to perform direction changes.

The speed increases the longer the mouse button is held down, so you may want to try a few starts
and stops. Try experiments with the A, S, and D keys along with the right mouse button.
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Understanding the Scene Gizmo

In the Scene view, you have several options for working in the viewport as you create and refine your
scene. The two main options are to view the scene in perspective mode or an isometric mode.

1. Double-click the Main Camera once again in the Hierarchy view to get back to
some scene objects.

2. Using the right mouse button (or any of the alternative methods), rotate the
view and observe the Scene Gizmo (Figure 1-18).

# Scene
| Textured :| | R Gizmos ~| (Al

Figure 1-18. The Scene Gizmo in the upper right corner of the Scene view

The Scene Gizmo indicates the cardinal direction of the global or world directions. Currently you are
seeing the view in a perspective view, Persp, but you can use the Scene Gizmo to change to an iso
view, Iso. An 'iso' or isometric view is a view often used in drafting to create a 3D view without the
vanishing point perspective of the human eye. Unlike perspective, where objects farther back in the
scene appear smaller, in Iso, their size relative to each other is always correct. When coupled with
the cardinal directions (front, back top, bottom, left and right), Iso will show a flat orthographic view
that can make positioning objects much more accurate. When rotated off of the side or top/bottom
views, the view becomes isometric. You can toggle the lable to return to a perspective view.

3. Select the Y or top view arrow on the gizmo.

The scene is seen from the top (Figure 1-19), but it’s still the perspective view, as indicated by the
wedge-shaped icon next to the Top label, just below the gizmo.
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# Scene € Game
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Figure 1-19. The perspective Top view

4. Click on the Top label.

Now the view is a flat orthographic view, as indicated by the three parallel bars of the new label
icon (Figure 1-20).

H# Scene . € Game =
| Textured : | RGB #|| 2D | ¢ | <) | Effects I~| | Gizmos ~| (arAll

Figure 1-20. The ortho Top view

5. Try clicking the other Scene Gizmo arrows to see the other views.
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These views will allow you to position objects with respect to each other with far more accuracy than

a perspective view.

6. Use the right mouse button or its equivalent to rotate away from the current view.
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This time the view becomes an isometric view (Figure 1-21). If you have an engineering background,
you will recognize this as a typical means of depicting objects in 3D without having to calculate
true (human-type) perspective. It is also used in many world-building games, such as Blizzard’s
Warcraft 3 or StarCraft.

Textured

Figure 1-21. The Iso, or isometric view

7. Return to a perspective view by clicking the iso label.

The viewport and label are returned to a perspective view (Figure 1-22).

# Scene
| Textured | %t | Q) | Effects |~| | Gizmos ~| (@Al

Figure 1-22. The Scene
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Exploring the Views

Now that you are becoming more adept at manipulating the viewport, you can check out several of
the tools and features available to you with each of the main views.

Hierarchy View

The Hierarchy view is essentially a list tree of the objects currently in the loaded or active scene.
The key word here is “currently” because during run-time, objects can be “instantiated” (created
on the fly) or destroyed (deleted from the scene). This is an important concept in Unity, and

it is one of the reasons that most changes made during run-time are not permanent. On exiting
Play mode, the Hierarchy view will be returned to its former state.

During your experimenting with the viewport, you may have accidentally clicked on an object in the
Scene view. When selected that way, the hierarchy in the Hierarchy view will be expanded to show
the picked object. As you may have noticed, some of the objects are children of children of the
top-level objects in the scene. With this in mind, you can imagine how difficult it can be to locate
particular objects in either the Scene or Hierarchy view. As the book’s project comes together, you
will be importing and using several prefabs (Unity’s term for reference objects) and will want a quick
means of locating them in the current scene.

Fortunately, Unity has a nice search function for that very purpose. At the top of the Hierarchy view, to
the right of the Create drop-down arrow, you will see a small magnifying glass icon and its drop-down
arrow. The drop-down menu will let you filter for All, Name, or Type. Let’s start with Type (Figure 1-23).

= Hierarc | =
Create ~ Q“]
b Enemies |,
miesly] An
» Environn
» Environn Name
» Environn
¥ Environn Type
b Main Camera
> Misc
> MoodBoxes
> Player

Figure 1-23. The Search feature’s filters

1. Press the drop-down arrow next to the search icon, and select Type.
2. In the text file to the right, type camera.

Before you can finish typing, Unity lists the cameras in the scene. In this case, there is only one, Main
Camera. If you select it in the Hierarchy view, it is also selected in the Scene view, along with its view
in the Camera Preview window. Note how everything else in the scene has been grayed out.

3. Return to a normal Scene view by clicking the x to the right of the word you
typed in.
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The Scene view is returned to normal, but the selected object remains highlighted in the Hierarchy view.
4. Next, change the filter back to All and type confused.
5. Select the only object that comes up, ConfusedEnemyMech.
6. Double-click to see the view focus in on it.
7. Click the x to return the view to normal.
8. This time, type in something more generic, pipe.

Because there are several objects in the scene with the word pipe in their name, the list of possible
objects is quite long. In the Scene view, they are all “un-grayed,” helping you to find the one you
want fairly quickly (Figure 1-24).
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Figure 1-24. The options for a scene object with “pipe” in its name

9. Click the x to return the Scene view to normal.

Scene View

The Angry Bots scene provides you with plenty of variety to explore the Scene view’s tools and
features. Because there are lots of options, you will just take a look at some of the more commonly
used features.

1. Deselect any objects you’ve got selected by clicking in a blank area of either
the Hierarchy or Scene view.

2. Zoom back far enough to see about half of the scene.

3.  On the far left, just under the Scene tab, click on Textured to see the other
viewport display options (Figure 1-25).
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Wireframe

Textured Wire
Render Paths
Lightmap Resolution

Figure 1-25. The viewport display options

Of the five, the first three should be easy to understand, especially if you have had any background
in 3D modeling or have ever watched a “making of” video of any of the pioneers of the CG movie
industry’s 3D animated films.

4. Try selecting Wireframe and then Textured Wire.

You may have noticed that meshes automatically show as textured wire when selected. The
difference here is that the wire is black, not light blue, allowing you to continue to locate the selected
item in the Scene view. In Wireframe, you can see how 3D objects came to be called “meshes,”

as they resemble wire meshes.

The next option to the right shows RGB (Figure 1-26). This set of display options has to do mostly
with texture maps. RGB, the default, shows the red, green, blue part of an RGBA texture.

| %% |4)) | Effects |~ | Gizmos ~

Overdraw
Mipmaps

Figure 1-26. The scene view options

5. Select the Alpha option.

If you are familiar with the alpha channel of a 32-bit texture or image, you may be thinking that Alpha
is about transparency, with 0 as fully transparent and 255 as fully opaque. In Unity, however, the
alpha channel can do duty as anything from a glossiness channel to self-illumination to height maps.
Each of Unity’s shaders is designed to make use of alpha channels of its textures to maximize effect
and minimize texture usage. With the Alpha option selected for the viewport texture display, you will
be able to see the alpha channel but not what it has been used for (Figure 1-27).
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Figure 1-27. Textures displaying alpha channels

6. Select the Overdraw option.

Overdraw, the third option, shows how many objects must be drawn on top of each other from
the current vantage point. The denser or brighter the display (Figure 1-28), the more objects there
are that must at least be sorted, if not actually drawn. In mobile games, regardless of device and
operating system, this type of sorting is very costly and should be kept to a minimum.

# Scene
Textured

Figure 1-28. Possible overdraw problem areas showing as bright areas in the Scene view

7. Select the Mipmaps option.
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The final option shows the MIP map distance, with no color being the full original-sized texture.

As the tint goes from blue to clear to gold through to red, the smaller, blurrier maps are substituted,
preventing the sparkly artifacting effect seen as the camera pulls back away from the object. Blue
uses a blurred version of the map when the camera is close enough to see pixilation in the texture.
You will learn more about MIP mapping when you work with imported images later on.

1. Zoom in close enough to the compound floor by using the mouse roller or by
holding the Alt key, pressing the right mouse button, and moving the mouse
to see the floor tinted blue at close range.

2. Zoom out slowly, and watch as the tint goes to no tint then to red (Figure 1-29).

# Scene
Textured

Figure 1-29. Color tinting indicating which version of MIP map is shown according to the distance

An absence of tint is the native image. Blue is a blurry version of it you can use so that you won’t
see each and every pixel up close. Red is a blurred version of it you can use so that you won’t see
the sparkly artifacting common to low-resolution videos. To see the MIP maps generated from the
imported textures, you can select a texture and view it in the Inspector.

3. Inthe Project view, select the Textures folder from the Assets folder.
4. Locate and select the AngryBots texture in the second column.

5. At the bottom of the Inspector, in the Preview window, move the slider from
the far right, slowly over to the far left.

The images are shown in increasingly blurry versions. They appear pixilated as Unity zooms in closer
and closer and the versions are smaller and smaller.

6. Set the Scene view drop-down menu back to its default RGB.
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The next option for the Scene view is the 2D toggle. If you are creating a 2D game, it makes sense to
develop in the kind of view that matches the final output. A little experimentation shows that the 2D
option is a preset to the Back view, with the iso option turned on (Figure 1-30). The view points in the
positive Z direction. The Scene gizmo is hidden to prevent accidental viewport manipulation. Only
Pan and Zoom are available.

# Scene

Figure 1-30. The 2D toggle compared with the Back/iso view

The next toggle in the Scene view turns scene lighting off and on. When the scene lights are off, the
scene is lit from the user’s viewpoint, straight into the scene, insuring the visible objects will be well
lit. In the Angry Bots scene, the lighting has already been “baked” into most of the textures—that is,
the textures themselves have been altered to appear as they are with the lighting on them. To see the
lights being toggled off and on in this scene, you will need to locate one of the objects that receives
dynamic lighting.

1. In the Hierarchy view, search for mine_bot.

2. Select one of the listed mine_bots, and double-click it to zoom in on it in the
Scene view.

3. Toggle the Scene Light button off and on to see the effect on the bot
(Figure 1-31).
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Figure 1-31. The Scene Lights toggle: lights on (left) and lights off (right)
Now that you've seen that the bots and not the building receive lighting, you can test the Render
Paths option in the first display drop-down menu.

4. Change the first Display option from Textured to Render Paths.

5. Zoom out until you can identify the various red tinted objects.

A closer inspection will show that they are all of the objects that are also receiving dynamic light
during run-time.

The next button to the right is the Play Sound Effects toggle (Figure 1-32). It toggles audio on or off.

# Scene

Textured

Figure 1-32. The Sound Effects toggle

1. Toggle the Audio button on.
2. Search for and select polySurface5073 in the Hierarchy view.
3. Double-click on it to focus the Scene view to it.

The sound you hear is a 3D sound, and it can be heard only when you are close enough to the
object. It is also set to be a looping sound.

The Effects drop-down menu to its right allows you to select which effects will be shown in the
Scene view (Figure 1-33). The Angry Bots scene uses a Skybox for the environment and some
animated materials on some of the outside decks. You can toggle them all off or on by clicking the
Effects button, or you can selectively choose which you want to see from the drop-down menu.

Animated Material

Figure 1-33. The Effects drop-down menu
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4. With polySurface5073 selected, orbit the view until you have a good view of
the sky and deck, and can hear the rain sound effect (Figure 1-34).

| # Scene

s|| 20| ¢ | 9) | Effects *| | Gizmos ~| (@rAl |

Figure 1-34. A good view of the sky and outside deck

5. Toggle the Sky box on and off.

The hazy sky disappears and reappears. The skybox is a cubic map (a six-image collection) that is
added to the scene through the use of shaders. It has no actual “box” geometry, so you never have
to worry about the player getting too close to it.

6. Next, toggle on Animated Materials.

7. Look closely at the deck in the Scene view, and then check out its material in
the Inspector (Figure 1-35).

3 Scene e : o
| | Textured $ 2 | 4) | Effects - || Gizmos -| (&-A
¥ Skybox
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v Anlmélted Matel ial

Figure 1-35. A close look at an animated material
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This distortion/reflection effect is achieved through the floor material’s shader. Many of the sample
projects contain code and shaders that you can commandeer for your own projects, so they are well
worth investigating, even if their functionality is past your current level of knowledge.

8. Turn off the Animated Material effect in the drop-down menu.

The next button is the Gizmos button/drop-down menu (Figure 1-36). This is where you can control
which specialty icons will show in the Scene view and how they will be presented. Several types of
gameObjects have standard gizmos already assigned and active in the scene. The most obvious
are lights and audio, and—if you remember the new, almost empty scene when you opened the
project—the camera. The gizmos help you to locate objects in the Scene view that have no mesh
associated with them. The light icons, by the way, show the tint set for the specific lights they represent.

[ scene € Game . e =
| |Texmred +| | RGB : | 2D | ¢ | <) | Effects 'kGizmos 9’0’_9«” '!I

Figure 1-36. Gizmos drop-down menu

1. Navigate the Scene view until you can see a nice selection of gizmos
(Figure 1-37).

| #Scene
| Textured

Figure 1-37. A good view of some specialty icons in the scene

This view displays several spotlight icons showing the placement of lights in the wall’s can light
fixtures, a point light, the lightbulb icon, and a couple of audio icons associated with each of the two
mine bots guarding the area.

2. Open the Gizmos list, and try adjusting the 3D Gizmos slider.
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As the gizmos get larger, they start to fade out before they cover too much of the scene. As a
default, they are set as 3D gizmos. They are obviously 2D icons, but they are adjusted in size
depending on how close you are to them, giving you a better feel for where the actual gameObject
is in 3D space. They are also occluded by mesh objects, as can be seen with the golden can lights
on some of the walls. If you find the dynamic sizing distracting while working mostly in an overhead
view, you may prefer to switch them to 2D.

3. Uncheck 3D Gizmos.

All of the gizmos within view are shown at a standard size. While this is obviously not practical for a
first-person vantage point, it is useful for overhead editing. 2D icons are not affected by distance.

4. Switch the view to a top/iso view so you are looking down on the compound.

As you may remember, most of the lighting was baked into the textures, so most of the light gizmos
you see are no longer in use. Fortunately, you can opt to turn icons off and on by type.

5. Open the Gizmos list again, and click the Light icon from the icon column.
All of the light gizmos are turned off in the Scene view.
6. Now turn off the Audio Source icons.

An overhead search of the compound should now find the lone camera icon, but you will also see
several blue box outlines. Because the gizmos are associated with the components that dictate the
object’s features and functionality, you can also assign icons to custom scripts, because scripts are
also components. In Angry Bots, several of the scripts have gizmos assigned to them.

7. Open the Gizmos list again, and try unchecking the Rainbox gizmo check
box on the far right of the script name in the Scripts section.

The blue rectangle gizmos disappear from the scene.

In Unity, you have the option of assigning custom icons as well as generic gizmos to specialty scripts.
While it is beyond the scope of this book to cover that functionality, it should at least take the mystery
out of some of the gizmos you come across in other people’s scenes.

The last item on the Scene view bar is the now familiar search feature. While it may seem redundant
to have the search featureon both views, Unity allows you to fully customize which views are turned
on and where they are placed, so you could possibly find it very convenient if you are using two
monitors and have the Hierarchy view far removed from the Scene view.

Game View
Having dealt with the most complicated view, you can now take a look at the Game view.
1. Click the Game tab to the right of the Scene tab.

For the most part, the Game view is about the runtime functionality of your scene, and its tools and
options reflect that as well (Figure 1-38).
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Figure 1-38. The Game view options

On the far left, the aspect drop-down menu allows you to specify an aspect ratio so you can make
sure you will be seeing what your player will see (Figure 1-39). You can also add custom, fixed sizes
by clicking the Add button (the plus sign) at the bottom (Figure 1-40).
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Figure 1-39. The Free Aspect drop-down menu
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Figure 1-40. On the left, the Add icon, and on the right, the custom option popup for a fixed-size view

2. Click the Free Aspect drop-down menu.

3. Click the Add icon at the bottom of the Free Aspect list.
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The next option is “Maximize on Play” (Figure 1-41). When toggled on, this will hide all other views
and maximize the Game view on Play. If you have stipulated a fixed window size, Unity will do its
best to match it.

# Scene € Game B ——— p=

Free Aspect x E_Maximize on Wtats | Gizmos '—l

Figure 1-41. “Maximize on Play” toggle

1. Toggle the “Maximize on Play” option on.
2. Click Play.

The Game window is maximized, and the other views are toggled off.
3. Stop Play mode by clicking the Play button again.

The views return to their original layout.

Next to the “Maximize on Play” option is the Stats button. The Stats window will show you the
statistics for your game during run-time. The most familiar will be the frame rate at the upper right.
The various items in the list may be a bit more cryptic, but all affect frame rate in one way or the other.

1. Toggle on the Stats window, and click Play.

2. Observe the frame rate and other items as you take the character through the
compound (Figure 1-42).

Maximize on Pla ] Stats | Gizmos

Network: (no players connected)

Figure 1-42. The Stats window during run-time
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3. Stop Play mode, and turn off the Stats window.

The last item on the Game view bar is the Gizmos toggle. Like the Effects drop-down menu, this one
works as a toggle when clicked or can be set to selectively see the gizmos you prefer.

Project View

Next up is the Project view. You have already used it a few times, but it has some nice functionality
that you will want to be aware of. Before going any further, it is worth a reminder that the Assets
folder on your computer is the Assets folder you see in the Project view. The most important thing to
remember is that you can add to the folder through the Explorer (in Windows) or the Finder (on Mac),
but you should not remove or rearrange resources except from within Unity unless you also include
the object’s .meta file.

Besides the Create drop-down menu, which is another location from which you can access some
of the Assets menu’s functionality, one of the main features of the two-column Project view is the
Favorites options found above the Assets folder section (Figure 1-43). It allows you to see all assets
of the listed types.

@ Project [ console
Create o
#” Favorites
L All Materials
(1 All Models
©\ All prefabs
(ZL Al Scripts

4 Assets » Objects »

'E Assets Enemies Environmer
& AngryBots
& Animations
&l Editor
» & Explosions
{5l Fonts
&8 Gizmos

Figure 1-43. The Favorites options

1. Select each of the filters, and watch the results.

The materials are displayed on spheres as with most 3D applications. The models and prefabs are
shown with thumbnail images, and the scripts are shown as a simple list with their script type icon.

If you are an artist and have created most of your own models and textures, you will probably find it
quicker to locate them by name. Conversely, if you are working with assets created by someone else,
you may not know the names but will know the one you are looking for when you see it. To keep a
good workflow for either scenario, Unity has provided a slider at the bottom of the view that will size
the thumbnails up or down. More importantly, on the left end of the slider, it reverts to names with
type icons.

2. Select the All Models filter.

3. Inthe lower right of the view, adjust the slider from left to right to see the
changes in thumbnail size and presentation (Figure 1-44).
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Figure 1-44. Adjusting the thumbnail display for the models

4. Try selecting the folders from the Assets folder to see their presentation.

You've probably noticed the familiar Search field at the top of the Project view. With folders selected,
you can type in a name or use the small icons at the right of the field to filter by type or label. You
can also save the search if you find yourself repeatedly looking for the same item. When using the
filters, however, you get another option. You can search the Asset Store directly if you find you

need a particular asset. The store items are divided into Free or Paid assets, so you can search the
thumbnail previews for items of interest.

5. From Favorites, select All Models.
6. Click on the Asset Store option at the top of the second column.
7. Open the Free Assets section, and click on a model that looks interesting.

The information about the model is shown in the Inspector, and you have the option of importing
it directly to your scene or going out to the Asset Store for some serious shopping (Figure 1-45, left).
For the Paid Assets, you will see the price instead of the import option (Figure 1-45, right).
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Buy for $20.00 Open Asset Store

Open Asset Store

‘ Import package

Asset Store Preview

Asset Store Preview

Figure 1-45. Accessing the Asset Store assets directly from the Project view: a Free asset (left), and a Paid asset (right)

8. For fun, type in rabbit (or some other object of interest) in the search field.
The item or related items, if any can be found, appear in the project view.

The last bit of Project view functionality will allow you to switch from the default Two Columns Layout
to the original One Column Layout (Figure 1-46). These options can be located by right-clicking over
the Project tab. The One Column Layout can be more useful, depending on the overall layout of the
Ul or where in the development process your game happens to be. You will get a chance to give it a
try later in the book.
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Figure 1-46. Adjusting column layouts

The Inspector

The Inspector is the last of the main views or panels. As you may have noticed, its functionality and
options are directly related to the item that is selected elsewhere in the editor. As you become more
familiar with Unity, you will spend a lot of time in the Inspector. It is where you will gain access to
almost everything related to your game in Unity.

Layout

Now that you have spent a bit of time with the Unity views and panels, it’s time to see about
re-arranging them as your needs change. As you open various sample scenes, you will see many
different layout preferences. The current default layout shows the loaded scene and assets folder
off to nice advantage, so these are good choices for a first look. As you start developing your own
games, however, you may find it useful to try other preset layouts or even customize your own.

1. Locate the Layout drop-down menu at the upper right of the editor.

2. Open it, and check out some of the preset layout options (Figure 1-47).

_’J | Layout |
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Figure 1-47. A few layout options
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3. Select the “2 by 3” option.

This layout is useful for changing and checking on objects during run-time, as you get to see both
views at the same time. Its tall vertical views or panels make it easier to access large numbers of
assets in the Hierarchy view without resorting to the Search feature. Its main drawback is that the
Project view’s Two Column Layout does not lend itself to a tall vertical column very well. This is when
the Single Column layout is useful.

4. Right-click over the Project tab, and select the Single Column Layout.

The Project view is now essentially the contents of the Assets folder, and the file structure has the
standard operating system hierarchy (Figure 1-48).
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Figure 1-48. The 2x3 Layout and Single Column Project view

Besides the preset layouts, you can also float and rearrange the views manually.
5. Click and drag the Hierarchy tab around the editor.

The view snaps into various locations, ready to be dropped. If you have multiple monitors, you can
even leave it floating outside the editor window. To get it back, you can choose one of the preset
layouts in the Layout drop-down menu.
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Project Structure

Because no job is done until the paperwork is finished, you ought to have a basic understanding of
how Unity projects are organized before you jump in and start creating a game. For the most part,
everything you create will reside in the Assets folder. It is up to you to keep things organized as you
develop your game. And as a gentle reminder, avoid re-arranging the contents of the project view
outside of the Unity editor.

File Structure

Let’s create another new project. This will give you a chance to see how Unity manages the folders
that you create or import into your project. The file structure in Unity’s Project view is drawn directly
from the Windows Explorer (or the Mac’s Finder). To be able to see the correlation, you will add some
common packages at the same time as you create the project.

1. From the File menu, select New Project.

2. Under Project Location, Browse to a location of your choice and create a
folder for your project.

3. Name the project/folder UnityTest, and choose Select Folder.
4. Under “Import the Following,” select:
CharacterController.unityPackage
Scripts.unityPackage
TerrainAsssets.unityPackage
5. Click the Create button.

6. At the dialog that asks if you want to save changes in the AngryBots scene,
select Don’t Save.

Unity re-opens, using the layout from the previous session. A new, untitled scene is loaded.
7. Expand the Standard Assets in the Project view.

You will see folders for the three Unity packages you imported when the project was created
(Figure 1-49).

| @ Project | R
| Create~| (8 ) & %
¥ &l Standard Assets
» & Character Controllers
> Scripts
> Terrain Assets

Figure 1-49. The folders containing the imported assets in the Project view
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8. Now, go out to your browser (Windows) or finder (Mac), and locate the
project folder to see what was generated.

Beneath the folder you created for the project, you will find an Assets folder that contains the
contents of the three imported packages in a Standard Assets folder (Figure 1-50).

UnityTest
= Assets
Standard Assets

+ Character Controllers
¥ Scripts
¥ Terrain Assets

&) Library
ProjectSettings

+ Temp
Figure 1-50. The project, UnityTest, and its folders containing the imported assets in the Explorer

9. Expand the folders to assure yourself that they are the same folders as in the
Unity Project view.

Three other folders were generated besides the Assets folder: Library, where relationships between
assets are stored in the large number of Metadata subfolders; Project Settings, where game-related
data not contained in regular assets is stored; and Temp. You should not make any changes to these
folders. You may add assets directly to the Assets folder or subfolder, but you should not rearrange
the contents (and yes, that is the third time that has been mentioned!).

Project Management

As you are probably beginning to understand, Unity’s file structure is fairly rigid. This ensures that
assets will not go missing at crucial times.

Another important thing to know about Unity projects is that there is no quick way to back them up
unless you are using a version-control system such as SVN, GIT, Perforce, PlasticSCM, or Unity’s
own Asset Server. There is no option to “Save Project as...” To be able to copy a project, you must
first close it. You will find that as you refine scripts along the development process, earlier test
scenes may no longer work. Unity project files can get quite large, so it is well worth the time and
space to make occasional backup copies for emergencies, for referencing earlier functionality, or for
experimenting with alternative ideas in a nondestructive way. The finished projects for each chapter
of the book are included in the book’s asset file, which you can download from the Apress website,
www.apress.com/9781430267799. They will provide you with a means of comparing your results with
a working copy at the end of each chapter. If you are already familiar with version control, you may
want to do a search for Unity metadata and how the .meta files can be managed.


http://www.apress.com/9781430267799
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Load/Save

Also worth noting is the difference between saving a scene and saving a project. Changes made to the
Hierarchy view will always require the scene to be saved. Changes in the Project view, because

they are actually changes to the folders on the operating system, may not need to be saved. Assets
that are created directly in Unity, even though residing in the Assets folder will probably need to be
saved because of all of the path and relationship metadata they generate behind the scenes. Anything
scene or project related that does not involve assets directly requires a project save. The bottom line
is, paranoia runs deep; it is safest to get in the habit of saving both scene and project on a regular
basis. You won’t be reminded to do so very often in the book, but that doesn’t mean you shouldn’t

do so on your own!

Summary

In this chapter, you got a first look at Unity’s Ul. Besides getting a brief overview of the major areas,
you had a chance to investigate some of the functionality that will help you as the book’s project
progresses. The biggest takeaway was in scene management, where you learned that you could
add to the Assets folder from your operating system’s Finder or Explorer, but that you must not
re-arrange assets outside of the Unity editor once they have been added.

If you are feeling overwhelmed at the amount of new information to digest, don’t worry. Anything
that is critical to know and understand will be covered again later in the book. A few of the things
mentioned in this chapter are here just to give you an idea of what can be done as your knowledge
of Unity increases. Feel free to revisit this chapter at a later date.
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Unity Basics

While you can create some assets directly inside Unity, the building blocks for your scene will usually
be based on imported assets. The in-game functionality, location, and final appearance, however,
will be managed and completed within the Unity Editor. For that, it is necessary that you have a
good understanding of Unity’s key concepts and best practices. In this chapter, you will explore and
experiment with a good portion of the Unity features that don’t require scripting to be able to enjoy.

Unity GameObjects

In Unity, assets can be anything from textures and materials to meshes, scripts, and physics-related
components. Whether they were imported or generated inside Unity, components are combined
and manipulated to bring objects to life. Unity uses the term gameObject to represent objects
because internally they belong to a (scripting) class named GameObject. When referring to a generic
gameObject, this book will use the lowercase g. When scripting, the uppercase and lowercase g will
refer to either the particular gameObject (lowercase g) or to the GameObiject class (uppercase G)
that holds the definitions and available functionality for all gameObjects.

The most basic of GameObjects (in the formal sense of the word) consists of little more than its
transform. A transform is an object’s scale, orientation, and location in space. The gameObject itself
can be used as a parent to manage multiple gameQObjects, or it can be filled with components that
define all manner of visual appearance and functionality. Unity provides many prebuilt gameObjects.
Some are simple primitives ideal for quickly prototyping your game. Others are full-fledged systems
for complex and sophisticated objects and special effects.

If you have no prior experience with 3D assets, let alone game-type functionality, don’t worry, you
will begin with the basics and go on from there.

Creating Primitives

In DCC (digital content creation) applications—such as 3ds Max, Maya, or Blender—a primitive
object is, by definition, an object that can be defined by a set of parameters. Some examples of
primitives are sphere, cube, capsule, and cylinder. A sphere is defined by a radius and the number
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of longitudinal and latitudinal segments it has. A box or cube is defined by height, width, length, and
its number of segments. When an object cannot be described by a set of parameters, it is called

a “mesh.” A mesh is a collection of vertices, edges, and faces that are used to build the object in
3D space. A primitive is a mesh, but a mesh (no parametric way to define or describe it) is not a
primitive. In Unity, you have less control over the parameters, but the included 3D gameObjects

are primitives, nonetheless. These primitives can be used as is or as the base for more complex
gameObjects.

Let’s start by using the project created in the last section of Chapter 1, the UnityTest project.

1. If Unity is not already open to the UnityTest project, click the Unity icon on
your desktop.

2. In the Project Wizard, select the UnityTest project.

While the scene is small and you are not adding game play, it will be useful to use the default layout.
3. Click the Layout button at the top right of the editor to open the list of presets.
4. Select Default.

The layout reverts to having the Hierarchy view on the left, the Inspector on the right, the Scene and
Game views tabbed in the center, and the Project view underneath.

The project has a default, nameless scene, but it has not yet been saved.
5. From the File menu, select “Save Scene as.”
6. Save the scene as Primitives.

The new scene asset appears in the Project view, sporting the Unity application icon (Figure 2-1).

@3 Project | B console
Create *

v /Favorites  Assets »
O All Materials
All Models

LAl Prefabs
©L All Scripts

Standard A..  Primitives

Figure 2-1. The new Unity scene asset in the Project view

7. From the GameObject menu, Create Other, select Cube (Figure 2-2).
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| GameObject | Component  Window Help

Create Empty Ctrl+Shift+N |

Create Other > Particle System
Camera
GUI Text
GUI Texture
3D Text

Center On Children

Make Parent

Clear Parent

Apply Changes To Prefab

Directional Light

Point Light
Spotlight
Area Light

Break Prefab Instance
Move To View Ctri+Alt+F
Align With View Ctrl+Shift+F

Align View to Selected

Cube
Sphere
Capsule
Cylinder
Plane
Quad

Sprite
Cloth
Audio Reverb Zone

Terrain
Ragdoll...
Tree

Wind Zone

Figure 2-2. Creating a cube

A cube is created in the center of the viewport.

Transforms

All gameObjects have a Transform component. It keeps track of where the object is in space, what
its orientation is, and if it has been scaled. Unlike the viewport X, Y, and Z global coordinates,
gameObjects can be moved, rotated, or scaled at will. You can transform them in edit mode, and
they can be animated during runtime.

If you have not navigated through the scene view since the project was created, the cube should
have been created at 0, 0, 0. Unlike many Autodesk products where Z is up in the world, in Unity,
Y is the upward direction. You should see your cube with its transform gizmo, specifically the
Position gizmo, clearly visible. The arrows follow the convention of RGB = XYZ, or the red arrow
is the X direction, the green arrow is the Y direction, and the blue arrow is the Z direction. Z is the
direction Unity considers as forward.

1
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1.  With the cube selected, look at the Transform component at the top of the
Inspector (Figure 2-3).

© Inspector | o v
g M Cube [ static = |
s Tag | Untagged # | Layer | Default al
¥ .~ Transform L,
Position X0 Y0 Z\0
Rotation X0 Y 0 |Z|0
Scale X1 Y |1 [Z]|1
¥ i Cube (Mesh Filter) @ =
Mesh il Cube o}
v iy ¥ Box Collider %,
Is Triager (]

Figure 2-3. The cube’s Transform component

2. Ifthe X, Y, and Z positions are not all 0, you can type it in to move the cube
to that location.

While you are in the Inspector, take a look at the cube’s Scale. It defaults to 1 x 1 x 1. Unity
considers 1 unit to equal 1 meter, approximately 3 feet.

You don’t need to type values directly into the number fields, because many of Unity’s entry box
labels act as sliders.

3. Position your cursor over the Rotation’s Y label.

4. Click and drag it left and right to rotate the cube in the Scene view.
5. Leave the cube at about -60 degrees.
6

At the top of the editor, make sure the coordinate system is set to Local (it is
a toggle), not Global, and that the Transform is set to Move (Figure 2-4).
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File Edit Assets GameObject Component Window Help

O R S [=] [ center]  wocal ]

= Hierarchy ~= | 7 Scene
|l | Textured

Main Camera

Figure 2-4. The coordinate system set to Local, Move transform active

7. Click on the Z arrow in the viewport, and drag the cube while watching the
Position values in the Inspector.

The cube is moving in its local Z direction, but its X position is updated as well.

8. Change the coordinate system to Global, and pull the cube in the Global
Z direction.

This time, the only value being updated in the Inspector is the Z Position. When you transform an
object, its location and orientation are kept in world coordinates.

You can also rotate and scale objects using the transform modes at the top left. Just like position,
rotate can use local or global coordinates.

1. Click to active Rotate mode (Figure 2-5).
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= | # Scene
Textured

= Hierarchy
Create = | (arAll

Main Camera

Figure 2-5. Rotate mode and the Rotate gizmo
2. Rotate the cube by placing the cursor over the circular parts of the gizmo and
dragging.
3. Change the mode to Scale (Figure 2-6).

I3 = | CEmmrr
= Hierarchy | = | # scene
Textured

Main Camera

Figure 2-6. Scale mode and the Scale gizmo
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Unlike position and rotation, Scale mode allows you to scale an object only on its local coordinate
system. This prevents objects that have been rotated from getting skewed.

Scale the cube on any of its axes.
In the Inspector, set all of its Scale values back to 1.

Set the mode back to Move in the upper left corner of the editor.

N o a &

Set the coordinate system to Local.

So far, you have dealt with only a single object. With multiple objects, there are some tools that will
help you with positioning.

1. Hold the middle mouse button down, and pan the Scene view so that the
cube is off to the left, but not out of the viewing frustum (the boundaries of the
viewport window).

2. From the GameObject menu, Create Other, select Sphere.

3. The Sphere is created in the center of the viewport, not at 0, 0, 0 (Figure 2-7).

| # Scene
| Textured

Figure 2-7. The new created Sphere, not located at 0, 0, 0
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To move the sphere to the same location as the cube, you could copy and paste the values from the
cube to the sphere, but that would be tedious. Instead, you will be using a typical Unity workflow
where the target object is focused or framed in the viewport, then the object to move is moved to
that location. Note that it will not affect the object’s orientation.

4. Select the Cube in the Hierarchy view.

5. Double-click the cube in the Hierarchy view, or move the cursor to the Scene
view and press the F key.

The Scene view zooms in to the selected object. Unity calls this action “frame selected.”

6. Now select the sphere by clicking on it in either the Hierarchy view or the
Scene view.

7. From the GameObject menu, select “Move to View.”

The sphere is moved to the center of the viewport as defined by the cube’s location (Figure 2-8).

# Scene { ;
Textured 2D | % | <) | Effects I*| | Gizmos ~ | (GrAll

Figure 2-8. The scene focused to the cube, and the sphere moved to the scene’s focus

8. Select the cube, and check the Inspector for its Rotation values.
It should still have -60 (or whatever you left it at) as its Y Rotation value.
9. Select the Sphere, and check its Rotation values.

The sphere was moved to the cube with “Move to View,” but its rotation was not changed.
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Duplicating GameObjects

In Unity, you can use Ctrl +D (3+ D on Mac) to duplicate objects. Some items—such as materials,
textures, scripts, and many others—must have unique names and will automatically be incremented
upon duplication. GameObjects, however, can share names, as you may have noticed with the
AngryBots game. If you think you will need to access an object as an individual, you should give it a
unique name.

In this section, you will name the duplicates for easier identification after clearing the Sphere from
the Scene view.

1. Select the Sphere in the Hierarchy view.

2. At the top of the Inspector, to the left of its name, uncheck the check box to
deactivate the Sphere in the Scene view.

The Sphere disappears from the Scene view, but its transform gizmo remains visible as long as it is
selected.

3. Click in an empty spot in either the Scene or Hierarchy view to deselect the
deactivated Sphere.

In the Hierarchy view, the deactivated Sphere’s name is grayed out (Figure 2-9).

[@ | S m [ = Center | @ Glebal | | Layers > || Layout -

= Hierarchy | # Scene | € Game = O1 | CE

Create = (a7 A | Testured ¢| RGB 2| 20 | & | <) | Effects - izmes = | (arA P [ [Sphere [lstatic =
Cube T Tag | Untagged i Layer | Default )
Main Camera

z ¥ .~ Transform we
Position ¥ -1.0526 Y |0 Z|0.3632"

Ratation X0 ¥[0 2|0

Scale x|l 1 Zi1l
v .. sphere (Mesh Filter) @&
Mesh Wi Sphere o
¥ ) ¥ Sphere Collider o,

Figure 2-9. The deactivated Sphere in the Hierarchy view

Select the cube from either the Scene view or the Hierarchy view.
From the right-click menu, select Duplicate.

Rename the clone, Cube1.

N o g &

Pull Cube1 away from Cube so they are at least a meter (the original size of
the cubes) apart.

8. With either cube selected, press Ctrl +D (Command + D on Mac) to clone
another cube.

9. Rename the new cube, Cube2.

In case you can’t tell which is which, it doesn’t matter at this point, though the one selected should
be the new one.

10. Move Cube2 away from the other two.
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Arranging GameObjects

Typically, when you are creating an environment with a lot of duplicate geometry, you will import the
original and then make duplicates of it in the scene. Although it doesn’t reduce the overhead during
runtime, it does reduce disk space, or in this day and age, download time.

The end result is that the modular asset must be arranged in the scene. To help with that task, Unity
has a very nice vertex snap feature.

1. Arrange the view so that you can see all three cubes easily.
2. Select Cuber.

3. Hold the v key down on your keyboard, and move the cursor
around the cube.

The transform gizmo jumps to the closest vertex.

3D MESH COMPONENTS

If you are new to 3D, you might not know that mesh objects have three component parts: vertices, edges, and tris

(short for triangles). A triangle, sometimes called a face, is the smallest surface that can be rendered. It is defined by
three vertices and the three edges that connect them (below, left). Unless you are using a two-sided shader (a “shader”
contains the code that tells the graphics hardware how an object is drawn on screen), faces are only “drawn” or
“rendered” on one side, their face normal side. The “normal” is an imaginary line perpendicular to the face that indicates
its “outward” or visible side (below, right).

M | A

4. When the cursor snaps to the lower vertex closest to the next cube over,
press and hold the left mouse button, and then drag it over to the next cube.

5. With the mouse button down, move the cursor around the target cube and
watch the original vertex snap to its new target.

6. When you are happy with the alignment, let go of the mouse button to finalize
the arrangement.

7. Repeat the process with the third cube in the row or stack you started with
the first two.
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You can also set objects to snap at intervals and use a rotation snap.
1. Select one of the cubes, and set its rotation values back to 0.
2. From the Edit menu, at the very bottom, select Snap Settings.

The grid snaps are set to 1 unit. This means that the object must be within 1 unit or meter of the grid
intersection before they will snap. Because the cubes’ pivot points are at their centers, the cubes
were originally halfway down through the scene construction grid. The first thing to do is move it up.

3. Select the cube again and, holding the Ctrl key (Windows) or the &
key (Mac), move the cube up until it snaps its base to the grid floor.

4. Try snapping the cube to the grid in the Global X or Z direction.

Of interest is that the cube keeps the same offset, as it snaps 1 unit each direction. If you want it
to snap to corners, you can use the buttons at the bottom of the Snap Settings dialog to center
the cube on an intersection, add 0.5 to the X and Z in the Inspector, and then happily shap
between corners.

Angle or Rotational shaps are set to 15 degrees as a default. You will want to set them to some
number that makes sense for your needs before you snap rotate.

5. Change the mode to Rotate.

6. Hold the Ctrl (or Cmd) key down, and rotate the cube on its Y axis, noting the
15 degree increments or decrements in the Inspector.

7. Feel free to round up if the rotation value in the Inspector is infinitesimally off
at the end of the rotation.

Parenting

So far, you have dealt with singular objects. It’s quite typical, however, to group multiple objects
together and parent them to a single gameObiject for easier handling. The most important thing to
know is that children inherit the transforms of their parents. If a parent is moved two meters in the
Z direction, the child is moved that same two meters. If the parent is rotated, the child is rotated
relative to the parent. If the parent is scaled, the child receives the same scale, again, relative to the
parent. It sounds straightforward, but it is worth looking into further.

1. From the GameObject menu, Create Other, create a Capsule.
2. Inthe Inspector, set its position to 0, 0, 0.

3. Select Cube1l, and position it at least a couple of meters away from the
capsule.

4. Select the Capsule in the Hierarchy view, and drag and drop it onto Cube1 in
the Hierarchy view.

5. Check its transforms in the Inspector, and make note of them.
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They now reflect its offset from its parent rather than its location in the scene.

6. Click the arrow to the left of the new parent object to see the newly created
hierarchy (Figure 2-10).

= Hierarchy ] =
Create ~| (arAll
Cube
[ Cuber |
Capsule
Cube2
Main Camera
Sphere

Figure 2-10. The parent, Cube1, and its new child, Capsule

7. Now select and rotate Cube1.
The capsule rotates around its parent as expected.
8. Inspect the capsule’s x, y, and z Position values.
The values remain the same as when the Capsule was first parented to Cube.
9. Double-click the capsule to frame it in the viewport.
10. Select Cube2.

11.  From the GameObject menu, use “Move to View” to position it at the scene’s
focal point (Figure 2-11).
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H#f Scene
Textured 2D | ¢ | &) | Effects (¥ | Gizmos ~| (@rAll

Figure 2-11. Cube2 moved to the Capsule’s location

12. Now look at Cube2’s transform values.
As you may have expected, the two values do not match.

13. Select the Capsule in the Hierarchy view, drag it out of Cube1’s group, and
drop it in a clear space below the other gameObjects.

14. Now the two objects’ position values match (Figure 2-12).

© Inspector | | © Inspector a_,.L
9 Cube2 | []static « Capsule [Istatic « |
Tag | Untagged ¢ | Layer | Default &l Tag | Untagged 3 | Layer | Default ™
¥ .~ Transform ¥, ¥ .~ Transform £,
Position X -0.7967 Y O |219.1371] Position X -0.7967 Y |0 |Z]9.1371
Rotation X0 ¥ |-59.99¢ Z|0 | Rotation X0 1Y |213.93'|Z|0
Scale X1 NS [z]1 | Scale X1 Y |1 Z{1
¥ | Cube (Mesh Filter) [ %, ¥ .. capsule (Mesh Filter) [ %,

Figure 2-12. The Capsule’s Position values, left, and Cube2’s Position values, right
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Components

Now that you’ve been introduced to the Transform component, let’s look at a few more components.
Components are the building blocks that specify the functionality for every gameObject. In addition
to the mandatory Transform component, each of the primitive objects you created has a Mesh
Renderer, something called a Collider of an appropriate shape for its primitive, and a Mesh Filter for
its particular primitive’s geometry. When you create a Unity gameObject from Create Other, it comes
complete with the components that make it what it is.

Mesh Renderer

Let’s begin with the Mesh Renderer component (Figure 2-13). This component is what causes the
object (whose mesh is found in the Mesh Filter component) to be “rendered” or drawn into the Scene
view. Its first two parameters dictate whether it can cast or receive shadows (providing there is a
light in the scene set to cast shadows). It also holds an array for the material or materials assigned
to the mesh. For the test objects, each has only one material, so the Material array Size is 1 and that
material resides in the Element O slot. Arrays always start counting at 0, not 1.The material, in this
case, Default-Diffuse is shown at the bottom of the Inspector, along with a preview of the material.
Because this is an internally generated material, you may not adjust it. Materials dictate the visual
aspect of the object’s surface qualities.

Direction | Y-Axis ™ I
v . [MMesh Renderer @ %=
Cast Shadows M
Receive Shadows [V
b Materials
Use Light Probes [}
’ Default-Diffuse @ =

Figure 2-13. The Mesh Renderer component

Select each of the cubes, and disable their Mesh Renderer components by
unchecking the check box to the left of the component name.

Colliders

As each cube is selected and its Mesh Renderer disabled, you will see a green outline of the cube
remaining. This represents the cubes’ Box Collider component. Collider components have two main
types of functionality. The default is to block physics-based objects from going through the volume
defined by the Collider component. The second, when the collider’s Is Trigger parameter is checked,
is to allow objects to pass through the object but to register the event for further evaluation and
possible action. Any object that must cause an event to be triggered on pick, collision, intersection,
or ray-cast must have a collider of some type. Even with their Mesh Renderer turned off (invisible in
the scene), the objects are still fully active in the game.
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1. Select the Capsule, and check out its Capsule Collider component in the
Inspector (Figure 2-14).

Mesh @l Capsule ©
v § M capsule Collider @ =

Is Trigger ]

Material None (Physic Material) o]

Center X|0 YO0 Z0

Radius 0.5

Height 2

Direction | ¥-Axis Y
v ..M Mesh Renderer @ =

Cack Chardawe o

Figure 2-14. The Capsule Collider component

2. Disable the Capsule’s Mesh Renderer to get a better look at its Capsule
Collider in the scene view.

3. Select the Sphere in the Hierarchy view, and Activate it by clicking the check
box at the top of the Inspector to activate it.

4. Disable its Mesh Renderer to get a better view of its Sphere Collider.

In addition to having the option to act as a trigger only, colliders of any shape can use a Physic
Material to define how they react on collision. The Physics Material lets you set bounciness and
other physics-related properties. You will be experimenting with physics in the next chapter.

Common to the collider shapes based on primitives is a set of adjustments for the shape itself,

including the X, Y, and Z adjustments for its center offset. Mesh colliders can be used when the
shape requires more accurate collision testing, but it is far more efficient to use one of the other
shapes and adjust it to fit. Colliders are a mainstay of Unity that you will be seeing a lot more of.

Mesh Filter

The Mesh Filter component is what holds the 3D mesh for the gameObject. You will rarely need to
do anything with it, but occasionally the actual mesh will go missing, so it is worth a quick look.

1. Select the Capsule object.

2. Click the little circular browse icon to the far right of the Mesh parameter’s
loaded Capsule mesh.

When the Browse window appears, you will see a few imported meshes at the top and several
internally generated primitives that Unity includes for its own use. The Capsule is currently selected,
and information about the mesh is shown at the bottom of the Browse window. The Browse window,
just as with the second column of the Project view, has a scaling slider that allows you to adjust the
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thumbnail size or to drop down to text with a small icon. Because it is a floating window, you can
also adjust its size and aspect ratio for easier browsing.

3. Adjust the thumbnail size with the slider at the top right of the Browse
window.

4. Adjust the size and shape of the window as you would with any application.

5. For fun, double-click and select the construction_worker mesh instead of the
capsule.

6. Turn on the Capsule’s Mesh Renderer, and focus the Scene view on the
Capsule to see the result.

7. In the Mesh Renderer, Open the Material array to see its Element 0.

8. Click the Browse icon next to Element 0’s currently loaded Default-Diffuse
material, and select the constructor_done material instead (Figure 2-15).
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Effects || | Gizmos | (@Al " | Rotation x/o lv[213.93/ 20 H
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¥ | Construction_worker (Mesh Filter) £,
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Material None (Physic Material) | ®
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Radius 0.5
Height 2
Direction | Y-Axis 4]
¥ .. MMesh Renderer &,
Cast Shadows I
Receive Shadows [V
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Size |z
Element 0 @ constructor_done -}

Figure 2-15. The capsule’s Mesh Renderer altered

The takeaway here is that regardless of what mesh is loaded, or what material has been applied

to it, or even if the mesh is not being rendered in the scene, the capsule will still act like a capsule
when interacting with other objects because of its Capsule Collider. You could, of course, adjust

the Capsule collider’s parameters, including its up direction to better fit the new mesh. Later in the
book, you will be adding and removing components as you add functionality to a variety of imported
assets.

As long as you are having a first look at components, you may as well inspect the Main Camera.

9. Select the Main Camera from the Hierarchy view, and look at its components
in the Inspector (Figure 2-16).
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Figure 2-16. The Camera’s components in the Inspector

Along with the mandatory Transform, it has a pretty robust Camera component and three
components that have no parameters at all. Because there is no mesh associated with a camera,
it has no Mesh Filter, Mesh Renderer, or collider components. The GUI Layer is what enables the
camera to “see,” and therefore render, GUI objects. These are 2D objects that are rendered in front
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of the 3D Scene environment. The Flare Layer component allows the camera to “see” post-process

effects such as lens flares.

The Audio Listener component is a specialty component. It enables sound in the entire scene or
level. Unity automatically adds one to any camera presets that are created. A default camera is
created with each new scene, which ensures that your scene will be sound ready. Unfortunately,

every time you create a new camera, you will get another Audio Listener. Because there can be only

one Audio Listener to a scene, you will find yourself removing or at least disabling the extras.
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As you progress through the book, you will have a chance to investigate all sorts of components and
find out what kind of functionality they add to each gameObject.

Creating Environments

No matter what genre your game falls under, one of its main components is likely to be the
environment where the game play takes place. In a 3D world, it could be as complex as a lush
tropical forest or as stark as a post-apocalyptic cityscape. Whether the visual style is realistic
or cartoon-like, you will require an environment that complements and enhances the game’s
functionality.

Designing Smart

If you are new to 3D game design, or at least new to taking a game from paper to reality, there

are design limitations to be aware of. In real-time games or applications, pretty much everything
adversely affects frame rate. As the goal is to keep the frame rate fast enough for game play to
progress uninterrupted, you will be required to make decisions about content and staging. Sixty
frames per second is generally the goal, although the human eye doesn’t see much more than 30.
Because frame rate in a real-time game constantly varies, that gives you a pretty good safety zone.

When asked what affects frame, most people’s answer will be “poly count” —meaning polygons, or
more precisely, triangle count, or “tris” as Unity refers to them. But more important than the number
of tris, is the number of tris that must be rendered in a scene at any one time. A Scene that contains
a million tris could get very high frame rate as long as only a small number had to be rendered at
any one time. An example would be a building or compound where the player would never see more
than one or two rooms at any one time. In an outdoor environment, “partitioning” the areas could be
done with the terrain itself using canyons and valleys (Figure 2-17).

LOWER MID
LOWER —
MID UPPER
UPPER

Figure 2-17. Efficient layout for indoor and outdoor scenes
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Scenes where the million tris must all be rendered in the viewport at the same time—such as

with the view of a complicated spacecraft, a city that can be seen from a distance as the player
approaches it, or a complex piece of equipment or installation —will probably suffer from very low
frame rates. There are lots of things that can be done to improve the frame rate in these cases,
including the use of LOD (level of detail) stand-ins—that is, lower poly count versions of complicated
meshes, —but designing to avoid problems is a better way to go.

If you think back on the Overdraw option in the Scene view you looked at in Chapter 1, you may
remember that even if objects are occluded (hidden behind other objects), the engine has to
determine whether they must be drawn or not. In mobile applications, especially, this can be costly.
Unity Pro has an occlusion culling feature that will automatically hide occluded areas for you. If you
are using the free version, you will have to manage visibility manually if your frame rate drops too
low. So, with all of this in mind, whenever possible, design your environment to be able to hide large
chunks of it as required.

Creating Terrain

As with most modern game editors, Unity has a terrain-building system. While not as robust as
some, it covers most of the basics quite nicely, with more enhancements promised for the future.
One of the more important features is a built-in LOD system. The ground mesh itself drops down in
detail as it recedes into the background. 3D mesh trees are replaced with billboard (an image on a
simple plane that rotates to always face the camera) versions, and smaller plants and meshes are
hidden as the player move away from them. All of the distances can be adjusted.

If you are thinking that you can create and populate your terrain with abandon, you will be
disappointed. Even with Unity’s LOD features, it is very easy to bring your frame rate to a crawl. As
with overall environmental design, it is better to keep clusters of high foliage usage localized so you
can cut back the culling distances.

Enough doom and gloom! It’s time to create an environment so you can get a taste of Unity’s
capabilities.

Defining the Bounds

The first thing you will need to do is define the size of your terrain object. Although it’s tempting to
work on a grand scale, remember your player will need to traverse it as the game unfolds, preferably
not by placing a soda can on the keyboard and wandering off for a coffee while his character makes
its way across the vast area between points of interest.

Let’s begin by creating a new scene for the terrain test. The current scene has nothing worth saving,
so you will abandon it.

1. From the Files menu, select New Scene.
At the warning dialog, choose Don’t Save.

Save the scene as Terrain Test.

> LN

Right-click on the Assets folder in the Project view, and from the Create
submenu, select Folder.
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5. Name the new folder Scenes.

6. Drag the Terrain Test scene and the old Primitives scene into the
new Scenes folder.

Now you are ready to create your new terrain.

1. From the GameObject menu, Create Other, select Terrain from near the
bottom of the list (Figure 2-18).

GameObject | Component Window Help

:4_ Create Empty Ctrl+Shift+N |_
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i Center On Children Camera
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3D Text
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Break Prefab Instance
Move To View Ctri+Alt+F
Align With View Ctrl+Shift+F

Align View to Selected

Cube
Sphere
Capsule
Cylinder
Plane
Quad

Sprite
Cloth
Audio Reverb Zone

Terrain
Ragdoll...
Tree

Wind Zone

Figure 2-18. The Terrain gameObject

2. Inspect the new gameObject and its unique components in the Inspector
(Figure 2-19).
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Figure 2-19. The Terrain components in the Inspector

Along with the mandatory Transform, the new gameObject has only two other components. The
Terrain Collider, a specialized collider used only for terrains, and a deceptively simple-looking Terrain
component. This one is a script, but you do not have access to its contents. It is, however, the
place where most of the terrain building takes place —essentially, a terrain editor. In earlier versions
of Unity, the terrain had its own menu that provided easy access to key features while setting up a
terrain. While the re-organization make more sense for upkeep, it makes the initial setup a bit of a
scavenger hunt.

1. Double-click on the new Terrain object in the Hierarchy view to focus the
viewport to it.

2. Note that it was created at 0, 0, 0, but that its pivot point is at one of its
corners rather than the more typical typical center location.

3. Click through the Terrain tool bar, and note the names of the various modules
in the space below the tool icons (Figure 2-20).
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Figure 2-20. The Terrain component’s modules with Raise/Lower Terrain active

The names and, in the case of the tools, a brief set of instructions for their use, are shown under the
tool bar as you select each one.

4. Select the Terrain Settings module.

5. In the Resolution section, near the bottom, set the Terrain Width and the
Terrain Length to 200 x 200 meters.

6. Set the Height to 150 meters.

The Height consists of the lowest point—a lake bottom, for example—to the highest peak. If you
want mountains that are 130 meters high from a valley floor and a lake bottom that is 20 meters
deep from that same floor, you would make the Height 150 meters.

7. Make note of the warning at the bottom of the Resolution sections.

8. Focus the view to the Terrain’s new dimensions, and then rotate the view so it
is nearly a side view (Figure 2-21).
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| # scene
Textured

Figure 2-21. The newly sized Terrain in the viewport

Always make sure you are happy with your initial parameters before you start creating your terrain’s
features. The various resolutions store the information for how much detail will be used in your
terrain’s various features. Larger resolution for these images will, of course, take up more disk
space/download time and memory. The test scene you are building will be fine with the defaults.

The next parameter that must be set is the “flatten” height. Think of it as the base level for your terrain.
The topography tools allow you to paint up or down from that base level. In the earlier example, because
you want your lake to be 20 meters deep, the flatten height will be 20 meters. The Flatten tool is found in
the Paint Height module.

9. Inthe Inspector, in the Terrain’s Paint Height module, set the Height to 20 and
press the Flatten button (Figure 2-22).
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Figure 2-22. The Flatten height setting

The Terrain jumps up 20 units in the viewport, but the Y transform is not affected (Figure 2-23).

4 Scene L
Textured 20 | i | ) | Effects |~ || Gizmos | (GrAll

Figure 2-23. The newly sized Terrain in the viewport
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With your terrain defined, you are ready to sculpt the features. The Terrain component is well
covered in the Unity documentation, at http://docs.unity3d.com/Documentation/Components/
script-Terrain.html, so you will just be covering the basics in this exercise. Painting is achieved by
pressing the left mouse button down while moving the mouse.

The first of the Modules is Raise/Lower Terrain. With it, you can paint mountains and valleys using a
variety of brush shapes. The two parameters are Brush Size and Opacity (strength of the effect). In
this module, painting is additive.

1. Select the Raise/Lower Terrain section.

2. Rotate the view so that the terrain is closer to a top view.

3. Set the Brush Size to 100 and the Opacity to 20.

4. Using the default brush (the soft round brush), paint some hills around the
outside of the terrain.

5. Paint a couple of passes to turn them into mountains.

6. Experiment with different brushes to see the results (Figure 2-24).

I # scene
Textured

Figure 2-24. Newly formed hills and mountains around the perimeter of the terrain

Note how the detail softens as soon as you release the mouse button (Figure 2-25). This is Unity’s
LOD at work. If you zoom in, you will see the detail you originally saw as you painted.


http://docs.unity3d.com/Documentation/Components/script-Terrain.html
http://docs.unity3d.com/Documentation/Components/script-Terrain.html
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Figure 2-25. The terrain features far from the active brush look smoother and appear to have less detail than when painted.
Change the Scene view display from Textured to Textured Wire (the drop-down menu under the Scene tab)

8. Zoom in and out to see the detail change (Figure 2-26).

# Scene | € Game =i[
| Wireframe + | RGB :|| 20| % | 4) | Effects 7| | Gizmos ~| (@Al

Figure 2-26. The Textured Wire display making the resolution details more apparent
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9. Set the display back to Textured.

Most of the Terrain tools have different functionality when a specific key, usually the <shift> key, is
being held down. In the Raise/Lower Terrain tool, holding the <shift> key lowers the terrain. Just as
the regular painting caps out at 130 meters above the base height, painting lower will bottom out at
20 meters below base.

10. Paint a couple of depressions in the terrain by holding down the <shift> key
while you paint.

11. Paint over the same depression a few times until it bottoms out (Figure 2-27).

|| # scene
Textured

Figure 2-27. A couple of depressions in the valley floor

The next tool is the Paint Height tool. Like the Raise/Lower Terrain tool, it is also additive, but you
can set the cap height to have more control when painting building pads, mesas, or even sunken
walkways. Because you are already defining a target height, this time the <shift> key will sample the
terrain’s height at the cursor’s location when you click. This is quite useful when you want to go back
to a certain feature to increase its size but can no longer remember the height setting you used.

1. Click on the Paint Height button.
Note that the previous settings for Brush Size and Opacity are retained.

Let’s create a plateau, slightly above the base level. The Height parameter is set to the Terrain height,
150 meters, so if base height is 20, a good height for a low plateau might be 30.

2. Set the Height to 30.

3. Paint your plateau in a nice area in a clear spot on the valley floor (Figure 2-28).
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Figure 2-28. An isolated plateau on the valley floor

4. Hold the <shift> key down, and click once to sample a little way down the
slope of the plateau.

The Height parameter changes to match the sampled point.
5. Reduce the brush size to something appropriate for terraced steps.
6. Paint the first step, and sample its slope to get the next height.

7. Repeat the procedure until you have terraced steps down to the valley floor
(Figure 2-29).
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Figure 2-29. Terraced steps leading down to the valley floor

The next tool is the Smooth Height tool. Having undoubtedly experimented with several of the

spottier brushes, you’ve probably got some pretty spiky mountains somewhere on your terrain.

The Smooth Height tool will simulate some nice weathering to tame them down.
1. Click on the Smooth Height tool.
2. Set the Brush Size to 100 and the Opacity to about 30.

3. Paint some of the jagged peaks down to simulate the passing of a few
millennium (Figure 2-30).

67
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Figure 2-30. Some of the jagged peaks weathered into gentle slopes

Just as with the previous tools, the Smooth Height is also additive, so you can set the Opacity lower
and make repeated passes over areas that need attention.

Adding Textures

While the terrain is certainly looking more interesting, it is in great need of some textures.
Fortunately, because you imported the Terrain Assets package when you created the project, you
will have some nice textures to work with. Terrain textures must be tiled, of course, to avoid seams,
but they must also contain very few features that the human eye will recognize as repeated patterns.
Alpha channels will be ignored.

Let’s begin by looking at the textures provided by the Terrain Assets package.

1. In the Project view, Assets folder, Terrain Assets, select the Terrain Textures
folder.

2. Use the size slider to see the thumbnails at their maximum.
3. Click on Grass(Hill) in the second column.

4. Adjust the Inspector’s width and the preview window’s height to get a good
view of the texture (Figure 2-31).
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Figure 2-31. The Grass(Hill) texture shown in the Inspector

5.

Note the information given about the texture at the bottom of the Preview

The texture is 512 x 512. The compression is DXT1. Unity compresses all of the project’s textures
into the DDS format. If you look at the top of the Inspector, you can see that you will be able to
dictate how the texture is read in and processed.

6.
7.

Click on each of the other three textures to see what is available.

From the Terrain Grass folder, check out Grass and Grass2, making sure to
note their alpha channels by toggling the RGBA button next to the Mipmap
slider (Figure 2-32).
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Figure 2-32. The Grass texture not meant for a terrain texture

The two textures, Grass and Grass2, are not for the terrain texture. You will be using them later,
though, to help dress up your terrain.

The first thing to know about the terrain textures is that the first one you apply to the terrain will fill it
completely, so choose accordingly. Textures, as with the rest of the trees, detail meshes and grasses
that must be loaded into the appropriate Terrain component module before they can be used. Let’s
begin by flooding the terrain with the Grass(Hill) texture.

1. Select the Terrain object again to get back to the terrain tools.
Click on the Paint Texture tool.

Under the Textures preview area, select Edit Textures.

> LN

From the list that appears, select Add Texture (Figure 2-33).
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Figure 2-33. The Edit Texture list
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The Add Terrain Texture dialog appears (Figure 2-34).
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Figure 2-34. The Add Terrain Texture dialog

5. Click the Texture’s Select button to bring up the Select Texture2D dialog.

6. Select Grass(Hill).
7. Click Add.

The Grass(Hill) texture is now shown in the available Textures area beneath the brushes. In the Scene
view, the terrain is filled with the Grass(Hill) texture, tiled at the default 15 x 15 size (Figure 2-35). Note
that this is a tiling size, not number. If you wanted the texture to appear smaller or more detailed on

the terrain, you would decrease the Size parameters.
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Figure 2-35. The Add Terrain Texture dialog

To get some practice painting a terrain texture, you will need to add another texture.
8. Click the Edit Textures button again, and select Add Texture again.
9. Select Grass&Rock, and click Add.

The new texture is added to the available textures (Figure 2-36). Note that the Grass(Hill) texture has
a light blue strip at its base. This tells you that it is the currently active texture for painting.

Textures

# Edit Textures...

Settings

Figure 2-36. The two available terrain textures

10. This time, load CIiff (Layered Rock).
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The thumbnail for this texture appears washed out (Figure 2-37).
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Figure 2-37. The Cliff (Layered Rock) texture added to the available terrain textures

The mystery is quickly solved if you select the texture in the Project view and then view its alpha
channel in the Inspector. This texture, when used on regular scene objects, was probably designed
to use its alpha channel as a glossiness map.

Now that you have loaded a few textures, it’s time to start painting. Once again you have the brush
choices, Brush Size and Opacity. Opacity is additive, so the more you paint an area, the more
opaque the coverage is. This time, however, you have a new parameter, Target Strength. This lets
you set a maximum opacity that caps the additive effect. When painting between ground and foliage,
you may prefer to blend with the speckled brushes rather than opacity.

1.
2.
3.

Select the cliff texture, set the Opacity to 100, and paint the mountains.
Select the Grass & Rock texture and one of the more broken-up brushes.

Paint the transition between the grass and cliff textures. Try clicking rather
than dragging the brush.

Load the GoodDirt texture.

Decrease the Brush Size, and paint several paths around your terrain
(Figure 2-38).
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Figure 2-38. The terrain with textures painted

In earlier versions of Unity, once the scene was saved, the terrain’s splat map would be visible in

the Project view. A splat map is how Unity tracks where the textures were painted on the terrain. An
RGBA texture has 4 colors available: red, green, blue, and white (Figure 2-39). The first three textures
are recorded using the red, green, and blue colors. The fourth color is stored in the alpha channel as
white, where black is used as a mask.

Preview

SplatAlpha 0
512x512 ARGB 32 bit 1.3 MB

Figure 2-39. A splat map in the Inspector from an earlier version of Unity

To get a better idea of how the last “color” looks, you would have to toggle the alpha channel to see
the white (Figure 2-40).
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Figure 2-40. The splat map’s alpha channel

You may be wondering if four textures are the most you can use on the terrain. If you note the name,
SplatAlpha 0, the element 0 may clue you in. If you are new to scripting, you will soon find out that
array elements always count from 0, indicating that there could be more splat map elements. So

it turns out you can have multiple splat maps. Do be aware that each would be one more 1.3-MB
texture added to the project and cause the terrain to be rendered again on top of the first splat map
in an alpha-blended way.

Populating the Terrain

The next step in the terrain-creation process is to add some foliage. Unity handles trees differently
than it handles plants. Plants also have two options, one for billboard planes and one for regular
meshes. Each of the three foliage types has its own functionality and peculiarities

Tip ABillboard object is a texture map with an opacity channel that is applied to a plane. Unlike a
real-life billboard, in game engines the planes always turn to face the camera. In Unity, all trees used
for terrain automatically have an image generated for the planes when you load them into the Terrain
component’s Paint Trees section.

Unity’s Terrain Assets include a single, nice palm tree you can use to populate your test scene. You
can also use the BigTree that comes with the Tree Generator package. You have already seen a
couple of grass textures that you can use for the “grass” style detail foliage. That leaves only the
detail meshes with no samples for this test terrain. You could try your luck with some free models
from the Asset Store, but because of the way the Terrain component handles these meshes, not all of
the assets available will be well behaved. Fortunately, the book’s project requires a few specialty plant
meshes that have been set up to work well with either the Terrain system or as standalone meshes.
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Trees

Let’s begin by importing one of the Unity packages. When you first set up this project, you had the
option of importing several Unity packages. The great thing is that you can import them at any time
after the project has been created as well. The Tree Creator package brings in the assets required
to create your own trees from some basic meshes and textures. Its use is well covered in the Unity
documentation in case you'd like to give it a try. It also comes with a sample tree already finished.
It is a higher poly count than is recommended for terrain trees, but when used sparingly it will work
well for your terrain test.

1. Right-click in the Project view, or open the Assets menu.

2. From Import Package, choose Tree Creator (Figure 2-41).
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Figure 2-41. The Tree Creator in the Import Packages list
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3. The Importing Package dialog will open when the package has been
expanded (Figure 2-42).

Figure 2-42. The Tree Creator package ready and waiting for import

4,
5.
6.
7.

Click Import.
In the Project view, under Favorites, click All Models.
The only tree model showing is the Palm tree.

Click on it, and click and drag in the Preview window of the Inspector to
rotate the view (Figure 2-43).



78 CHAPTER 2: Unity Basics

Preview

Figure 2-43. The Palm tree in the Inspector

You can find out which folder it comes from by looking at the status line at the bottom of the Project
view. Trees for use in the terrain must reside in a folder with “Ambient-Occlusion” in its name. So
what about the BigTree? It wasn’t found with the models filter because it was created procedurally
with the Tree Creator. To see it, you will have to filter for Prefabs.

1. Select All Prefabs in the Favorites list.

2. Click on BigTree to view it in the Inspector (Figure 2-44).
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Figure 2-44. The BigTree in the Inspector

Because it’s a prefab—and in this case a single gameObiject, not just an imported asset—you

can see its components in the Inspector along with its preview. In the Tree component, where you
can see the icons for its various nodes, you can see that it has 3516 tris and two materials. Unity
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recommends that a terrain tree be no more than 2000 tris. It also limits terrain trees to two materials.
Typically, the material for leaves and branches uses transparency, and the other material is for

bark. Unity also has a few shaders designed especially for terrain trees. This tree wasn’t created

specifically for use in the terrain, but with a slight adjustment it will work. Let’s load both trees in the

Terrain’s Place Trees section.
3. Select the Terrain.

4. Click on the Place Trees button.
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Just like the textures, the trees must be loaded into the module before they are available for use.

5. Click the Edit Trees button, and select Add Tree (Figure 2-45).

| Add Tree |

Edit Tree
Remove Tree

Figure 2-45. The Edit Trees list

6. Inthe Add Tree window, click the Browse icon and select the Palm (Figure 2-46).

Tree
Bend Factor

Figure 2-46. Loading the Palm into the Add Tree dialog
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9.
10.

Click Add.
Repeat the process to load the BigTree.
Set the Brush Size to about 20, and paint palm trees around the terrain.

Click on the BigTree to make it the active tree, and try to plant it in the same
place as the Palms.

You may see a few added, but the Density parameter limits how close the trees can be planted to
each other.

For the next step in your Tree exploration, you will be planting only BigTrees on the top of your
plateau. If it has already been covered with palms, you can easily remove them. As the instructions
for the Plant Trees tell you, you can hold Shift and paint to remove all trees, or Ctrl (Cmd on Mac) to
remove the currently selected tree.

1.
2.
3.

| # scene
| Textured

Hold the Shift key, and clear the palms from the Plateau.
Release the Shift key, and plant BigTrees on it.

Zoom in slowly, observing the trees of both types switch from their billboard
(distance LOD) counterparts to the mesh versions.

Arrange the view so that you can see a few trees at a distance of about 5-10
meters (Figure 2-47).

| € Game =

+| | RGB || 2D | % | Q) | Effects |~ || Gizmos | (@Al

Figure 2-47. A good view of some BigTrees



82 CHAPTER 2: Unity Basics

All looks good so far, but you are missing a crucial item in the scene: a light source!
5. From the GameObjects menu, Create Other, choose a Directional Light.
6. Toggle the Scene Lighting button on from the middle of the Scene view’s tool bar.

The lighting improves. Directional lights cast parallel rays and are generally the choice for lighting
outdoor scenes. If you are not using Unity Pro, they are the only lights that can cast shadows—
which you have probably just realized are missing from the scene. Shadows of any kind tend to
be costly, so they are not turned on as a default. Shadows are also set to display only as far as a
specified distance from the camera.

7. Inthe Directional Light’s Light component, set the Shadow Type to Soft
Shadows.

8. Adjust the shadow Strength to about 0.6.

Now you can see the problem with the BigTrees or, to be more accurate, their leaf material’s shader
(Figure 2-48). The leaf texture’s alpha channel is being ignored for shadows. If you pan around the
view, you will notice that the Palms’ fronds cast their shadows correctly. Both are using opacity
channels rather than geometry. To fix the problem, you can replace the “hidden” material with one of
those already available for the Tree Creator. Generally, the easiest way to edit prefabs is to drag one
into the scene view, make the changes, and then delete them from the scene.

# Scene | € Game 3

Textured ¢+ | RGB s |20 | ¢ | <) | Effects |~ | Gizmos | (arAll

Figure 2-48. Solid shadows for the BigTrees

9. Locate the BigTree prefab in the Project view, and drag one into the Scene
view.

10. In the Project view, Assets, Standard Assets, Tree Creator, Sources, select
the Materials folder.
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Inside it you will see the bark, leaf, and branch materials (Figure 2-49).

3 Project
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()

Yﬁ:}‘ Favorites
@AII Materials
©LAll Models
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@AII Scripts

v Assets
Scenes
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> Gl Scripts
b5 Terrain Assets
v Tree Creator
¥ &l Sources
== Materials
& Textures
V& Trees
BigTree_textures

Assets » Standard Assets » Tree Creator » Sources » Materials

BigTree_bark BigTree_leaves

BigTree_branches

Figure 2-49. The materials found in the Tree Creator files

11.
12.
13.

field (Figure 2-50).

Select the BigTree in the Hierarchy view.
In the Inspector, in the Tree component, click on the left leaf node.

In its Geometry section, drag the BigTree_Leaves material into its Material

83
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|@ ] PARALNIE]

&;
Move Leaf ‘

Select a leaf spline point and drag to move it.
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Figure 2-50. Assigning the BigTree_Leaves material to the leaf node in the Tree component

When the screen redraws, you should see proper leaf shadows below the prefab tree. Now you will
have to update the tree in the Terrain’s Plant Trees module.

14. Select the Terrain, and go to the Plant Trees section.

15. Click the Refresh button, and move the cursor over to the Scene view.

The shadows are now being drawn properly for all of the terrain trees (Figure 2-51). Any time you
change a tree asset or prefab, you must use “Refresh the trees” to update them.
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Figure 2-51. Terrain BigTrees now casting shadows

16. Delete the BigTree prefab from the Hierarchy view.

For more information on setting up your own trees to use in your terrain, check out the Creating
Trees section at http://docs.unity3d.com/Documentation/Components/terrain-Trees.html.

Plants

As mentioned earlier, Unity has two types of “details.” The first are Grasses, which are simple
billboard planes. The only asset they require is a texture with an alpha.

1. Select the Terrain again.
2. Open the Paint Details section.

3. Select the Edit Details button, and select Add Grass Texture (Figure 2-52).


http://docs.unity3d.com/Documentation/Components/terrain-Trees.html
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| |Add Grass Texture |

Add Detail Mesh
Edit
Remove

Figure 2-52. The Edit Details options

4. For Detail Texture, click the Browse button and load either Grass or Grass2
from the browser (Figure 2-53).
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Figure 2-53. The Add Grass Texture dialog

5. Click Add.
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6. Set the Brush size to about 50, the Opacity to about 0.15, and the Target

Strength to about 0.125.

7. Click once to Paint some grass close to you in the Scene view.

8. Click and drag to see how easy it is to add too much grass (Figure 2-54).

i| # scene | € Game
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Figure 2-54. Grass from a single click on the left, and painted on the right




88 CHAPTER 2: Unity Basics

9. Zoom in and out of the view to see the grass being distance culled.

If you paint grass from too far away, you may not see it until you zoom in closer. Even with culling,
it is easy to paint too much grass and see a large drop in the frame rate, so add grass carefully. This
can be a good time to use some of the spottier brushes.

The second type of “detail” for this module is the Detail Mesh. With the Grass type, you loaded
a texture and the planer mesh was generated for you. Obviously, you could use textures other
than grass, but at some point, you will want to use something more substantial to add foliage or
other features to your terrain.

The Detail Mesh lets you do just that. It also has two options. The first is used with plants that use
opacity channels. A small-leaved plant with lots of twig-like stems would cost far too many tris for
something so minor in your scene. You can see the idea with the BigTree’s foliage. Other than a few
mesh branches, most of the leaves are on large, mostly planer pieces of geometry. Unlike the grass,
these do not turn to face the camera, so they are generally crossed in two or three planes.

Before you go any further, you will want to download the assets that are included with the book. To
do so, go to the book’s page at the Apress website (www.apress.com/9781430267799) and locate the
download. The assets include asset files and source code for each chapter, along with a finished
version of the project for each chapter. Unzip the assets to a location of your choice.

1. If you haven't already done so, download the book’s assets for Chapter 2.
In Unity, right-click in the Project view to bring up the Assets menu.

From Import Package, choose Custom Package.

> L™

Navigate to the downloaded Chapter 2 Book Assets folder, and select
TerrainDetailMeshes.unityPackage.

5. Click Import when the package has uncompressed and the dialog appears
(Figure 2-55).


http://www.apress.com/9781430267799
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Figure 2-55. The contents of the TerrainDetailMeshes.UnityPackage

The package is imported to your scene. The file hierarchy from the original scene is retained. In the
Project view, you will now find the following new folders: Imported Assets, Prefabs, and Textures.
The gameObijects in the Prefabs folder are the same as the assets in the Imported Assets folder, but
as prefabs they can be brought into the scene as individuals. You will be making your own prefabs
later on in the project.

6. Click on the Prefabs folder, and check out the new gameObjects (Figure 2-56).

3 Project =] le
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Figure 2-56. The objects from the newly imported custom UnityPackage
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7. Click on the Tomato mesh to see its crossed planes in the Inspector
(Figure 2-57).

Preview

Figure 2-57. The crossed planes of the tomato mesh

8. Select the Terrain, and open the Place Details module.
9. From Edit Details, select Add Detail Mesh.

10. This time, try dragging the Tomato prefab directly into the Detail field instead
of using the Browser.

Other than the regular parameters, you will find a new one here, Render Mode. The choices are
Vertex Lit and Grass. Vertex Lit is for meshes that do not use opacity for any of their textures. Grass
is for meshes that use opacity. Vertex Lit meshes will not be able to bend in the terrain wind that

you will try in the next section. Detail meshes like rocks or cactus are good choices for Vertex Lit.
“Grass” meshes may or may not be affected by terrain wind, depending on how they were prepared.

11. Tone down the Healthy Color and Dry Color.
12. For the Render Mode, select Grass.
13. Click Add, and select the Tomato from the Details previews.

14. Paint some tomato plants around the terrain, clicking rather than dragging to
avoid overpopulation. (The settings for your grass should persist.)

The other Render Type in Detail Meshes is Vertex Lit. It does not support alpha channels. Rocks,
succulents, cactus, and other substantial meshes are most appropriate. Unlike Paint Trees, there is
no density restriction, so use this tool carefully.

1. Load the River Rock asset in as a new Detail Mesh.
2. Set the Random Width and Random Height to 0 each.
3. Set the Render Mode to Vertex Lit.
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4. Turn the Dry Color and Healthy Color to white and grey.

5. Click Add, select the River Rock Detail mesh, and click in a few places to get
a good cover of rocks (Figure 2-58, left).

6. From Edit Details, select Edit and change the Random Width and Random
Height to 3 (Figure 2-58, middle).

The rocks scale in a large fractal noise pattern, with the smaller rocks around the edges.

7. Adjust the Random Height value up and down to see the results before setting
it back to 3.

8. Take the Noise Scale slowly up to 0.75 and back down to watch the scale of
the noise pattern get smaller (Figure 2-58, right).

Figure 2-58. The River Rock evenly painted (left), with random Width and Height set to 3 (center), and with the Noise Scale
adjusted (right)
9. Click Add to close the Edit window.
10. Hold the Ctrl or Cmd key down, and lightly paint over the rocks to thin them out.

Terrain Plants and Wind

Wind in Unity is not a simple scene addition. Wind is added to grass and detail meshes through the
Terrain Settings section under Wind Settings.

1. Click Play, and switch back to the Scene view.
2. Zoom in to watch the grass and tomato plants wave back and forth.

3. Adjust the Speed, Size, Bending, and Grass Tint to see how the Grass
texture and Grass Detail meshes react.

Terrain trees require a Wind object for movement. The Bend Factor setting acts as a multiplier.
4. From the GameObject menu, Create Other, select Wind Zone.

5. Select the Terrain object again.
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6. In the Paint Trees section, select the Palm and click Edit Tree.
7. Adjust the Bend Factor up and down to see how the trees react.
8. Leave the Bend Factor at 2.

Note that the distant billboard trees are not affected by the wind, so you may have to zoom in closer
to the palm trees to see results.

9. Select the Wind Zone, and check out the parameters and options.
10. Stop Play mode.

The Wind Zone is deleted once you stop Play mode. Feel free to add another more permanent Wind
Zone now that you are no longer in Play mode.

Terrain Bloopers

So far, you’ve been practicing with well-behaved assets. There are, however, a lot things that can go
wrong with assets that look perfectly okay when brought into the scene on their own. It is worthwhile
being familiar with a few typical problems.

The first issue is due to the way Unity calculates wind on Detail meshes. The values used to
calculate the amount of movement from “wind” are stored on the object’s vertices. Besides the
vertices’ x, y, and z locations, vertices store other types of information. Vertex color, one such piece
of information, can tint the mesh to add to the texture. This can help give the Detail meshes extra
depth without adding extra texture maps. With terrain wind, Unity uses the vertex alpha channel to
determine how much movement each vertex receives. The bottom of the plant should have black
as its vertex alpha color, and the top of the plants should grade up to gray. The lighter the alpha
value, the more bend there will be. The problem comes with meshes that have had no vertex alpha
assigned. A default color of white for vertex color adds no color. White for the alpha vertex colors
means that the entire mesh will move back and forth. If no alpha was specified, white may be the
default color for the vertex alpha, depending on what application the object was created in and how
it was exported.

In the first experiment, the cabbage mesh uses an alpha channel for its outer leaves, so it must use
the Grass Render Mode. The regular Cabbage object has black for its alpha vertex color, and the
Fast Cabbage has the default white.

1. Load both of the cabbage objects in as Detail Meshes with Render Mode set
to Grass.

2. Tint them slightly different colors, and paint a patch of each onto the terrain.
3. Click Play, and switch back to the Scene view.
4. Watch the Fast Cabbages flock back and forth across the terrain.

Another problem comes if the object’s texture unwrap is not “atlased,” or packed within a unit size.
With regular objects, the overflow causes the texture to be tiled. With terrain objects, the texture maps
are internally joined together, so the overflow ends up on a different object’s texture (Figure 2-59).
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Figure 2-59. The River Rock, improperly unwrapped with its overlap inheriting part of its texture from one of the other textures

There is also a limit of one material for Detail meshes. If the limit is exceeded, the plant (or other
object) will not show on the terrain. The Corn Stalk uses a regular material for its stalk and leaves,
and it uses an alpha channel texture for its top tassel.

1. Load the Corn stalk as a Detail Mesh.
2. Tryit as both a Grass and a Vertex Lit Render Mode.
Nothing shows on the terrain.
3. Select the Corn Stalk and from the Edit Details menu, select Remove.
Because the Corn Stalk only has two materials, it can be added to the terrain as a Tree.
4. Add the Corn Stalk as a Tree in Paint Trees.

5. If you added another Wind Zone earlier, set the Corn Stalk’s Bend
Factor to 2.

6. Paint some stalks onto the terrain (Figure 2-60).
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Figure 2-60. The Corn Stalk painted as a Tree

7. Click Play, and switch back to the Scene view to see your new corn field.

The last issue you may come across is incorrect transforms on import. Depending on the application your
plant was created in, its scale and orientation may be incorrect. Unity does a very good job with regular
scene objects by interpreting their transforms correctly after import. The two exceptions are when the
objects are used in the terrain and when they are used in Mecanim, Unity’s character-animation system.
When authoring in 3ds Max, for instance, where Z is up in the world, you may have to use what is
commonly referred to in the 3ds Max community as the “box trick” to collapse the transform matrix in the
correct orientation.

In Figure 2-61, A, a cone is created in the top viewport in 3ds Max and exported as an fbx file. With
the coordinate system set to Local, you can see that its up axis is the Z axis. In Figure 2-61, B, a
box is created in the front viewport so that its local Y axis is pointing up. In Figure 2-61, C, the box
has been collapsed to a mesh object, the cone has been attached to it, and the box’s geometry has
been deleted from the resulting object. The final object is left with the cone’s geometry and the box’s
transform matrix, where Y is pointing up.

Figure 2-61. The cone with its native orientation (left), a box created so that its up direction is Y (B), and the cone attached to the
box with the box’s geometry removed and the Y up orientation retained (C)
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In Figure 2-62, the first cone comes in on its side and is painted on the terrain on its side (the cones
on the left). The cone with the “corrected” transform matrix comes in as a tree with the proper up
direction and paints correctly, as can be seen on the right side of Figure 2-62.
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Figure 2-62. The two test “trees” loaded in the terrain library and painted in the scene, A on the left and C on the right

Environment

The plants have gone a long way toward fleshing out the terrain, but there are a few more things
your scene may require.

The most obvious item is a sky. For that, you will have to import the Sky package. Unity has some
nice cube maps that are utilized by special shaders to create a sky for your environment that used
no mesh as a basis. This means your character will never be in danger of reaching its bounds. If you
are able to generate your own cube maps from another application, you can use the six generated
images to create your own cubemap inside Unity. The process is well covered in the documentation
for cubemaps.

1. From the Assets menu or the Project view right-click menu, Import Packages,
select Skyboxes.

2. Select the newly imported Skyboxes folder from the Standard Assets folder
in the Project view.

The skybox material thumbnails are fairly useless.

3. Select Overcast1, and check out the six images that make its cubemap
(Figure 2-63, left).
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Figure 2-63. The default Skybox material, left; selecting the mobile version for better performance, right

Note the message at the top of the shader. Let’s make it more efficient.

4. Click the Shader drop-down menu, and choose Skybox from the Mobile
submenu (Figure 2-63, right).

Because this material is not applied to a gameObject, it gets added to the scene’s settings.
5. From the Edit menu, select Render Settings.

6. Inthe Inspector, drag your favorite skybox material into the Skybox field or
browse for it by clicking the browse icon.

The sky should now appear in the Scene view (Figure 2-64).
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Figure 2-64. The sky in the test scene

7. If the sky does not show, click the Effects drop-down arrow at the top of the
Scene view and make sure Skybox is checked.

8. Navigate the Scene view to see how the sky is presented.
As you probably noticed, Render Settings is also the place to add fog to a scene.
9. Click the Fog check box to see fog in your scene.
10. Adjust the color, and experiment with the Density.

Because the fog does not affect the skybox, consider using it as more of a ground mist. If you want
a proper London fog, you would not use a skybox.

Shadows

With the addition of dynamic shadows for direct lights in the free version of Unity, you have probably
noticed that the shadows fade off fairly close to the scene camera (Figure 2-65). The distance can
be adjusted, but you may opt, depending on the type of game you want to create, to add “baked”
shadows for the rest of the terrain. In Unity 5, the current lighting system, the Beast lightmapper,

will be retired to Legacy status. As the date of that release is not yet known, you will do a little bit of
experimenting with the current system.
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Figure 2-65. Dynamic shadows fading away

1. From the Window menu, select Lightmapping.

2. From the Bake section, set the Mode to Dual Lightmaps (or Single Lightmaps
if you are using the free version of Unity) and click Bake Scene.

When it is finished baking the lighting into textures, you will see the Near and Far maps (if you have
Unity Pro) in the Preview section (Figure 2-66). Inspection of your scene will show that the dynamic
close-up shadows have been replaced by the newly generated Far shadowmap and shadows are
now present beyond the dynamic shadow distance (Figure 2-67). The baked shadows from the Near
map are visible throughout the scene. To make use of the Dual Shadowmaps, you must switch to
Deferred Lighting and also be using Unity Pro.
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3. From the Edit menu, select Project Settings, Player.
4. In the Other Settings section, Rendering Path, select Deferred Lighting.

If you do not have Unity Pro, you will not be able to use Deferred Lighting. If you do have Unity Pro,
you should see the sharper, dynamic shadows at close range and the softer, baked shadows beyond
that range (Figure 2-68).
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Figure 2-68. Dynamic shadows at close range, and baked shadows beyond them, Pro Only

Dynamic shadows are more costly than baked shadows, so Unity allows you to adjust the distance
where the dynamic shadows blend into the lightmapped shadows.

If you are not using Unity Pro, you have two choices. You can have baked shadows and no dynamic
shadows, or you can have dynamic shadows and no baked shadows. You will have to Clear the
lightmaps in the Lightmapping view (next to the Bake Scene button) to get back to your dynamic
shadows.

5. With the Lightmapping window open, experiment with the Shadow distance,
setting it to 40 when you are finished.

6. If you are using Pro, select the Directional light from the Hierarchy view and
adjust its shadow Strength to match the baked shadows.

You will be revisiting baked light later in the book after you have added static structures to your
game scene.
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Summary

In this chapter, you were introduced to Unity GameObjects through the use of several “primitive”
objects. Having something tangible to work with, you experimented with object transforms to
position, rotate, and scale objects in the scene. Making good use of Ctrl+D (Cmd on the mac), you
learned how to align objects with vertex snaps, with grid snaps, and finally, through the use of
“Align to View.”

Parenting, you learned, gave you the offset from the parent’s transforms in the child object’s
Transform component, rather than its actual transform values. Looking closer at the primitive
objects, you discover several of the most common Components. You found that you could hide an
object in the scene by disabling its Mesh Renderer component, or that you could fully deactivate it
through the check box at the top of the Inspector. Although you have not seen them in action yet,
you learned that Colliders are required to keep a player from going through other gameObjects or to
trigger events when another gameObject intersects with them.

With the addition of a Terrain object (a gameObject with a Terrain component), you experimented
with the generation and sculpting of a terrain. Using the Paint Terrain module, you painted textures
onto the terrain and observed the splat map that recorded your endeavors. You made this more
interesting by painting trees, grasses, and detail meshes, learning about some limitations and
peculiarities of each. After a short introduction to wind in Unity, you were alerted in the final section
to a few of the pitfalls encountered when creating terrain assets of your own or using assets not
specifically created for use with Unity terrain.

Finally, you finished off your environment with a skybox, some fog, and a first look at the Beast
Lightmapping system.



Chapter

Scene Navigation and Physics

At this point, you have become familiar with creating, positioning, and manipulating various assets
in a scene. The next logical step is to be able to experience your environment as a player. This

is how you will be able to test the flow of your scene design and, as your game progresses, test
functionality and game play.

Scene Navigation

Obviously, not all games will feature first-person or third-person navigation, but they are both a staple
of the game industry and are important to be familiar with. In this chapter, you will be introduced to
the First Person Controller and a lot of the concepts related to character navigation in general.

First Person Controller

The quickest way to get up and running in a scene is to create a First Person Controller. When you
created the project, you imported the Character Controllers package. It contains scripts and assets
for both a First Person Controller and a Third Person Controller. The Third Person Controller is
somewhat outdated since the inclusion of the Mecanim system, but the First Person Controller is
one of the most valuable assets immediately available. Let’s get started.

1. Open the UnityTest project you started in the last chapter.

2. Open the Terrain Test scene, and position the Scene view to somewhere
along the path you created in the second chapter.

3. Select the All Prefabs filter in the Project view.
4. Select the First Person Controller, and drag it into the scene view.
5. Drag it around, and then position it on the path.
The First Person Controller automatically is placed on the terrain. Its pivot point intersects the ground.

6. Move it up so the bottom of its capsule is just above the ground.
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If it is too low, it will fall through the ground when you press Play. If it is a little high, it will fall down to
ground level.

To see what the First Person Controller sees, you will have to switch to the Game view. Now would
be a good time to change the Ul layout so you can see both at once.

1. From the Layout drop-down menu in the top right corner, click the down
arrow and select the 2 x 3 layout.

The Scene and Game views are both visible at the same time (Figure 3-1).
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Figure 3-1. The Scene and Game views visible at the same time

The Project view will be easier to manage with the more compact One Column view, especially as
you will have little need of the Project view for this chapter.

2. Right-click over the Project tab, and switch to the One Column Layout.

3. Select the First Person Controller in the Hierarchy view, and double-click or
use Alt+F to frame the view to it.

4. Set the coordinate system to Local.

You can now see the view through the camera in the Game view The First Person Controller group
contains a camera, so you will be able to see which way the First Person Controller is facing. With
the coordinate system set to Local, you can also see that the First Person Controller faces in the



CHAPTER 3: Scene Navigation and Physics 105

positive Z direction, Unity’s “forward” direction. With the second camera, you now also have two
Audio Listeners according to the message on the status line at the bottom of the Game view and
must get rid of one of them.

5. Delete the Main Camera from the Hierarchy view by selecting it and pressing
the Delete key or selecting Delete from the right-click menu.

6. Orbit the Scene view so that you can see the First Person Controller from
something near a top vantage point (Figure 3-2).

| Gizmes *| (ar

Figure 3-2. The First Person Controller seen from a near top view

7. Click Play, and drive the First Person Controller along your path using W for
forward, S for backward, and A and D for strafe left and right, respectively.

To turn and look up and down, move the mouse around. Left/right turns the First Person Controller,
and up/down movement rotates its camera up and down. Clicking the spacebar makes the First
Person Controller jump. When you click Play, the focus is automatically set to the Game window.

If you click outside of the Game view, focus is moved back to the editor. This will allow you to tweak
settings during game play and move objects around in the Scene view. Most of these adjustments
will be lost when you stop Play mode, but it gives you a handy way to test things. Click back in the
Game window.

1. Right-click in the Scene view to activate that view.

2. Select the First Person Controller from the Hierarchy view (to make sure you
have selected the parent object).
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When you make selections in the Scene view, Unity will first select the parent-most object; additional
clicks in the same spot will select its children.

3. Using the left mouse button, grab the transform gizmo in the yellow square
that bridges the X and Z arrows, and drag the First Person Controller around
the scene without releasing the button.

4. Stop Play mode.

The First Person Controller attempts to stay grounded. If you move it over a pit, it will drop until it
hits the ground again. If you move it quickly into a mountain and let go of it, it will start falling.
Move it back where it is over the terrain again, and it will once again try to position itself at the
terrain height.

Virtual Keys: The InputManager

Now is a good time for a first look at Unity’s key mapping system. Key mapping allows the user

to select their favorite keys for the various input needed throughout the game. Typically, it is for
controlling a character, but it is by no means limited to that. By creating virtual keys, the scripts that
make the action happen can remain generic as far as user input goes.

The First Person Controller has several alternate keys that can be used to control it. Let’s take a look
at the InputManager to see what they are.

1. From the Edit menu, Project Settings, select Input.
2. Inthe Inspector, click the Axes arrow to expand the list.

You will see 15 preset virtual keys or inputs (Figure 3-3).

© Inspector .=
InputManager @ =

L

¥ Axes
Size 115
¥ Horizontal
P Vertical
> Firel
P Fire2
> Fire3
» Jump
F Mouse X
» Mouse Y
P Mouse ScrollWheel
» Horizontal
» Vertical
P Firel
> Fire2
> Fire3
> Jump

Figure 3-3. The 15 preset inputs in the InputManager
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Unity uses “Horizontal” and “Vertical” as the two main directions for character control. They can

be confusing unless you understand their origin. Picture a simple 2D game played in a top-down
view. The character is moved forward in the up direction of your monitor and backward in the down
direction, the vertical directions. Strafing, or sideways movement, is left or right, the horizontal
directions. Now picture tipping the monitor down so that you are in a 3D world. “Vertical” movement
is forward or backward. “Horizontal” movement is left or right.

3. Click to open the Vertical and Horizontal inputs at the top of the list (Figure 3-4).

¥ Axes
Size 15
¥ Horizontal
Name Horizontal

Descriptive Name

Descriptive Negative
Negative Button left
Positive Button right
Alt Negative Button a
Alt Positive Button  d

Gravity 3

Dead 0.001

Sensitivity 3

Snap

Invert ]

Type | Key or Mouse Button ™

Axis | X axis 4

Joy Num | Get Motion from all Joysticks % |
¥ Vertical

Name Vertical

Descriptive Name
Descriptive Negative
Negative Button down
Positive Button up
Alt Negative Button s

Alt Positive Button  w

Gravity 3

Dead 0.001

Sensitivity 3

Snap )

Invert O

Type | Key or Mouse Button t]
Axis | X axis 4 [
Joy Num | Get Motion from all Joysticks &l

b Firel

» Fire?
Figure 3-4. The expanded Horizontal and Vertical inputs

The Name field determines how the input is accessed through scripting. The Descriptive Name and
Descriptive Negative fields will appear in the built game’s configuration dialog at startup where the
player can remap the keys. In case you are wondering what Negative refers to, take a look at the
next four parameters. Instead of using separate inputs for, say, forward and reverse, Unity considers
them the same input. Internally, a positive number is generated when the W key is pressed, and a
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negative number is generated when the S key is pressed. The second set of parameters begin with
Alt, for alternative. The first set uses the left and right arrow keys, and the alternates use the W and
S keys. Note that all key assignments are typed as lowercase.

Several key names use abbreviations. A search of the Unity Manual for “Input” will explain the Input
in depth and also lists the key naming conventions.

The names of keys follow this convention:

Normal keys: “a”, “b”, “c” ...

Number keys: “17, “2”, “3”, ...

Arrow keys: “up”, “down”, “left”, “right”
Keypad keys: “[1]”, “[2]7, “[3]", “[+]”, “[equals]”

Modifier keys: “right shift”, “left shift”, “right ctrl”, “left ctrl”, “right alt”, “left alt”,
“right cmd”, “left cmd”

Mouse Buttons: “mouse 0”7, “mouse 1”, “mouse 27, ...

Joystick Buttons (from any joystick): “joystick button 0”, “joystick button 1”7,
“joystick button 27, ...

Joystick Buttons (from a specific joystick): “joystick 1 button 0,
“joystick 1 button 1”, “joystick 2 button 07, ...

” o« ” o«

Special keys: “backspace”, “tab”, “return”, “escape”,

“insert”, “home”, “end”, “page up”, “page down”
Function keys: “f17, “f2”, “f3”, ...

space”, “delete”, “enter”,

To get some firsthand experience with Unity’s “virtual keys,” you will be taking the First Person
Controller for a spin (or a jump, or a run...).

1.
2.

Click Play, and test the alternate forward key, the up arrow.

While in the Game view, press the spacebar to see the First Person
Controller jump.

Stop Play mode.
Close the Horizontal and Vertical inputs, and expand the first Jump input.

Change its Positive Button setting from space to escape (Figure 3-5).
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¥ Jump

Name Jump
Descriptive Nar
Descriptive Neg
Negative Buttor
Positive Button [escape
Alt Negative Bu

Alt Positive But

Gravity 1000

Dead 0.001

Sensitivity 1000

Snap O

Invert Ll

Type | I(.e',' or Mouse Button %]
Axis | X axis s ]
Joy Num | Get Motion from all Joysticks 4]

> Mouse X

Figure 3-5. The Jump input’s Positive Button mapped to the escape key

6. Click Play, and test the new jump mapping by pressing the escape key.
7. Stop Play mode, and change the Positive Button setting back to space.

While you were in the InputManager, you probably noticed a set of duplicate inputs for several of the
keys. Two alternatives are built into the input template. If you require more alternatives for the same
input, you can simply create another of the same name. The current preset duplicates add input for
joysticks. To create your own input definition, you have to increase the Size value of the Axes list.

1. At the top of the InputManager in the Inspector, change Size to 16.

A new input is added by copying the last one in the list.

Tip You can also duplicate specific array elements by right-clicking on the element parent and selecting
Duplicate Array Element. This gives you a quick way to add multiple input options or to set up new inputs by
starting with something close to your desired setup.

2. Expand it, and change its Name field to Vertical.

3. Set its Negative Button to k and its Positive Button to .

4. Click Play, and test the new alternative “Vertical” input keys.

5. Test the original W and S keys and the up and down arrows to assure
yourself they still work.

6. Stop Play mode.

7. In the InputManager, set the Axes array Size back to 156 to remove your extra
Vertical input.
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Components

Now that you’ve had a chance to experiment with the First Person Controller’s basic functionality,
it's time to inspect the First Person Controller itself.

1. Select the First Person Controller in the Hierarchy view.

2. Click its down arrow to expand its hierarchy (Figure 3-6).

= Hierarchy | =
Create ~| (arAll
Directional light
¥ First Person Controller
Graphics
Main Camera
Terrain

Figure 3-6. The expanded First Person Controller

You will find it has two children, Graphics and Main Camera.
3. Select Graphics.

It has only two components besides the requisite Transform component. The Mesh Filter holds an
internal mesh that you do not have access to, though for all intents and purposes, it is a capsule. In
the Mesh Renderer component, it is worth noting that Cast Shadows and Receive Shadows are both
turned off. Shadow calculation is expensive, and this object is more of a visual placeholder, so you
neither want to waste resources nor have it cast shadows into the scene.

4. Select Main Camera.

Besides the components you have already seen on the original scene camera, this has a Mouse
Look script. If you are starting to catch on to the components idea, you may have wondered if one
couldn’t just add a Camera component to the First Person Controller directly. Let’s try it and see
what happens.

5. First, deactivate the Main Camera gameObject by unchecking the check box
next to its name at the top of the Inspector.

With no camera in the scene, the Game view goes blank.

6. Select the First Person Controller.

7. From the Component menu, Rendering, add Camera.
The Game view is once again rendered.

8. Click Play, and drive around the scene.
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The first problem is that the component functions from near the First Person Controller’s bellybutton,
the location of its transform pivot point (Figure 3-7). The other problem is that you’ve lost the ability
to look up and down. If you inspect the First Person Controller's Mouse Look component, you will
see that its Axes parameter is set to use Mouse X. This time, it is referring to the mouse movement.
Traditionally (think graph paper), the X axis is on the horizontal and the Y axis is on the vertical. With
the mouse, this means X or horizontal mouse movement. In the script, it controls rotation on the First
Person Controller’s Y axis, or look left/right. It turns out that the Mouse Look component does have
the option to use both axes, but other components on the First Person Controller will keep it from
tipping up or down. The bottom line here is that although you can combine specialty components,
there are often good reasons to put them on separate gameObjects.

# scene - = Hierarchy :
| | Create | (
Directional light
First on Controller

Graphics
Main Camera
Terrain

nera Prev

Figure 3-7. The camera component on the First Person Controller gameObject

9. Right-click on the First Person Controller’'s Camera component, and select
Remove Component (Figure 3-8).
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Figure 3-8. The component right-click menu, selecting Remove Component

10. Select the Main Camera, and activate it by clicking the check box next to its
name at the top of the Inspector.

The Game view returns to its previous view. “Activate” is the term used to control a gameObjects’s
state and “Enable” is the term used for components. Later, when you manipulate those parameters
from scripts, those terms will be used.

Let’s take a look at the rest of the First Person Controller’s components.

The Character Controller Component

The Character Controller is a specialty component that serves, more or less, to combine the
functionality of the collider and Rigidbody components. A rigidbody component is required for

using physics to drive interactions in the scene, but it is too expensive to use for the First Person
Controller, so Unity adds the most important functionality to it through the Character Controller. This,
not physics gravity, is what causes the First Person Controller to fall when you drag it or drive it off of
cliffs. It has a few parameters that can be adjusted to help or hinder your First Person Controller as it
moves around the scene.

1. Select the First Person Controller.

2. Click Play, and try to drive the First Person Controller into a deep pit. Then try
to get out or go up the side of a steep slope.
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At some point, you can go no higher without resorting to jumping as you go up at an angle, and even
that may not be enough.

3. Inthe Character Controller component, set the Slope Limit to 90 degrees.
4. Attempt the steep slope again.

This time you should be able to get out of the pit or up to the top of the most unlikely mountain
peak (Figure 3-9).

Figure 3-9. A deep, steep-sided pit, no longer a trap for the First Person Controller

5. Set the Slope Limit back to 45 degrees.
6. Stop Play mode.

Step Offset determines how high an object is when the slope is steeper than the limit. This will allow
the First Person Controller to go up steps without being blocked by the Slope Limit.

1. Focus in on the First Person Controller in the Scene view.
2. From the GameObject menu, Create Other, create a Cube.

3. Inits Transform component, set its Scale parameters to 3 x 0.4 x 3 to create
a nice platform.

4. Position it somewhere in front of the First Person Controller, slightly
intersecting the ground on the approach side.
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5. With Local coordinates set, rotate the First Person Controller on the Y axis so
that it faces the cube.

6. Click Play, and drive the First Person Controller up onto the platform
(Figure 3-10).

»

¥
o

sp

Figure 3-10. The First Person Controller is able to drive up onto a low platform

7. Increase the cube’s height to 0.6, and lift it so it is no longer intersecting with
the ground on the side that the First Person Controller will approach it.

8. Now try to drive the First Person Controller up onto it again.

This time the First Person Controller cannot drive up onto the platform. An inspection of its Step
Offset parameter shows that it will not be able to “glide” up anything higher than 0.4 meters (Unity’s
default units) in front of it.

9. Select the First Person Controller, and change its Step Offset to 1.0.
Once again, the First Person Controller can glide over the platform with ease.
10. Stop Play mode.
The cube returns to its original height, and the Step Offset is returned to its original amount.

The Slope Limit and Step Offset will go a long way toward establishing the difficulty and feel of the
scene navigation in a first-person game, so set them up accordingly.
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The Character Motor Component

115

The Character Motor is the script that controls the rest of the First Person Controller’s functionality.

1. Select the First Person Controller again.

2. Inthe Character Motor script, open the Movement, Jumping, Moving

Platform, and Sliding sections (Figure 3-11).

Maximum Y 0
¥ [is] M Character Motor (Script) g 2
Script s CharacterMotor | @
Can Control M
Use Fixed Update
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Base Height 1
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Perp Amount
Steep Perp Amount 0.5
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Movement Transfer | PermaTransfer $
¥ Sliding
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Sideways Control il
Speed Control 0.4
¥ |s| M FPSInput Controller (Script) @ =,
Script & FPSInputController (]

Figure 3-11. The Character Motor component, expanded

As you can see, besides the various parameters, Jumping, Moving Platform, and Sliding can be
turned off individually. All of these parameters, by the way, could be exposed to the player with a

GUI and some scripting. Let’s test a few of them in Play mode so you won’t have to remember their

original values.
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3. Click Play.

4. Set the Max Forward Speed to 15, and click in the Game view to change the
focus back to it.

When you first click on Play, the application focus is changed to the game window, so your input
(mouse movement, keyboard entries, etc.) is applied to that view. As soon as you click outside of the
Game view, your input no longer applies to the running game. This allows you to make adjustments
in the Scene view, the Hierarchy view, and the Inspector during run-time. To “get back” to the game,
you must return focus to it by clicking in the view before your input will be applied to the game. If
you click outside of the Unity editor, the running game is paused.

5. Drive around the terrain.

The First Person Controller zips speedily around the environment, but it slides badly around turns. To
adjust for the extra speed, you could increase the Mouse Look component’s Sensitivity X if you wish.

Let’s play with the Gravity parameter next. This will not affect the scene gravity, as it is controlled by
the Physics settings.

6. Setthe Max Forward Speed back to about 8.
7. Set Gravity to 1.

8. Dirive the First Person Controller off the side of a pit or mountain peak, and
enjoy the long scenic trip to the ground.

Jumping offers some interesting possibilities.

9. Set the Base Height to 10, and try a few jumps (Figure 3-12).
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Figure 3-12. View from the tree tops

For aggressive players, you could increase the Extra Height setting. This will add more height if the
player holds down the spacebar. On the off chance your character will have a jet pack, you are out
of luck with this script. It doesn’t allow the player to jump again until after the First Person Controller
has landed.

To test, you will import a little script to set the platform to move back and forth. This script moves
the object you put it on in the z direction.

1. Right-click in the Project view, and from the right-click menu, choose Create,
Folder, or click the Create down arrow at the top of the Project view and
select Folder from there.

2. Name it Test Scripts.
3. Select it and from the right-click menu, and then select Import New Asset.

4. Locate the Hz_PositionCycler.cs script in the Chapter 3 Assets folder, and
import it into your scene.

5. Drag the new script from the Test Scripts folder in the Project view to the
Cube object in the Hierarchy view.

6. Click Play.

The platform moves slowly back and forth in the global z direction.



118 CHAPTER 3: Scene Navigation and Physics

7. Select the Cube, and inspect the new component’s parameters.
8. Try adjusting the Max Range to 8.

9. Back in the Game view, drive the First Person Controller up onto the platform
when it comes within range.

The First Person Controller goes for a ride on the platform.
10. Drive the First Person Controller off of the platform.

The First Person Controller can move freely around the platform because the Character Motor is
adjusting its position relative to the platform. If you move the First Person Controller into the path of
the platform, you will probably find that platform goes through it. If the platform is low enough, it may
push the First Person Controller away.

11. Stop Play mode.

12. If the platform goes through the First Person Controller, move it lower into the
ground; if it pushes the First Person Controller away, move it up higher.

13. Click Play and see if your previous results have changed.

The other possible outcome is that the platform bumps the First Person Controller and picks it up.
Either way, the results are not dependable enough to use without being able to control the mounting
circumstances. If you disable the Moving Platform in the Character Motor, you will see different
results.

14. Select the First Person Controller.
15. Uncheck Enabled in the Moving Platform.
16. Drive the First Person Controller into the path of the platform.

The First Person Controller will be bumped up when the platform is low enough, but its position is no
longer matched. There are no more free rides for the First Person Controller.

17. Select the First Person Controller.

The Sliding parameter may have suffered from version changes. Sliding, where the First Person
Controller slides back down steep slopes, shows no change when enabled or disabled but is
affected more by the Slope Limit. Unity has introduced a new real character controller from the new
Unity Sample Assets (https://www.assetstore.unity3d.com/#/content/14474) which, unlike the

old Character Controller, uses a Rigidbody to properly interact with the rest of the world. It can be
downloaded from the Asset Store, but it has not yet been incorporated into the Standard Assets that
ship with Unity. Feel free to give it a try.

Colliders

You’ve now had some firsthand experience with colliders. The platform, because it is a Cube, comes
with a Collider component. Before adding the animation to the cube, the First Person Controller
either was stopped by it or moved up on top of it. Once objects are animating, the rules change,

but for static (or nonmoving) objects, a collider component will act as a wall, floor, or combination of
both, depending on where the intersection takes place.


https://www.assetstore.unity3d.com/#/content/14474
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1. Stop Play mode.
2. Select the Cube object, and set its Y Scale to 5.

ol

Disable its Hz_Position Cycler component by unchecking the box next to the
component’s name.

4. Click Play, and try to drive into the side of the Cube.
5. The collider stops it.

6. Disable the Cube’s Box Collider.

7. Try driving into the side of the Cube again.

With no collider, the First Person Controller goes right through the Cube. Next you will test the Is
Trigger parameter.

1. Enable the Cube’s Box Collider.
2. Turn on the collider component’s Is Trigger parameter.

3. Drive into the side of the Cube again.

This time the Collider is on, but it no longer blocks the First Person Controller. It does, however,
register the intersection, as you will find when you start scripting.

There’s one other thing you can discover about colliders as long as you are in the terrain
environment.

1. Drive the First Person Controller around the terrain, and drive at a few of the
Palm trees.

2. Repeat the experiment with a BigTree.

The First Person Controller goes right through both types of trees. With a small-trunked tree,

you might decide that stopping the First Person Controller would interfere with the game flow. With
something as substantial as the BigTree, being able to drive through is not something that

can be ignored.

To remedy the problem, you will start by examining the original prefab.

3. With the Project view currently in Single Column Layout, type BigTree in the
search field at the top of the panel.

4. To quickly identify the correct asset, you can select the Prefab filter from
“Search by Type,” the first icon to the right of the search field.

You can also slide the thumbnail slider at the bottom of the view to the far right to see the asset
icons. At the far left, you can recognize prefabs by their blue cube icons.

5.  Once the BigTree prefab is selected, take a look at its components in the
Inspector.

6. Collapse the Tree component so you can see the components more easily
(Figure 3-13).
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Figure 3-13. The BigTree’s components in the Inspector

As you can see, there is no collider component of any type. When Colliders are added to
gameObijects, they are scaled according to the object’s bounding box. For a tree, you will want to
adjust the collider’s size to fit the trunk. The easiest way to do the adjustment is to do it in the Scene
view. Let’s begin by adding a collider component. Besides the Component menu, you can add
components using the Add Component button at the bottom of the current components. Unlike you
did in its menu counterpart, you will have to click to open the submenus.

7. Drag the BigTree prefab into the scene.
8. Click the Add Component button just below the Mesh Renderer component.
9. Click to open the Physics submenu, and select Capsule collider.

The Capsule collider is scaled to fit around the entire tree (Figure 3-14).
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Figure 3-14. The capsule collider added to the BigTree prefab

10. Set the Capsule Collider’s Radius value to 0.7.
11. Adjust the Height and Center values until the collider fits the tree trunk
(Figure 3-15).
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Figure 3-15. The capsule fit to the tree trunk (top), and the collider’s values (bottom)

12. Click Play, and drive the First Person Controller into the tree.

13. Stop Play mode.

Now that you have made sure the tree will stop the First Person Controller, you have to update the
prefab to include the new component before refreshing the terrain’s trees.

1. With the BigTree selected, at the top of the Inspector, click the Apply button
at the right of the Prefab line (Figure 3-16).
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Figure 3-16. Updating the Prefab setting

Once you have updated the prefab, it is no longer required in the scene.
2. Delete the BigTree prefab from the scene.
3. Select the Terrain object in the Hierarchy view.

4. Inthe Paint Trees section, click the Refresh button to the right of the Edit
Trees button.

5. Click Play, and test the rest of the BigTrees by trying to drive through them.
6. Stop Play mode.

Physics

As computers have gotten faster, it has become feasible to use physics to control a lot of game
action. Accurate algorithms are still too slow for real-time, however, so game physics are still only
rough approximations. Because most game physics are used for mayhem and destruction, this is
perfectly acceptable.

The big gain by applying physics to animation projectiles, collisions, and other actions has been

to significantly reduce the need for traditional key-frame animation. It also has a side effect of
automatically adding a good measure of randomness to actions. If you do need a specific result,
you will be better off using a pre-made animation, though even that could be inserted into a string of
physics-driven actions to preserve the illusion of randomness.

Game physics are not a silver bullet (pun intended). Physics-driven objects will not yet perform true
to life. As far as frame rate goes, it continues to be too costly to do so. The most typical example of
this is shooting a projectile at a wall. If the frame rate is too slow, the projectile could be in front of
the wall at one frame when it is checked and beyond the wall in the next frame. Since an intersection
was never detected, no reaction ever occurs. Physics intersections may be checked more often than
every frame, but the concept remains the same.

Rigidbody

The two most important ingredients for using in-game physics are the collider and Rigidbody
components. The collider defines the physical boundaries of the object, and the Rigidbody
component handles the physics that do the work. Scenes already have default “gravity,” but you can
also add forces and torque to physically move or rotate objects. To make things more interesting,
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you can even add Physic Materials to further define the way an object reacts to the environment.
Unity also provides a nice assortment of “joints” to help you combine multiple objects involved in

physics-based encounters.

Let’s start the investigation with a simple Cube. You will be working and observing in the Scene view,
so feel free to deactivate the First Person Controller in the Hierarchy view for now and increase the

Scene view size in the editor (Figure 3-17).
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Figure 3-17. Rearranging the Ul for the Physics tests

1. Select the original Cube in the Hierarchy view, and rename it Cube Platform.

(Figure 3-18).

Create a new Cube, and position it a couple of meters off of the ground
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Figure 3-18. The new Cube in mid-air

3. Click Play.
The Cube does nothing.
4. Stop Play Mode.

5. From the Component menu, Physics, add a Rigidbody component
(Figure 3-19).
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Figure 3-19. Adding a Rigidbody component

Terrain Collider

Interactive Cloth
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6. Click Play.

This time the Cube drops to the ground. If the ground is not level, it may even move a bit after it
lands.

7. Drag the cube around, dropping it occasionally, to see how it reacts with the
terrain.

8. Stop Play mode.

9. Use Ctrl+D to duplicate the first cube a couple of times, and then create a
three-cube stack, leaving a little space between each (Figure 3-20).
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Figure 3-20. The three-cube stack

10. Click Play.

If the terrain is fairly level, they drop and stay stacked after a bit of shifting around. If you offset them,
they will tumble as they fall, making the action more interesting.

1. Stop Play mode.

2. Move the middle cube half way out from its current position, and rotate it on
the Y axis (Figure 3-21, left).

3. Click Play.
This time the cubes drop and tumble (Figure 3-21, right).
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Figure 3-21. The offset cube stack (left), and the results of the adjustment in Play mode (right)

The results are more interesting, but there’s something missing. They react as if they were made of
concrete.

Physic Materials

The Rigidbody component controls a good part of the object’s physical interaction with the scene,
but not all. To have the objects interact as if they were made of different materials, you will have to
assign a Physic Material. This property is assigned through the collider components.

1. Stop Play mode.

2. Right-click in the Project view, and from the Create submenu, select Physic
Material.

A new Physic Material is created (Figure 3-22). It has a number of parameters that are not
necessarily meaningful unless you’ve had a Physics class. You could, of course, do a lot of testing,
but there’s another option. There is a Unity package with several preset materials that you can use
as is or tweak to refine.
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Figure 3-22. The new Physic material
3. Once again, open the right-click menu in the Project view, or open the Assets
menu and select Import Package.
4. Choose Physic Materials.

5. In the Import dialog, note the folder location, note the Physic Materials folder
in the Standard Assets folder, and click Import.

6. Open the folder, and click on each Physic material to see its settings in the
Inspector.

Fortunately, the materials have been given nice descriptive names for those of us to whom physics
remain a mystery.

7. Drag and drop a different material directly on each cube in the Hierarchy
view. Put Bouncy on the top cube, Wood on the middle cube, and Ice on the
bottom cube.

8. Select each object, and examine its collider’s Material field.
The materials are added to the proper parameter automatically.
9. Click Play.

This time the cubes react according to their individual physic materials, Bouncy bounces quite nicely.
Ice, having very little Static Friction, slides off as it lands, and Wood bounces lightly before settling.

This is a good time to experiment with the Rigidbody a bit more.
1. Stop Play mode.

Select the cube with Bouncy.

Set its Mass parameter to 0.1.

Click Play.

> L™
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With less mass (weight/volume), you get a lot more bounce with the reaction.
5. Stop Play mode.
6. For the middle cube, turn off Use Gravity.
7. Click Play.

Having been clipped by the top cube, the Bouncy cube tumbles slowly downward, floating upward
when it collides with the bottom cube.

The Is Kinematic Parameter

There are a few different ways to freeze an object with a Rigidbody component so it won’t be
affected by physics in the scene or will have limited freedom to react. The first method is using

the Is Kinematic flag. This is recommended when you have objects that are not being animated by
physics. In your test scene, the moving platform would qualify because a script is setting its location
dynamically during runtime. Objects with key-frame animation are another use case. If the animated
object has a collider and can interact with other dynamic objects in the scene, collision-detection
calculations are far more efficient with a Rigidbody component set to Is Kinematic.

To develop good working habits, you can go ahead and add a Rigidbody component to the
Cube Platform.

1. Select the Cube Platform, set its Y Scale back to 0.25, and adjust its Y
location so the First Person Controller will be able to get onto it again.

2. Enable its Hz_PositionCycler script component and its Box Collider.

3. Add a Rigidbody component, and turn its Is Kinematic property on.

You could activate the First Person Controller and test the platform after enabling the Moving
Platform property in its Character Motor component, but you will see no difference in functionality.
Instead, let’s look at another means of restricting physics reactions.

1. Select the middle cube, and turn its Use Gravity parameter back on.
2. Select the bottom cube.

3. Check Is Kinematic, and click Play.

The bottom cube remains in place as the other two cubes interact with it. Because it is not doing
anything, it would probably be better to remove the Rigidbody entirely. In this case, however, there
are more experiments to run.

4. Stop Play mode.

5. Uncheck its Is Kinematic property.

6. Under Constraints, check the X,Y, and Z Freeze Position parameters.
7

Click Play.
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This time the cube retains its position but spins wildly when the other cubes collide with it. You will
see the Rigidbody constraints used in 3D-platform, jumper-type games where the objects may only
move in the Y or Z directions and rotate on the X axis. This serves to keep them on the ramps and
platforms without using invisible collider walls.

Forces

A less passive means of affecting objects with Rigidbody components is by using a physics Force.
Through scripting, you will be able to add a one-time force for objects such as projectiles. The
component force, Constant Force, is constant or, more accurately, continuous.

1. Select the middle cube.

2. From the Component menu, Physics, select Constant Force.

3. Give it aZforce of 10 (or -10 if you wish) to send it off over the hills.
4. Zoom out a bit in the Scene view.

5. Click Play.

The cube goes rolling off over the terrain until it falls in a hole or goes off the edge of the terrain.
Adding a local or Relative force to the bouncy cube will send it off.

1. Stop Play mode.
Add a Constant Force component to the top cube.
Set its Relative Force, Y to -2.

Click Play.

> Ln

The initial downward force causes the cube to bounce more violently, causing it to spin. The force,
being local, causes the cube to go off in unexpected directions.

While Force is a linear motion, Torque causes rotation.

1. Stop Play mode, and select the bottom cube.

2. Inthe Rigidbody Constraints, activate its X and Z Freeze Rotation
parameters.

3. Add a Constant Force component to it.
4. Setits Torque, Y to 1.
5. Click Play.

This time the cube is rotating before the other two interact with it.
6. Stop Play mode.
7. At the top of the Inspector, deactivate the top and middle cubes.

8. Click Play.
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The remaining cube happily ramps up and then spins merrily around on its own.

9. Stop Play mode.

Joints

As mentioned earlier, Unity has a several Joints to allow you to combine physics objects

(gameObjects with Rigidbody components). You will be doing a few tests with the Hinge Joint, the

most familiar of the joint types.

1. Select the active cube, and focus the viewport to it.

Set its Y Torque to 30.

o ~ w0 D

Create a new Cube, and name it Lid.
Scale its X to 0.01, and move the Lid to the side of the Cube.

From the Component menu, Physics, select Hinge Joint (Figure 3-23).

¥ ¥ Hinge Joint @ .
Connected Body None (Rigidbody) o]
Anchor X0 Y |05 Z0
Axis X1 Y 0 Zi0
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Use Spring 0

P Spring
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» Motor
Use Limits O

b Limits
Break Force Infinity
Break Torque Infinity

Figure 3-23. The Hinge Joint component

131

When the Hinge Joint is added to an object that does not already have one, a Rigidbody component

will be added automatically.

As a default, the Hinge Joint’s axis of rotation is set to X. You can see the small axis at the top of
the Lid, pointing across (or away from, depending on the side you chose) the top face of the cube

(Figure 3-24).
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Figure 3-24. The Lid’s X axis at its anchor point

6. Set the Axis X to 0 and the Axis Z to 1.
Now the axis/anchor point aligns with the edge of the Lid object (Figure 3-25).

2D | 3¢ | ) | Effects |~| | Gizmos ~| (GrAll

Figure 3-25. The Lid’s Z axis as the hinge
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7. Click Play.
The Lid is bumped by the spinning Cube (Figure 3-26).

Figure 3-26. The Lid bumped as the Cube spins

The most logical thing to try next is to link the lid to the Cube.
8. Stop Play mode.

9. At the top of the Hinge Joint component, drag the Cube into the Connected
Body field.

10. Click Play.
This time the Lid flaps open from the Cube as it spins along with it (Figure 3-27).
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Figure 3-27. The Lid hinging correctly to the Cube as it spins

The flap is connected to the box at the same place as its anchor point, but that can be adjusted,
giving you plenty of options for nonstandard objects. To change the anchor point, you would first
have to uncheck Auto Configure Connected Anchor.

The Hinge Joint offers more options with its Spring and Motor parameters. With the right settings,
the object will swing back and forth and attempt to get back to its original orientation when hit by an
outside object. The flap on a Wheel of Fortune set up would make use of the spring settings as it is
hit by the pegs.

The Motor lets you spin the object about its anchor.
1. Duplicate the Lid object, and rename it Flap.
2. Deactivate the Cube and the Lid.

3. Select the Flap, and in its Hinge Joint, click the Browse button to open the
browser.

4. Select None to clear the Cube as the Connected Body (Figure 3-28).
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Figure 3-28. Clearing a parameter’s field in the browser

5. Set the Flap’s Mass to 1 in its Rigidbody component.
6. Inthe Hinge Joint, turn on Use Motor and open the Motor drop-down menu.

7. Set the Target Velocity to 100, set the Force to 1, and turn on Free Spin
(Figure 3-29).

Figure 3-29. The Flap’s Hinge settings
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8. Click Play.
The flap spins slowly around.
9. Stop Play Mode.
10. Check Free Spin.
11.  Click Play.
The Flap spins, but it is now affected by gravity and the Mass of the flap.
12.  While still in Play mode, uncheck Use Motor.

The flap swings down and slowly comes to rest. To speed up the settling process, you could
increase the Angular Drag in the Rigidbody component.

13. Turn the Use Motor setting back on.
The Flap starts to spin again.

14. Stop Play mode.

15.  Turn off Use Motor.

Wind

You are probably wondering how wind interacts with the physics objects. Let’s try it and see what
happens.

1. Focus in on Flap in the viewport.
2. From the GameObject menu, Create Other, select Wind Zone.

3. From the GameObject menu, use “Move to View” to bring the Wind Zone
into view.

4. Rotate the Wind Zone so that it points at the Flap (Figure 3-30).



CHAPTER 3: Scene Navigation and Physics 137

# Scene
Textured | ' 0 | ) | Effects '| | Gizmos '| (arAll

Figure 3-30. The Wind Zone pointing at the Flap

5. Click Play.

Nothing happens. The biggest hint that this is the expected behavior is that the Wind Zone is not
found under the Physics submenu. So the takeaway here is that to get physics objects to “react”
from “scene” wind, you will have to add a Constant Force component.

6. Stop Play mode.
7. Deactivate the WindZone.

Cloth

The next logical feature to take a look at is cloth. As you might guess, cloth can be costly, so use it
sparingly. As a default, it uses a plane with 400 faces, but you can also load your own mesh into the
Cloth component.

1. Focus in on the Flap.
From the GameObject menu, Create Other, select Cloth.

Rename it Cloth.

> wLn

Rotate the Cloth 90 degrees so you can see it in the Scene view.



138 CHAPTER 3: Scene Navigation and Physics

Default Cloth objects have no thickness, so they are only rendered on one side unless you use a
two-sided shader in their material.

5. Scale the Cloth to X, 0.2, Y, 1, and Z, 0.12.
6. Position it under the Flap (Figure 3-31).
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Figure 3-31. The Cloth and Flap

7. Click Play.

The Cloth object crumples to the ground, but its transform does not move (Figure 3-32).
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Figure 3-32. The cloth crumpled on the ground; note the location of its transform

To attach an Interactive Cloth object to another gameObject or merely prevent it from falling, you must
use Attached Colliders as the connectors. The Flap object has a collider, so you can begin by using it.

1. Select the Cloth Object.

2. At the bottom of the Cloth component, click to open the Attached Colliders
array and set the Size to 1.

3. Open the new Element O (Figure 3-33).

Collision Response |0 |
Attachment Tear Facto 0.5 ]
Attachment Response 0.2 |
Tear Factor 0 |
¥ Attached Colliders
Size 1 |
¥ Element 0
Collider ‘None (Collider) C
Two Way Interac[ ]
Tearable U
Mrloth Renderer e

Figure 3-33. The Cloth component’s Attached Colliders parameters
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4. Drag the Flap object into the Element 0 Collider field from the Hierarchy view.
5. Click Play.

If the cloth is close enough to the Flap, it hangs quite nicely.
6. Stop Play mode.

7. Try moving the cloth farther below the Flap to see how close it must be to be
held during run time.

8. Stop Play mode.

For the Attached colliders to work, the cloth’s vertices must be within range of the colliders.
1. Create a new Cube, and name it Hanger.
2. Scale it down, and position it at one end of the flap.

3. Turn off its Mesh Renderer, and drag and drop it onto the Flap in the
Hierarchy view.

4. Duplicate it, and rename it Hanger2.

5. Drag the new Hanger to the other side (Figure 3-34).

Texturad & s|| 20| % | &) | Effects |~
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Figure 3-34. The new Hanger objects in position

6. Select the Cloth, and change the Attached Collider array Size to 2.

7. Drag the two Hangers into the two elements.
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8. Select the Cloth, and set the Interactive Cloth component’s Stretching
Stiffness parameter to 0.5.

9. Click Play.

The cloth, attached only on each end, sags in the middle (Figure 3-35). The faces intersected by the
two attached colliders retain their original positions.

Scene

vy

Figure 3-35. The cloth held by the two Hanger objects in Play mode

The cloth, like the Rigidbody objects, will not respond to Unity’s Wind Zone. Like the Rigidbody
component, Interactive cloth has its own version in the External Acceleration and Random
Acceleration parameters. Both are world or global directions.

10. While in Play mode, try adjusting the two acceleration parameters.
(Figure 3-36).
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Figure 3-36. The cloth with a Random X Acceleration of 18

And finally, let’s see what happens when the flap is set to spinning.

1.

Stop Play mode, and make sure the Accelerations have returned to O.
Select the Flap, and change its Hinge Joint’s Axis Y to 1 and X and Z to 0.
Turn on Use Motor in the Hinge Joint component.

Click Play, and watch as the cloth reacts to the torque (Figure 3-37).

Figure 3-37. The cloth reacting as the Flap spins
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Because the two Attached Colliders have the Flap as their parent, the Cloth follows right along. The
most notable issue you will notice is that the cloth is rendered only on one side. To use it out in the
open, you would have to use a material with a two-sided shader. You could also use another cloth
for the back side, but that would use twice as many resources. If you were using a custom mesh for
the cloth, you could use the Self Collision check, but that also is expensive.

5. Stop Play mode.

Cloth has many parameters that will let you fine-tune it to resemble the behavior of velvet to canvas
to silk. Bending Stiffness, Thickness, and Friction are a few of the parameters that are a good
starting point for customization.

Interacting with the First Person Controller

So far, your tests have been centered around objects with physics-based components. After seeing
the lack of reaction with the Wind Zone, you are probably wondering how the First Person Controller
will interact with the various objects. If you remember, the First Person Controller does not have a
true Rigidbody component, but it does have a collider.

1. Click Play.
2. Drive the First Person Controller over to the Flap (Figure 3-38).

Figure 3-38. The cloth reacting as the First Person Controller moves into it

The Cloth clearly reacts to the First Person Controller’s Capsule collider. You will find, however,
that you may have to increase the Thickness and reduce the Friction parametersto prevent it from
passing though the First Person Controller’s collider.
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With the Rigidbodies, you will want to try two experiments. The first is to see if moving Rigidbodies
can affect the First Person Controller, and the second is to see if the First Person Controller can
affect Rigidbodies.

1. Stop Play mode.
Deactivate the Cloth and Flap objects.

Duplicate the middle cube.

> L™

Activate the new cube, and move it so that its Constant Force will push it into
the First Person Controller.

5. Click Play, and watch the result.
The cube either stops at the First Person Controller or twists and continues along its way.

6. Increase the cube’s Force value to 1000 (or -1000 if you are using a negative
number).

7. Inthe Rigidbody component, increase the Cube’s Mass to 50.

8. Click Play.
The result is the same: the cube is unable to move the First Person Controller.
Next you will test the opposite scenario by driving the First Person Controller at the box.

1. Stop Play mode.

2. Set the Cube’s Mass back to 1 and its Force back to 10 (or -10).

3. Click Play, and drive the First Person Controller at the moving cube.
The First Person Controller is able to push the Cube away.

4. Stop Play mode.

5. Set the Cube’s Force to 0.

6. Click Play, and drive the First Person Controller into the Cube.

When the cube is not being moved by physics, the First Person Controller is not able to influence
its movement. To directly affect an object with a Rigidbody component, you would have to apply a
physics force through scripting using the First Person Controller’s direction to calculate the direction
of a one-off force.

7. Stop Play mode.

By now, you probably realize why game physics are not comparable to real-world physics. Not only
are the algorithms stripped down for speed, but the functionality itself is severely limited to control
CPU usage. The important thing to remember when designing your game’s functionality is not to
take any physics-based functionality for granted. Some desired behavior can be enabled though the
Rigidbody and other physics-related component’s parameters, but other behaviors, if even feasible,
may require specialized scripting.
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First Build

With the addition of the First Person Controller, you were able to move around your scene and
interact with a few objects. The accomplishment may be a long way from a creating a AAA title,

but it is enough to let you try your first “build.” Unity makes it very easy to “build,” or output, your
application as an executable. From Mac or Windows, you can make a game that can run either as a
desktop application or in a web browser. Outputting to mobile requires extra steps, a mobile device
or emulator and, in some cases, a specific operating system. It also has several more stringent
guidelines and requirements for content and scripting. You will be creating a desktop application.

Creating a build takes just a few mouse clicks if you use the defaults. Before you proceed with your
first build, there are a few settings worth looking at.

1. From the Edit menu, Project Settings, select Player.
2. In the Inspector, examine the top section.

You can put your name in the company Name field. The Product Name is taken from the Project
name, but can be changed.

3. Change the Product Name to MyFirstUnityApp.

4. For the Default Icon, click the Select button and choose the Corn Tassel
(Figure 3-39).
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Other Settings

Figure 3-39. The Player Settings, top section
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With Default Cursor, you have the option of using a custom hardware cursor. This means you can
use an image of your choice that is directly handled by the machine’s operating system. The cursor
will always be drawn on top, but it has a limit of 128 x 128 pixels in size. To use a particular image,
it must be marked as Cursor type in its import settings. If the Operating system can’t support
custom cursors, it will drop back to its own default.

1. Select the Corn Tassel image in the Project view.
2. Duplicate it, and name it CornTasselCursor.

3. In the Inspector, change its Texture Type to Cursor and click Apply (Figure 3-40).

© Inspector | &=

#s. CornTasselCursor Import Settings o,
P i e
v | Open |
Texture Type | Cursor ¢ ]
Wrap Mode [ clamp :
Filter Mode | Bilinear ¢
Default l@]izu."lel:_‘lﬂ|

Max Size | 1024 &l
Format | Compressed s

Figure 3-40. The CornTasselCursor images set to Cursor Texture Type

4. Return to the Player from Project Settings.

|_R evert |[ Apply_|

5. Drag the CornTasselCursor image onto the Default Cursor thumbnail.

6. Move the cursor over to the Game view to see your new cursor (Figure 3-41).
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f Game ! i 5 i i B
Free Aspect | Maximize on Play | Stats | Gizmes ~| |

Figure 3-41. The new hardware cursor in the game view

The next section of the Player Settings allows you to customize settings according to target platform
(Figure 3-42).

Cursor Hotspot X0 J¥io ]

e s |0 |+ | S| |0 |@

Settings for PC, Mac & Linux Standalone

Resolution and Presentation
Resolution

Default Is Full Screen )
Default Is Native Resolutiily
Run In Background* =

Standalone Player Options
Capture Single Screen [ ]

Display Resclution Dialog | Enabled Y
Use Player Log )
Resizable Window &

Mac App Store Validation []
Mac Fullscreen Mode | FullscreenWindowWithMenuEs |
Force Single Instance [

» Supported Aspect Ratios

* Shared setting between multiple platforms,

Icon |

|
!. 5|;Iui_|. Image . |
I

Other Settings |

Figure 3-42. Platform settings
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1. Take some time to check out each platform’s settings, and then return to
“Settings for PC, Mac & Linux Standalone.”

2. Uncheck Default Is Full Screen.
3. Check Resizable Window.

Display Resolution Dialog, also known as the Config Dialog, is the screen that comes up on startup,
allowing the user to change resolution, quality settings, and map keys. As you can see by its
choices, you can block user access to this dialog.

In the Icon section, you will find that the CornTasselCursor icon has been automatically loaded for you.

The Splash Image section is available for Pro users only. There, they can set a custom image for the
Config Dialog banner.

Other Settings is where you set the Render Path, among other things. If you have Pro, you have to
change to Deferred Lighting to make use of dynamic shadows and baked lighting in your scene.

Having tweaked a few of the Player settings, you are ready to try your first build. The first thing you
must do is save your work.

1. Save the scene, and save the project.
2. From the File menu, select Build Settings.

3. Click Add Current to add the currently active scene into the build (Figure 3-43).
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-
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Figure 3-43. Adding the current scene to Build Settings

4. Make sure the Target Platform is correct. (It should automatically be set to
your machine.)

5. Click Build And Run.

6. Save the output somewhere other than in your project folder, and name it
TestBuild.

The project is built, and the Config Dialog pops up when it is ready to play.

7. Make sure Windowed is checked, and change any other settings as you care
to (Figure 3-44).
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Graphics | Input
Screen 1280 x 720 v | [¥]windowed
Graphics quality | Fantastic v

Figure 3-44. The Config Dialog

8. Click Play.

Your first Unity scene pops up, and you can drive around the scene and interact with anything you
left active (Figure 3-45).

Figure 3-45. The new game running on the desktop
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9. Take a minute to inspect the results.

The application name is TestBuild, but the title (as seen in the windowed title bar) is
MyFirstUnityApp, which you set in the Player Settings.

10. Look in Windows Explorer (if you are on a PC) for the TestBuild application.

You will find TestBuild.exe and a folder called TestBuild_Data. When you distribute your games for
the PC desktop deployment, the .exe and the data folder must be in the same location.

The content for this book was created using Windows. Other than a few keyboard differences, Unity
should look and act the same on whatever platform you are authoring on. It is easy to build for other
platforms.

1. Close the running game, and return to the Unity editor.

2. Inthe Build Settings dialog, change the Target Platform to Mac OS X (or
Windows if you are already on a Mac).

3. After the changeover is complete, click Build.
4. Save the new build in the same place as the first, with the same name.

The extension type will be different (.app), so there will be no conflicts. The Mac application is
contained in a single folder named TestBuild.app.

5. If you have access to the other platform, feel free to test the new version.

6. Back in the Unity editor, close the Build Settings dialog.

Summary

In this chapter, you added a First Person Controller into your terrain scene and were able to travel
around in it. You discovered that several script components that made up the First Person Controller
contained a lot of settings you could tweak to change the First Person Controller’s behavior. You
found that various functionality, such as jumping and the ability to ride on moving platforms, was
optional. Moving platforms offered some interesting problems with regard to the height of the
platform and how the platform could interact with the First Person Controller.

During your experiments with the First Person Controller, you had an introduction to Unity’s
InputManager. You were able to not only reassign input keys, but to create your own virtual keys to
expand an application’s versatility. At the very end of the chapter, you got to see where the player
was allowed to change the key “mapping” before playing the game.

Having a means of traversing the scene, you got some firsthand experience with colliders. At some
point, you realized you were able to go through the terrain trees, and then you learned how to apply
colliders to assets used as terrain trees.

Moving on to physics, you experimented with the Rigidbody component and saw how it works
with the colliders to provide lots of non-key-framed animation in your scene. You found that any of
its position or rotation axes could be “frozen” to restrict the physics-based reactions. The Physic
Material in the collider component gave you a means of tailoring the object’s reactions according to
a virtual material assignment. You found that you could add a Constant Force component to move
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or rotate (torque) your physics object. With the Hinge Joint, you discovered a means of combining
physics objects. That component, you discovered, has built-in force and torque settings. One
important thing you learned was that adding a Rigidbody component to objects that were animated
by means other than physics was more efficient. To do so, you had to check Is Kinematic.

After a quick look at cloth, you tested your First Person Controller against the objects with Rigidbody
components and the cloth object to see what reactions occurred. In the end, you found that game
physics were not always predictable due to the need to keep the frame rate at acceptable levels.

Finally, you made your first build. Before doing so, you tweaked a few of the Player settings just to
get a feel for what could be manipulated.



Chapter

Importing Static Assets

While Unity does have a handful of primitive objects, you will be importing most of the 3D art

assets for your games. There are many pre-made assets available for free or for purchase at Unity’s
Asset Store. If you are mainly a programmer, or are just looking to prototype a game quickly to test
functionality before creating assets for it, the Asset Store is invaluable. If you are a 3D artist and are
looking forward to creating your own assets, or are in charge of procuring the assets from various
and sundry sources, you will inevitably need to learn how to prepare them for use once imported
into Unity. In this chapter, you will be exploring the importing, preparation, and management of static
assets. Animated assets have different needs and will be covered in Chapter 6.

Supported Formats

Unity supports a large number of formats for imported meshes and textures. It can also read files
directly from many popular DCC (digital content creation) applications, such as Max, Maya, Blender,
Cinema4D, Modo, Lightwave, and Cheetah3D.

3D Assets

There are two main types of 3D models, or mesh, formats that Unity will read: standard export file
types and proprietary application file types. The former includes .FBX, .3DS, .dxf, .obj, and .dae
(Collada). The latter type can be read directly from many of the popular DCC applications, such
as .max, .ma, .mb, etc. Besides containing the 3D mesh itself, these file types can store material,
mapping, animation, and even the textures associated with the object’s materials.

The important thing to know is that, internally, Unity converts everything to FBX on import. There
are advantages and disadvantages to both import types. The export types are the most generic,
as they can be used immediately by anyone. The downside is that if you update an asset in the
original application, it must be exported into Unity again to be updated. If you are not using SVN
or some other versioning software, this helps you by letting you keep versions of the asset to use
if needed in the future. Keeping the proprietary files directly in your Unity project allows for quick
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updating, but it has a few drawbacks. Most of the proprietary formats require the software to be
installed and licensed in order for Unity to be able to use the content. It also is destructive. Unless
you are using versioning software (where version changes are backed up and saved), if you want to
revert to an earlier version of the asset, you will have no means of doing so unless you are backing
up your

files externally.

The safest and most versatile file type for 3D assets is .FBX. It carries very little unneeded overhead
and can be read and used by anyone.

Textures

Unity supports all image formats. Internally, most images are converted to .dds for desktop
applications. For mobile, they are internally converted to the appropriate format for the selected
platform. The bottom line is that you do not have to worry about the texture’s original format. This
allows you to work in Photoshop or other image-authoring applications, leaving layers intact.
Because Photoshop layers are a means of preserving the history of an image’s creation, you have
the freedom of editing the image while it resides in the Unity project.

In Unity, as with any real-time engine, the optimal image size should be a power of 2. Use 32 x 32,
64 x 64, 128 x 128, 256 x 256, etc. to conserve memory. (See Figure 4-1.) Images that are over the
base 2 size will take up the same amount of memory that an image of the next power of two would.
The Texture Importer allows you to cap the image size, so you needn’t worry about images that are
too large unless you prefer to do your own size reduction manually.

256
256

256
256

256

256 256

Figure 4-1. Texture memory usage

In Figure 4-1, the image on the left uses a 256 x 256 block of memory. The image on the right, retaining
its original proportions and size, uses a full 512 x 512 block of memory (four 256 x 256 blocks).

Once an asset is imported, you may need to change the import settings, depending on the function
of the imported texture. In Chapter 3, you had to change the import settings on a texture that was
going to be used as a hardware cursor. Textures that are going to be used in 2D space only do not
have to be MIP mapped. MIP mapping is the process by which an image is reduced in size, base-2 of
course, and is smaller and blurrier for several iterations. The smaller, blurrier versions are used farther
back in the scene to prevent “artifacting,” which is the visual effect of the engine trying to decide
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which color from the image should be used when the object in the scene is no more than a few pixels
big (Figure 4-2). A perfect example is a black-and-white checker pattern. At some point, the object
with the texture is so far away that only a few pixels must represent the check. If the choices are only
black and white, the color could vary from frame to frame, causing a sparkling effect. Using a blurred
version of the original texture, the pixels will always be a gray color at a distance.

Figure 4-2. The checker map (left). In the three blocks to the right of the checker map, the MIP-mapped texture appears on the
left and the non-MIP-mapped texture is on the right, with the quads drawn farther back in space each time

You can see the MIP map in action in the Chapter 4 project file Misc Tests, MIP Mapping scene.
If you press Play, you will see the two quads move backward and forward in the Game view.

Audio

Unity reads a limited number of audio file types. Just as with Unity’s other assets, they are internally
converted on import. Short clips of .AIFF and .WAV are converted to uncompressed audio. MP3
and longer clips are converted to Ogg Vorbis, .0gg, an open source format heavily used in real-time
applications. If you are authoring for mobile and have set the platform in the Player Settings, the
audio may be compressed to MP3. If the audio clip is not already an ogg file, you can manually set
the compression type for higher quality or more efficient memory usage. Ogg is an open source
compression similar to MP3 that does not involve license fees. For mobile, the MP3 license fee is
covered by the hardware manufacturer.

The Importer

Importing assets is one of the most ubiquitous tasks in Unity. Most of your art assets must be
imported. There are a vast number of choices on import, but there are only a few that must be
carefully addressed. Fortunately, the defaults are generally quite useful.

From this point on in the book, most of what you will be doing will be aimed toward the book’s
project, so you will begin by creating a new project.

1. From the File menu, select New Project.

2. Navigate to where you want to keep it, and create a folder named
Garden Defender.

3. Select it, and click Select Folder.
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4. Import the following packages:
CharacterControllers
Particles
Scripts
5. Click Create.
You shouldn’t need to save the current project, as you saved it before creating your builds.

Because you will be dealing with assets in this chapter, it will be more useful to switch back to the
default layout.

6. From Layers in the top right of the UI, select Default Layout.

Importing Assets into Your Project

There are a few different ways to bring assets into your project. You can drag them directly

into Unity’s Project view, drop them into the project via the Explorer or Finder, or bring them in
individually through the Assets menu’s Import New Asset option. When bringing in multiple assets,
you will want to use either of the first two methods.

Whichever method you prefer, you will want to make some organization decisions before you go any
further. The FBX exporter has the option to export materials with the files. When the file contains all
of its textures, they will be grouped in the imported assets folder. This is great for assets such as
characters where the texture will be used only for that character, but for more generic textures, it is
generally easier to manage them if they are all in one place. To this end, you will begin by adding the
texture to your project first. This is always a safer way to make sure the texture can be found when
the mesh is imported and the correct material is generated. If the texture cannot be found on import,
a default material is made. It is easy to add the texture after the fact, but re-importing will mean
rebuilding the material, or if you created a different material, it will require that material to be applied
each time the asset is updated.

Importing Textures

Let’s begin by importing the textures the 3D assets will require. You used Import New Asset in the
previous chapter to import a single asset, a script, but when you have multiple assets, it is easier to
load them directly into the project all together.

1. Locate the Game Textures folder from the Chapter 4 Assets folder where you
unzipped the book’s downloaded assets.

2. Copy and paste it into your project’s Assets folder in the Explorer or Finder.

3. Return to the Unity editor, and watch as it imports the textures into the
project and processes them.

4. Open the new Game Textures folder, and inspect its contents with the
thumbnail slider all the way to the right (Figure 4-3).
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Figure 4-3. The contents of the new Game Textures folder in the Project view

5. Select the Leaves texture, and examine its import settings in the Inspector
(Figure 4-4, left).

(T Preview : o preview

- Leaves Import Settings &,

Texture Type Texture 1]
Alpha from Grayscale[ ]
Alpha Is Transparenc[]

Wrap Mode Repeat 4

Filter Mode | Bilingar 2]

Aniso Level —{ e (1 ]
Defaule 1-NENE-NE NNV 00 N

Max Size | 1024 I
Format ! d 8]

| Revert | Apply |
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essed DXTS! 341.4 KB BA Compressed DXT SIS

Figure 4-4. A preview of the Leaves texture’s import settings (left), showing RGB colors (center), and the preview toggled to see
its alpha channel (right)

6. Examine the Preview.

The color bar icon to the left of the MIP Map slider indicates that the texture contains an alpha
channel (Figure 4-4, center).

7. Click the icon to toggle the alpha channel in the preview (Figure 4-4, right).
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The Preview shows its size as 512 x 512. Most artists prefer to create their texture maps larger than
required so detail is easier to add. The problem comes with having to keep the original for editing
and a smaller version for the game itself. In Unity, you can set a max size for a texture in the game.
This allows you to keep the original in the project but have it reduced when it is being used. Because
these two leaves will never be seen close up, 512 x 512 is probably unnecessary.

1. For Default, click the drop-down menu and select 256 as the Max Size.

2. Click Apply.

You can also leave the default size large and override it for specific platforms. This allows you to let
Unity optimize the texture automatically on build.

3. Click the Windows Store Apps button on the toolbar and locate the Override
for Windows Store Apps option (Figure 4-5).

Aniso Level

Default | ENEEE. :

Override for Windows Store Ap

Max Size

Format

1024

Compressed

Revert

Apply

Figure 4-5. The Override for Windows Store Apps option for the Windows Store Apps platform

The Texture Type defaults to Texture when you import an image. This is a quick preset that adds
compression of the appropriate type for the .dds format—in the case of the Leaves texture, DXT5.
If you are a graphics guru and find the preset types to be less than acceptable, you can choose
Advanced and tweak the various settings manually.

1. Click the Texture Type drop-down menu, (Figure 4-6) and select Advanced.
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Figure 4-6. The Advanced option for the texture importer

2. Reset the Texture Type to Texture.

Let’s look next at bump maps. If you are new to the term, bump maps add information that is used
by the renderer to make 3D meshes look like they have more detail than they actually do have. They
use the bump colors to determine where the light and shadows would go if the mesh did have the
extra triangles or faces. As you may guess, it does add to the frame rate, but far less than if the
mesh itself had the detail. Traditionally, a bump map was grayscale. White was bump forward, and
black was bump backward.

Modern shaders now use what is called a normal map. The “normal” is a direction perpendicular to
the face or triangle, pointing the direction that the face will be rendered (Figure 4-7).

Figure 4-7. The face normal of a triangle
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Grayscale is limited in the amount of detail it can store (it uses256 bytes) and has only information
about height. Normal maps use the three RGB channels (3 x 256) to store information for three times
the information and are easily recognizable by their distinctive colors.

3. Select the StoneTextureBump image, and examine it in the Inspector.

The texture displays the distinctive colors of a normal map (Figure 4-8).

Figure 4-8. The distinctive lavender, cyan, and pinkish colors of a typical normal map

The terra cotta tile image you will be using in the game comes with a traditional grayscale bump
map, TerraCottaBump. You can easily convert it using the Normal Map option from the Texture Type
drop-down menu.

4, Select the TerraCotta texture.

5. Set its Max Size to 512, and click Apply.

6. Select the TerraCottaBump texture.

7. Change its Texture Type to Normal Map in the Inspector, and click Apply.

The default settings are often too harsh, so you will probably want to tone it down a bit. Reducing
the Max Size will also help smooth it out.

8. Setits Max Size to 256, and click Apply.
9. Set the Filtering to Smooth and the Bumpiness to about 0.1.
10. Click Apply.

The normal map is more appropriate for a tile floor (Figure 4-9, right).
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Figure 4-9. The TerraCottaBump normal map using default settings (left), reduced to 256 Max Size (middle), and adjusted for
more subtlety (right)

Earlier in the book, it was mentioned that Unity shaders quite often commandeer a Texture’s alpha
channel for other purposes. For textures that have no need of transparency, using the alpha channel
for a different purpose saves on resources. RGB uses 256 x 3 bytes. RGBA uses 4 x 256. By storing
some other grayscale information in a texture’s alpha channel instead of another RGB texture, you
save 2 x 256 bytes plus the overhead of keeping track of the second texture. If an asset doesn’t
come with the extra information, Unity can generate an alpha channel from the texture’s grayscale.
For the terra cotta tile, it might be nice to have a glossiness map.

1. Select the TerraCotta texture.
2. Click Alpha From Grayscale, and click Apply.

The Preview now shows the color bar icon.

3. Toggle the RBG icon to show the new alpha channel (Figure 4-10).

Preview

TerraCotta
512x512 RGBA Compressed DXTS5 341.4 KB

Figure 4-10. The TerraCotta texture’s new alpha channel
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For glossiness, white is glossy and black is not, so the grout will be glossier than the tiles.

Atlasing is the combining of multiple objects’ textures on the same image or texture sheet. It doesn’t
necessarily mean you will be using less memory, but it does mean there will be fewer “draw calls”
made when a scene is rendered. There is also less overhead when there are fewer maps to manage.
Among the textures you imported for the game, a few have been combined. The Sprout texture
contains two different sprout images. The Leaves texture contains a kale leaf and a radish leaf.

To atlas some textures, you may not be able to keep a square texture. With the exception of
some mobile platforms, this is not a problem as long as they remain base-2 dimensions. The
SunFlowerlLeaf texture, for example, is not square, but it does use base-2 sizes. It is not, strictly
speaking, an atlased texture because the leaf, stem, and flower head meshes all are part of the
same mesh, but it definitely cuts down on the number of textures and materials when they can be
combined.

1. Select the SunFlowerleaf texture.

2. Toggle the RGB/A icon to see its alpha channel (Figure 4-11).

Preview

SunFlowerLeaf SunFlowerLeaf
512x256 RGBA Compressed DXT5 170.7 KB 512x256 RGBA Compressed DXT5 170.7 KB

- -

Figure 4-11. The SunFlowerLeaf texture’s alpha channel

3. Inthe Inspector, set its Max Size to 256 and click Apply.

The Size in the Preview window now reports 256 x 128, showing that the maximum dimension is
affected when limiting Max Size.

Importing Meshes

With the Textures already imported, it is now safe to import the meshes that use them. On import,
not only will the meshes come in, but materials will be generated for each object using the main
texture that was used in the object’s native material.
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1. Locate the Imported Assets folder from the Chapter 4 Assets folder where you
unzipped the book’s downloaded assets.

2. This time, with the Explorer (or Finder) open and Unity windowed on your
desktop, drag the Imported Assets folder directly onto the Assets folder in
the Project view.

This method only works the first time you import an asset. If you try use it to replace an existing
asset, it will import the asset as a copy and increment the name. Replacing an existing asset should

be done through the operating system, where you can specify replace.

3. Select the folder in the Project view to see what came in (Figure 4-12).

Create *

Assets » Imported Assets »

L
Vi Assets

[ Game Textures
'— Imp oned Assets Materials Cabbage Carrots Chard CommerGarden ComnStalk CornYoung
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o .......

Radish RiverRock Seedling Sprout SproutPumpkin SunFlower TematoPlant
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Figure 4-12. The newly imported mesh assets

When the meshes were imported, a material was generated for each using the main texture. As a
default, the material is named after the texture (Figure 4-13).
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Figure 4-13. The materials generated for the meshes, using their main textures
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The first thing you will notice is that the materials are rather dull and lifeless. The next is that most

of the plants require both a shader that uses the texture’s alpha channel as transparency and that
most will also require a two-sided shader. Before dealing with the plants’ materials, let’s examine the
garden structures that also came in.

1. From The Imported Assets folder, drag the CornerGarden asset into the
Hierarchy view.

2. Add a Directional light to the scene, and set Shadow Type to Soft Shadows.
3. Set the shadow Strength to about 0.8.

4. Adjust it so the garden is nicely visible, and toggle on Scene Lights
(Figure 4-14).

#t Scene
| Textured o¢ | <) | Effects (*| | Gizmos ~| (G All

Figure 4-14. The CornerGarden asset lit by a Directional light

Scale Factor

The first thing to check when importing a new asset is the scale. Depending on the application it
was built in and the purpose for which it was created, it may require an adjustment in its scale. The
quickest way to check the scale is to drop a cube into the scene. The Cube primitiveis 1 x 1 x 1
meter, or about 3 feet cubed.

1. Create a Cube, and move it onto the tiled path (Figure 4-15).
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Figure 4-15. A Cube put in the scene to check for scale

If the Cube is 1 meter, the garden looks to be a bit on the large size. You could scale it in the scene,
but if it needed to be re-imported or used in another scene, you would have to rescale it. Also,
changing it in the scene view costs more in performance and can break batching if the scale is not
uniform. The best practice is to adjust the scale of imported assets in the Importer itself.

2. Select the CornerGarden asset in the Project view.
3. Inthe Inspector, Model section, set the Scale Factor to 0.005 and click Apply.

The individual meshes shrink in the Preview window but will recover the next time you select the
asset in the Project view. In the Scene view, you can position the Cube near the doorway to see the
improvement (Figure 4-16).
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Figure 4-16. The scaled CornerGarden more in keeping with the size of the Cube

4. Deactivate the Cube in the Inspector.

Asset Optimization

No matter what platform or platforms you plan to author for, optimization is always something to
be aware of. Besides file size (important for deploying mobile apps), optimization also applies to all
types of asset management with the ultimate goal of faster frame rate. Some types of optimization,
such as batching, model creation, and mapping must be designed into the assets before import.
Other optimizations, such as the type of colliders used on an object are more flexible.

Batching Textures and Objects

The CornerGarden asset is made up of several separate meshes so that you can mix and match
them to create many different configurations. In case it occurred to you that several objects will
cost extra frame rate, don’t worry. Unity “batches” objects that use the same material and have
less than 300 vertices each. Another requirement is that stored vertex information is limited to three
types. Typically, this is the X, y, and z location, normal (the direction it faces), and UV (its mapping
coordinate). This means that each mesh is limited to 900 vertex attributes. If the requirements are
met, instead of making separate draw calls for each object at render time, it can combine them into
a single draw call.
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Although Unity has a script that virtually “combines children” into a single object, batching is
preferable because it is done after it is determined which objects are within the viewing frustum.
Combining objects in different areas of the scene would cause a slowdown in frustum culling. An
object’s bounding box is checked first; if any part of the box is within the frustum, each face or
triangle is then checked to see if it is within the frustum and must be drawn. An object that has
meshes in and out of scene at any one time must always have each face checked, costing frame
rate while doing so.

Static batching, available in Unity Pro only, is significantly more efficient because it can batch
objects of any size as long as they are static and share the same material.

If you have Unity Pro, you have the option to use Dynamic Batching.

1. Inthe Project view, open the CornerGarden asset and inspect each of the
meshes used to create the garden enclosure (Figure 4-17).

Assets » Imported Assets »

I Gateway Raised Bed Walkway Walkway Center Walkway Short Planter Tower

Wall Pilar Corner Gate Wall Walkway Raised Water Spout CornerGardenA...

Figure 4-17. The meshes that make up the CornerGarden asset

As you select each one, note the vertex count shown in the Preview window of the Inspector.

To get accurate results for the batching, all of the objects must be within the viewing frustum (the
screen’s bounds) in Play mode. You had a First Person Controller to direct the camera in your terrain
test scene. At present, you have a camera but no means of directing it at runtime, so you will have to
set it up before you press Play.

2. Arrange the Scene view to be able to see all of the objects.
3. Select the Main Camera.
4. From the GameObject menu, select Align With View.

The camera’s view now matches the Scene’s view (Figure 4-18).
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Directional light
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Figure 4-18. The camera aligned to match the Scene view

5. Click Play, and turn on Stats at the top right of the Game view (Figure 4-19).

Maximize on Play | Stats | Gizmos ~

Figure 4-19. The Stats dialog in the Game view

If you have Pro, the Stats report 47 draw calls and only three saved by batching. If you don’t have
Pro and Dynamic Batching, your numbers may be different.

6. Inthe Hierarchy view, select the Raised Bed object and deactivate it in the
Inspector.

The Stats now report 42 draw calls and 0 saved by batching. The Raised Bed is the only object
with two materials, so it appears that Unity can save some draw calls when objects with different
materials are combined into one mesh. To test this further, you can drag a couple of the multiple
material-using plants into the scene and watch the numbers.
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7. Drag the Sunflower into the Hierarchy view. (It should show up in the Game
view at the corner of the walkways.)

The draw calls go up to 47, and three are saved by batching. The Sunflower also uses two materials.
8. Delete the Sunflower from the Hierarchy, and drag the CornStalk into it.

The draw calls go up to 48 and six are saved by batching. The CornStalk uses three materials. The
tassel at the top requires an alpha channel, but the CornStalk would probably be more efficient by
one draw call if the stalk and leaf materials had been atlased onto a single texture sheet.

9. Stop Play mode.

The garden returns to the way it was. The Sunflower is gone, and the Raised Bed it once again
active in the scene.

So you’ve seen a bit of batching done on objects that use multiple materials, but so far, you’ve yet
to see any batching on the objects that share a single material. It turns out you need to mark the
objects as static before you will see any results. Static objects are objects that will not move in the
scene. There are several Unity features that can make use of this setting to improve performance,
and each can be handled separately if needed.

1. Select the CornerGarden in the Hierarchy view.

2. At the top right of the Inspector, check Static.

3. Click “Yes, change children” in the dialog.

4. Click the down arrow to see all of the features that were marked as Static

(Figure 4-20).

"0 tnspector |} . _
'I‘ CornerGarden [ static » e . T 2 iinf
* Tag [Untagged ¢ ] Layer [ Default _ Nothing
Model Select Revert Open v | Everything
¥ .. Transform @i . i

Position x/0 Yo 2o | ¥ | Lightmap Static =
Rotation X0 Yo zo |¥ | Occluder Static
ke i Ll =B _| v | Batching Static
v 2 & Animator ; - @iy Navigation Static
Controller None (Runtime Animator Controller) — §
Avatar £ CornerGardenAvatar | ¥ | Occludee Static =
Apply Root Motion ™) « | Off Mesh Link Generation
Animate Physics O g
Culling Mode | Always Animate 4] LIl
1l 100% -
[ Add Component J l‘j
= | Colorx | Swatches | Styles |
=

Figure 4-20. Marking the CornerGarden (and its children) as Static



170 CHAPTER 4: Importing Static Assets

A few of the settings that make use of the Static flag are lightmapping, occlusion culling, batching,
and path finding.

5. Click Play, and examine the changes in the Stats dialog (Figure 4-21).

Maximize on Play | Stats | Gizmos ~

Figure 4-21. The Stats dialog after setting the CornerGarden objects to Static

This time the draw calls drop to 10, and 40 are reported saved by batching!
6. Stop Play mode.

There are a few guidelines for successful batching. It is worth keeping them in mind when preparing
objects for your scene.

B Objects must share the same Material.

B Objects must be marked as Static.

B Vertex attributes must not exceed 900—that is, three attributes per vertex.
[

Objects cannot use separate Lightmaps. (The extra UV map makes a total
of four attributes per vertex unless you can do away with one of the
standard ones.)

Objects cannot be scaled in the scene. (Nonuniform scale is apparently allowed.)

B Instantiated objects must not use an instanced material (which they do by
default).

Most of the plants contain an extra vertex attribute, alpha, for use as detail meshes in the Terrain.
Currently, they are not using the special terrain shaders, so they can also be batched.
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Vertex Count

If vertex count seems to be a mystery to you, there’s good reason to be confused. There are two
main reasons the count may not add up to what it looks like it should be. Lighting and UV mapping
are the primary culprits. Besides containing location, diffuse, and alpha color information, vertices
also hold lighting and mapping information.

The simple spheres in Figure 4-22 all have 120 tris, or faces. Their vertex number varies greatly.

As long as the sphere is smooth and requires no mapping coordinates, what you see is what you
get. Sphere 1 has 62 vertices, with the tris sharing a vertex where the edges meet. When the model
is not smooth, as in sphere 2, vertices can no longer share the vertex normal (lighting) information
unless they are also coplanar. Sphere 2, faceted (honsmoothed or shared vertices), has a count of
264 vertices.

Figure 4-22. Several spheres with the same triangle count of 120, but vastly different vertex counts

If it requires simple mapping coordinates, as with sphere 3, it will require more vertices because the
same vertex cannot exist at more than one position on the map. Figure 4-23, far left, shows a typical
automatic mapping where a texture is wrapped around its circumference. As long as the texture is
solid at the top and bottom, it may be okay. If it is Unwrapped, as with sphere 4, it may have an even
higher count to accommodate the extra pieces (Figure 4-23, left center). For this reason, unwrapping
a model becomes a study in compromise. Bigger pieces are easier to paint and will dictate a lower
vertex count. The downside is that they tend to be more distorted on organic models, and they may
not make efficient use of the texture map, so you will get less detail per pixel. Smaller pieces give
you the opposite pros and cons. The spheres can be inspected in the Chapter 4 assets, the Misc
Tests project, Mapping Spheres scene.

Figure 4-23. The unwrap UVs of spheres 3 and 4 and their respective texture maps
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Before going any further, you can solve a small importer-based mystery. You’ve probably noticed a
small human torso icon in the Project view (Figure 4-24), and an Animator component on each of the
imported assets.

RiverRock River Rock RiverRockAvatar

Figure 4-24. The RiverRock Avatar

This component is added automatically on import and is used only if the object is to be animated
and, more specifically, is a character or object that will be using Mecanim to control its animations.
Objects that are static do not require the component. At one time, Mecanim was only for use with
characters and the Animator component was called the Avatar component. Unity made the decision
to eventually replace its legacy animation system with Mecanim, so you will occasionally find
character-centric names related to it.

You will be importing a few characters later in the book, but the current assets should be corrected.
1. Select the CornerGarden asset in the Project View.
2. Inthe Inspector, go to the Rig tab.
3. Set the Animation Type to None (Figure 4-25).

| © Inspector . ﬂ_..]
l CornerGarden Import Settings 3 =
| Open |

[ vodel JNNCIEIN Avimations |

Animation Type | Generic s

Avatar Definition ! None \Inimation.

Root node Legacy $

Optimize Game Objects s
Humanoid (Revert [ Apply |

Figure 4-25. Changing the Animation Type to None
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4. Click Apply.

The Avatar icon disappears and, if you check the CornerGarden in the Hierarchy view, you will see
that the Animator component has been removed.

5. Select each of the other imported assets, and change their Animation Type
to None.

6. Select the CornerGarden in the Project view once again.

Adding Colliders to Imported Meshes

Switching back to the Model section of the importer, you will notice an option to Generate Colliders
automatically (Figure 4-26). This can be useful for quickly checking objects like structures to see how
well a character or First Person Controller can navigate through or around them. The problem is that
automatically-generated colliders are Mesh colliders.

| O Inspector CE
. CornerGarden Import Settings @ =
Open

m Rig | Animations |

Meshes

Scale Factor 0.005

Mesh Compression off ]
Read/Write Enabled i

Optimize Mesh )

Import BlendShapes

Generate Colliders -

Swap UVs -

Generate Lightmap UVs -

Normals & Tangents

Normals Import 1|
Tangents Calculate 4]
Smoothing Angle Cr 60

Split Tangents I

Materials

Import Materials W

Figure 4-26. The Generate Colliders option in the Importer’s Model section

These are the least efficient of the colliders because they use the object’s actual mesh as the
collider. Instead of doing a simple distance check for a primitive shape, each face must be tested.
Not only does this take more resources, it will fail if the object has too many tris. Another problem
is that most collision detection is performed with no more than one object having a Mesh Collider.
If they both have Mesh Colliders, one will be dropped back down to something simpler.

With this in mind, let’s look at the CornerGarden objects and decide what sort of collider is most
efficient for each. To do that, you will need a bit more information about the game. The character will
not be able to go into the Raised Bed and will never be able to get close enough to a wall to interact
with it. With that information, you might want to put a simple Box collider on everything but the gate.
The game, however, will also have plant-devouring vermin that will be dropped into the scene with
physics, so two pieces (the Raised Bed and the Planter Tower) should have Mesh colliders to allow
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the NPCs (non-player characters) to land and move around on the visible mesh surfaces. The player
will get to shoot projectiles around the garden that shouldn’t be able to go through walls, so you can
use Box colliders on those.

1. Select the Raised Bed in the Hierarchy view, and from the Components,
Physics menu, add a Mesh Collider.

2. Repeat step 1 for the Planter Tower.
3. Select the Gate Wall, and add a Box Collider to it.
4. Repeat for the Wall, Pillar Corner, and all four walkway objects.

The Gateway is a special case. Obviously, the character tasked with eradicating the vermin will have
to come through the doorway, but the mesh itself is too complicated to waste a mesh collider on if
you consider that most of the tris are up in the roof area. For that object, you will use two simple box
colliders. Using multiple, simple colliders is a common and efficient solution in many cases.

5. Select the Gateway.
6. Add a Box Collider to it.

You could change its values in the Inspector until you got a custom fit, but you can use a shortcut
key to speed up the process.

7. Hold the Shift key down.

Grips appear on the sides of the collider—they’re green, to match the collider’s wire color
(Figure 4-27).

# Scene € Game

| Textured ;|| RGB :|| 20| % | <) | Effects |- | | Gizmos ~| (G- ATl

Figure 4-27. Grips appearing on the collider when the Shift key is pressed
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8. Tip the view so you can access the grip on the underside of the collider.

9. Select the Rotation button so the gizmo won’t get in the way of the
bottom grip.

10. Holding the Shift key down, grab the grip and move the bottom of the collider
up to the top of the door opening (Figure 4-28).

= [ea pivot [ © Global] (> 1 »
| = Hierarchy | .= | #Scene | € Game

| Create ~| (oraAll BN : | RGB 3|20 | % | <)) | Effects |~ Gizmos ~
¥ CornerGarden =
Gate Wall
Gateway
Pillar Corner
Planter Tower
Raised Bed
Walkway
Walkway Center
Walkway Raised
Walkway Short
wall
Water Spout
Cube
Directional light
Main Camera

Figure 4-28. Moving the collider’s base up with the bottom grip

Even with the grips, the scaling and positioning of collider components is not as easy as
manipulating their parent objects. For the side colliders, you will begin with a Cube object. You could
add a Box Collider to an empty gameObiject, but a Cube will be quicker to set up.

1. Create a Cube, and name it Gate-Side Collider.

2. Position and scale it to fit one side of the Gateway (Figure 4-29).
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# Scene € Game

iTaxtur(d 3 | RGB || 2D | % | ) | Effects |~ | | Gizmes - | (arAll

Figure 4-29. Scaling a Cube to the Gateway side

3. Right-click over the Cube’s Mesh Renderer, and select Remove Component.

4. In the Hierarchy view, drag the Gate-Side Collider up and drop it onto the
Gateway object.

5. Use Ctrl+D (CMD+D) to duplicate the new collider object.
6. Move the clone to the other side of the Gateway.

7. Select the Gateway object (Figure 4-30).
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Figure 4-30. The Gateway’s colliders

If you wanted to get fancy, you could add two more Cubes for their Box Colliders and rotate them for
the top section instead of the adjusted Box Collider currently on the Gateway (Figure 4-31).
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Figure 4-31. A fancier collection of colliders for the Gateway
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Now that you know how to add multiple colliders to an object, you can probably figure out how you
could make more efficient colliders for the Planter Tower and the Raised Bed.

Improving Generated Materials

Earlier in the chapter, you improved and added to the textures that were going to be used by

the imported assets. When the assets came in, materials using the most basic (for basic, read
economical) shader were generated. Let’s go ahead and make some improvements to the materials.
Be aware that using more complicated shaders may decrease frame rate. As always, use the fancy
stuff sparingly.

1. Select one of the wall objects.

2. At the bottom of the Inspector, you will find its material, StoneTextureColored.

Shaders

Shaders are the code that tells the graphics hardware how an object’s surface properties will look on
screen. Materials in Unity are assigned prebuilt shaders, where the author can only assign textures
or adjust parameters that already exist in the shader. Unlike many DCC applications where the artist
can “build” a material by adding the attributes he wants to get the affect he has in mind, in Unity,
you must look for the shader that best suits your needs. Writing custom shaders requires a different
coding language and is beyond the scope of this book. There are custom shaders available at the
Asset Store if you can’t find what you want in the standard shaders.

The wall’'s Material, StoneTextureColored, uses the simple Diffuse shader. Fortunately, there are
some good shaders available to improve the material generated on import.

1. Click the Shader drop-down list to see the shader choices (Figure 4-32).
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Figure 4-32. The Shader drop-down list

2. Select Bumped Specular.

3. Drag the StoneTexturebump texture from the GameTextures folder in the
Project view onto the Normal Map thumbnail.

A warning appears telling you that the imported texture is not marked as a normal map.

4. Select the texture by clicking on the thumbnail to locate it in the Project view,
and then clicking on it in the Project view.

You will see that it is set to the default import Texture Type, Texture.
5. Select one of the walls again.

6. Click the Fix Now button next to the warning message.

If you check the texture now, you will see that it has been changed to a Normal map texture type.

The bump now appears correctly in the viewport (Figure 4-33).

179
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# scene € Game B
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Figure 4-33. The glossy bumpy stone material on the walls

The problem now is that the StoneTextureColored texture has no alpha channel. The shader uses the
Alpha channel as a glossiness map (Figure 4-34). No Alpha Channel defaults to white, so the walls
are fully glossy. You may remember that you can have Unity generate an alpha channel for you.

. StoneTextureColored 2,
Shader | Bumped Specular | [Editn]
Main Color
Specular Color Eﬁ?
Shininess
Base (RGB) Gloss (A)
Tiling Offset
%1 _o
y 1 0
Normalmap
Tiling Offset
x 1 0
y 1 0

Add Component

Figure 4-34. The shader using the alpha channel as glossiness
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7. Select the StoneTextureColored texture in the Project view, and check Alpha
from Grayscale.

8. Click Apply.
The Stone’s glossiness is toned down to a more believable amount.

With the gloss reduced, you might decide the mapping on the walls is a bit off. You can adjust the
Offset to get rid of the thin ledge at the top of the wall.

9. Select a wall again to gain access to the StoneTextureColored material,
or select it from the Project view by filtering for materials to help locate it.

10. Set the y Offset for both the Base and Normal map textures to 0.04.
The top of the wall looks much better (Figure 4-35).

Textured | - | &) | Effects 7| Gizmos | (GrAll

Figure 4-35. The results of adjusting the two stone textures’ y Offset

Earlier in the chapter, you generated a normal map from a grayscale bump map for the TerraCotta
texture. You also created an alpha channel using the TerraCotta’s grayscale, so you should be ready
to go on the TerraCotta material.

1. Select one of the walkway objects.
2. In its TerraCotta material, change the shader to Bumped Specular.
3. Drag the TerraCottaBump into the Normalmap thumbnail.

The tiling is obviously different (Figure 4-36).
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Figure 4-36. Tiling mismatch between Base and Normalmap

4. Set the x and y tiling to 4 to match the Base texture’s tiling.
5. Adjust the Shininess until you like the result.

The last two materials belong to the Raised Bed. The wood texture probably has enough detail that it
doesn’t warrant a normal map. The DarkDirt material could stand to be a little brighter.

1. Select the Raised Bed.
2. In the Inspector, make its Main Color a bit lighter.

You may have noticed that the Main Color is a neutral (150,150,150) gray. In 3ds Max, where these
assets were made, a diffuse texture overrides the default Diffuse color, gray. On import, Unity

blends the color and the texture by adding them together. The color could have been changed
before export, but leaving it a light gray can be a time saver. With the light gray darkening the

texture slightly, you have a means of “highlighting” an object on mouseover or some other event. By
temporarily changing the Main Color to white through scripting, the texture becomes brighter without
the more resource intensive use of a second texture. While this is probably not very useful for a first-
person shooter, it is a mainstay of adventure or exploration type games.

The Plants

Typical plants require special shaders. If the textures have alpha channels for transparency, they will
require a shader that uses the alpha channel for transparency and possibly renders two-sided. For
substantially sized plants, you may also want shadows. These three requirements limit the shaders
for the plants.

Because the CornerGarden objects now have colliders, you can quickly “plant” the plants by
dragging them onto the walkways or Raised Bed. You’ve also got a directional light in the scene,

so you will be able to check on shadows. You may not use all of the plants in the basic game, but you
will want to see what they look like in the scene before you make any decisions about which to use.
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1. Drag each of the plants from the Project view into the garden in the scene.

2. Create an Empty GameObject, and name it Garden Plants.
3. Drag all of the plants onto the new parent object.
4. Select Garden Plants, and check Static in the Inspector.
5. Choose “Yes, change children” in the dialog.
6. Rotate the Sunflower and CornStalk to face the view (Figure 4-37).
| #5Scene | € Game : =
Textured :| | RGB || 20| % | <) | Effects |~ Gizmos ~ | (GrAll

Figure 4-37. The plant assets

Upon examination, you will find three types of plants in the collection. The simplest are little more
than crossed planes. Besides the Tomato (which you saw in your terrain test), you have Carrots.
Both of these two use images to simulate thick bushy foliage. Because there are basically only two
or three crossed planes, you will not want the plants to receive shadows, and they must render the
image on both sides of the planes. The Soft Occlusion shaders used for the terrain plants will be a
good choice.

1. Move the TomatoPlant near the Carrots so you will be able to compare shaders.
Change the shader on the Carrot to Nature/Tree Soft Occlusion Leaves.

Adjust its Base Light value to make it slightly brighter.

> LN

Change the shader on the TomatoPlant to Transparent/Cutout/Soft
Edge Unlit.
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Both shaders have a slider to control the alpha cutoff in case the texture’s alpha map is showing
some background bleeding.

5. Try adjusting the Alpha cutoff in both shaders.

6. Orbit the view to make sure both sides of the planes are rendered for
both plants.

The Transparent shader does not cast shadows, but both do render two-sided (Figure 4-38).

| #scene € Game =
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Figure 4-38. Carrot and TomatoPlant; the Carrot casts a dynamic shadow

Because shadow casting can be costly, and even if you are using Unity Pro and Deferred lighting,
you may decide that minor plants do not warrant dynamic shadows. Let’s see what happens

with baked lighting. First you will need to set all of the plants as Static so they will be capable of
generating shadows during the baking process. You should also save the scene to make sure you
don’t lose all of the setup you’ve done.

1. Select all of the plants in the Hierarchy view, and check Static at the top of the
Inspector.

From Files, choose Save Scene.
Name it Garden.
From the Windows menu, open the Lightmapping window.

Click Bake Scene from just above the Preview window.

o g ~ w Db

When the baking is finished, turn the Shadow Distance to 0 in the
Lightmapping dialog (Figure 4-39) so you will see only the baked shadows.
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Lightmap Display

Figure 4-39. Shadow Distance set to 0 to show only lightmapped shadows

Besides the expected absence of the dynamic shadows, there seems to be very little change.
Looking at the generated maps in the Lightmapping, you can see a few pixels’ worth of something at
the lower left (Figure 4-40). If you do not have Pro, you will only have a far map.

Last bake took 06:15
1 dual lightmap: 1024x1024px 5.3 MB
Color space Gamma

Preview

Figure 4-40. The generated maps in Unity Pro

If you toggle the Use Lightmaps option off and on in the Lightmap Display, you might notice a slight
change in a few of the plants where they have cast shadows on themselves. None of the structures
are receiving shadows, and the Carrots are missing. The status line (below the Project view)

reports a problem. This one is just the tip of the iceberg.
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7. Click the Console tab (next to the Project tab) to examine the warnings
(Figure 4-41).

_
| Clear || Collapse | Clear on Play | Error Pause [Do] A 24| oﬁ

& Primary UV set on Wall is incorrect and the secondary UV set is missing. Lightmapper needs UVs inside the [0,1]x[0,1] range. Skipping this mesh... A
Choose the 'Generate Lightmap UVs' option in the Mesh Import Settings or provide proper UVs for lightmapping from your 3D modelling app.
A Primary UV set on Walkway Short is incorrect and the dary UV set is missing. Lightm needs UVs inside the [0,1]x[0,1] range. Skipping this mesh...
Choose the 'Generate Lightmap UVs' option in the Mesh Import Semngs or provide proper UVs for lightmapping from your 3D modelling app.
A Primary UV set on Walkway Raised is incorrect and the dary UV set is missi needs UVs inside the [0,1]x[0,1] range. Skipping this mesh... |
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Primary UV set on Planter Tower is incorrect and the secondary UV set is missing. Lightmapper needs UVs inside the [0,1]x[0,1] range. Skipping this mesh...
Choose the 'Generate Lightap UVs' option in the Mesh Import Settings or provide proper UVs for lightmapping from your 3D modelling app.
& Primary UV set on Pillar Corner is incorrect and the secondary UV set is missing. Lightmapper needs UVs inside the [0,1]x[0,1] range. Skipping this mesh...
Choose the 'Generate Lightmap UVs' option in the Mesh Import Settings or provide proper UVs for lightmapping from your 3D modelling app.
& Primary UV set on Gateway is incorrect and the secondary UV set is missing. Lightmapper needs UVs inside the [0,1]x[0,1] range. Skipping this mesh...
Choose the 'Generate Lightmap UVs' option in the Mesh Import Settings or provide proper UVs for lightmapping from your 3D modelling app.

/\ Primary UV set on Gate Wall is incorrect and the dary UV set is missing. Lightm needs UVs inside the [0,1]x[0,1] range. Skipping this mesh...
Choose the ‘Generate Lightmap UVs' option in the Mesh Import Settings or provide proper UVs for lightmapping from your 3D modelling app. -

Figure 4-41. The Lightmapping warnings for many of the objects

Most of the objects are reported as missing a secondary set of UVs, or mapping coordinates. In the
case of the garden structures, the texture has been tiled to increase detail without creating a very
large texture map. In Lightmapping, each face must occupy a unique place on the texture map, as
each has its lighting calculated individually (Figure 4-42, left). Pieces that overlap or spill over the
edge of the map will fail this requirement (Figure 4-42, right).

Figure 4-42. A valid Lightmapping layout (left), and invalid layout (right)

If you are a 3D artist, you may be familiar with the unwrapping process and UV unwraps in general.
If not, don’t worry. One of the import options is to generate a second set of UVs. These will
automatically be laid out correctly for Lightmapping. Unity, in case you are interested, supports only
two sets of mapping coordinates. Let’s see about fixing the CornerGarden asset.
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1. Click Clear in the Console to get rid of the warnings, and select the Project
view again.

2. Select the Corner Garden asset in the Project view.

3. In the Model section, check Generate Lightmap UVs (Figure 4-43).

i) Inspector ] B .=
‘ CornerGarden Import Settings @
Open
m Rig i Animations
Meshes
Scale Factor 0.005
Mesh Compression | off ¢
Read/Write Enabled ™
Optimize Mesh
Import BlendShapes
Generate Colliders L]
Swap UVs L
Generate Lightmap Uvs [
» Advanced
Normals & Tangents
Normals | Import X

Figure 4-43. The Generate Lightmap UVs option in the Importer

4. Click Apply.
5. Rebake the lights in the Lightmapping window.

This time you should see shadows from the Carrots, TomatoPlant, and Radish objects and see
several objects atlased in the lightmap (or maps if you have Pro). The Carrots object itself, however,
is conspicuously missing (Figure 4-44). It turns out that the Nature shaders use the second UV map
for adding wind on terrain plants, so Carrots comes up short one set of UVs . . . in this case, the one
used for its regular texture map.
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Figure 4-44. Three shadows for two plants; the Carrots object is missing

Fortunately, Unity gives you a way to specify whether or not a lightmap should be baked for any given
object. While this is a sort of workaround for the Carrots’ problem, it allows you to bring in objects
with their own Lightmaps already generated. This is especially valuable for architectural models where
the lighting is far more complex than you could create in Unity. If you do opt to create Lightmaps
outside of Unity, the Lightmaps must be in .ext format. The no-bake flag is also useful for any object
that does not have to receive baked shadows. Let’s suppress the lightmap on the Carrots.

1. Select the Carrots object in the Hierarchy view.
2. In the Lightmapper, Object section, set the Scale in Lightmap to 0.
3. Bake the Lights again.

The Carrots object appears along with its shadow (Figure 4-45).
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Figure 4-45. The three plants and their baked shadows

4. Set the TomatoPlant’s Scale in Lightmap to 0 as well and rebake.

If you are using Pro, it’s time for some decisions. With Deferred Lighting, objects within the Shadow
Distance will have dynamic shadows. Anything outside of the distance uses the baked shadows.
The problem is that Transparent shaders do not cast dynamic shadows.

1. If you have Pro, switch to Deferred Lighting for a moment with Edit,
Project Settings, Player, Other Settings, and select Deferred Lighting for
Rendering Path.

2. In the Lightmapping Display in the Scene view, turn the Shadow Distance
back up to 20 or so until you can see dynamic shadows from the other
objects.

The Tomato shadow disappears. If you remember, it is using the Transparent shader. So you have
two options. You can change the TomatoPlant’s shader to the Nature/Soft Occlusion Leaves shader,
or you can use the Forward Rendering Path and give up dynamic shadows. For this very small
garden area, the dual lightmaps and transition between dynamic and baked shadows are hardly
worthwhile. Because you will have a large population of transient objects, you will do away with
baked shadows altogether and rely on dynamic shadows.

3. Return Rendering Path to Forward if you are using Pro.
4. Inthe Lightmapper, clear the lightmaps to get back to dynamic shadows.

5. Change the TomatoPlant’s shader to Nature/Tree Soft Occlusion Leaves.
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There are six more plants that must use a two-sided, Transparent shader: Carrots, Kale, Radish,
Seedling, Sprout, and the CornStalk’s CornTassel material.

6. Change those objects’ materials to use the Nature/Tree Soft Occlusion
Leaves shader.

When you use any of the the Nature shaders, the objects’ assets would have to be added to a folder
with “Ambient-Occlusion” in its name in order for shadows to be calculated on them if they were
being used as terrain Trees or Detail Meshes. Those shadows are added as vertex color, darkening
the object when its vertices lie within a shadow cast by another object. Because the garden plants
will be dynamically planted at run-time and are not Detail Meshes or Trees, they will not be receiving
shadows, so you can turn the ambient occlusion settings down for each. If the term “ambient
occlusion” is unfamiliar to you, think of it as the darkness in cracks, small holes, and other surface
areas where light is occluded. The ambient occlusion settings will produce undesirable results on
plants that are not being used as terrain Trees or Detail Meshes.

7. Turn the Ambient Occlusion and Direct Occlusion values to 0 on each of the
materials using the Nature/Tree Soft Occlusion Leaves shader, and adjust the
Base light values until you are happy with them.

The remainder of the objects don’t require opacity but a few should have a double-sided shader. At
this point, however, you may decide that a bit of specular highlight has a better visual impact than
having all of the leaves render on both sides. The corn leaves in particular may be better off. The
SunFlower has duplicate geometry for the backside of its foliage to work around the shortcomings of
the Specular shader.

8. Assign the Specular shader to the Cabbage, CornStalk, CornYoung, and
SunFlower.

9. Adjust the Specular Color and Amount to your taste.

Specular shader helps to give the plants a more realistic look than the Nature shaders and can also
receive and cast dynamic shadows. To have a shader that includes double-sided, transparency-
respecting, specular highlighting and casts shadows requires a lot of resources to render, so it’s not
surprising that Unity doesn’t ship with one.

10. Clear the console.

Creating Prefabs

Having spent a bit of time processing your imported assets, both textures and models, you’ve
probably realized that a lot of the setup, because it was done in the Hierarchy view, will have to

be redone if you wish to re-use the objects in a different scene. To avoid doing so, you can create
prefabs from all of the objects you are likely to use again. Prefabs can contain almost all information
an object or objects require to function correctly in your scene. They allow you to quickly re-use
assets in multiple scenes or levels and also to instantiate them into a scene at any given time.

1. Switch the layout to the 2 by 3 setting, and change the Project view back to
Single Column Layout.

2. In the Project view, create a new folder and name it Prefabs.
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3. In the Hierarchy view, open the CornerGarden group and drag the Water
Spout onto the Planter Tower.

4. Agree to losing the prefab.

5. Now drag the Planter Tower into the Prefab folder in the Project view, and
open the Prefabs folder to see the new Planter Tower prefab with its blue
cube icon.

In the Inspector, you will see that the object and its child have come in with collider and materials
just as they were in the scene (Figure 4-46).
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Figure 4-46. The new PlanterTower prefab

Make two folders in the Prefabs folder, Structures and Plants.

Drag the Planter Tower into the Structures folder.

© N o

Drag each of the other CornerGarden objects into the Structures folder.

9. Drag each of the plants into the Plants folder.

Notice that as you drag the objects in, the names go blue in the Hierarchy view, indicating they are
prefabs (Figure 4-47).
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Figure 4-47. The new prefabs

Unity’s Asset Store

These days, no chapter on assets would be complete without a trip to Unity’s Asset Store. If you are
artistically challenged, you may find a wealth of assets, both free and for purchase. If you are at the
prototyping stage of your game, you may find it advantageous to spend a small amount of money for
proxy objects to test ideas and functionality. This can help save days of work by artists.

The drawback, of course, to buying assets available to anyone is that your game will not look
unique. Worse yet, if the art assets you chose to use were already used on a less-than-stellar game,
it could impact the sales and reception of your own game just by association. A prototype using
recognizable, existing assets may give the impression that you lack imagination, so always be sure
to make it clear where and why they were used.

Scripting assets, on the other hand, can be a big help when there is no need to re-invent the wheel.
The caveat to this one is that if you don’t know enough scripting to understand how they work in the
first place, you may have problems integrating them into your own project.
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All warnings aside, the fun part about the Asset Store is that you can shop for assets directly in the
Unity editor. Because “free” rarely includes the rights to redistribute other people’s work (in any field),
you won’t be directly using assets from the Asset Store in the book’s project. You will, however,

have the opportunity to test out the asset acquisition process without worrying about impacting the
finished chapters included in the book’s resource downloads.

The Asset Acquisition Process
To use the in-editor functionality, you will want to switch to the default layout again.
1. Switch the layout to the Default layout.

2. From Favorites, select All Models and click on the Asset Store text
(Figure 4-48).

B Project O console o=
| Create =/ R o) |4 \ *

Y{'fFaunrites Searth Selected folder sset Store: 999+ / 999+
©1 All Materials
L All Prefabs
L All Seripts

vii Assets Cabbage Carrots Chard Constructor  CornerGard.. CornStalk CornYoung Kale
&l Game Textures

&l Garden 0
> &l Imported Assets r
» Gl Prefabs

P&l Standard Assets
ﬁ Radish RiverRock Seedling Sprout SproutPum... SunFlower  TematoPlant

Figure 4-48. Accessing the Asset Store through the Project view’s Favorites

3. Inthe search field, type in ‘bench’.

You may or may not see anything useful turn up.
4. Typein ‘bench t: Model’.

This time you should see several models in the Free Assets section and a few hundred in the Paid
Assets section.

5. Further refine the search by typing ‘stone_bench t:Model’.
6. In the Paid Assets, click on the thumbnail.

In the inspector, you will see the asset’s relevant information (Figure 4-49). If you click the Open
Asset Store button, you will find that the curved stone bench is part of a collection that contains
several textures and two different configurations of the bench.
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Figure 4-49. A Paid Asset in the Inspector (left), and a Free Asset (right)

7. Inthe Free Assets section, click on a bench that looks promising.
Instead of a “buy” button, you get an “Import package” button.

8. If you wish, click on the “Import package” button to bring the free assets into
your scene.

The asset will be downloaded, and you will then get the familiar Import dialog.
9. Click Import if you wish to see how the assets are brought into your package.

Due to Unity’s current policy favoring “collections” rather than individual items, you may end up
bloating your project file just to use one or two items from a large collection. You may be able to
separate them out if they have individual FBX files. The procedure would be to make a new prefab
of just the items you want, export it as a Unity package, delete the Asset Store assets, and import
the stripped-down package. If you have access to a DCC program, you could open the FBX file and
further separate just the assets you want.

Once you’ve checked them out, feel free to delete the Asset Store assets. To avoid further file bloat,
you will use the stone bench provided for you in the Chapter 4 Assets folder.

10. Import the StoneGardenAccessories.unitypackage from the Chapter 4
Assets folder.
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You will find a folder for the Stone Garden Accessories that contains a bench and various pots
(Figure 4-50).

A SR A S

| Assets - Stone Garden Accessories »

Materials Textures Stone Planter Stane Round Pot Stone Vase Large S

—_—0
Figure 4-50. The new Stone Garden Accessories in the Project view
11. Drag the Stone Garden Bench prefab into the scene (Figure 4-51).
# Scene € Game =

| Textured : | | RGB ¢|| 2D | ¥ | 4 | Effects |~ Gizmos ~| (G All

Figure 4-51. The new bench asset in the scene
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There will be a few more assets to bring into your scene as the game progresses, but they will come
in as Unity packages and will not require extra processing.

Summary

In this chapter, you learned that although Unity supports many file types, both generic and
application-specific, the underlying format is .fbx. You found that there are trade-offs to importing
directly from your DCC applications such as 3dMax, Maya, or Blender. Saving files directly into Unity
is quick, but unless you are using versioning software, you risk not being able to revert to earlier
versions of your assets. Files created in proprietary applications may also require licensed versions
installed on the machines before Unity can read them. To make sure the assets can be used by
anyone for Unity, model assets files should be saved in .fox format.

With Imported texture assets, you found that Unity can add grayscale alpha channels and generate
normal maps. You discovered that it was easy to keep the textures in your favorite format and size
because Unity lets you specify a maximum size in scene, and it automatically converts textures to an
appropriate .dds format for in-game use.

Once your textures were safely in the project, you brought the model assets in. You found that Unity
generated materials using the main texture for the various models. Scale Factor is the first thing to
check when importing assets. A quick way to do that is to create a Cube with its default size of

1 meter cubed, for comparison. You discovered that models come in with generic Animator rigs that
can be removed by setting the Animation Type to None. Colliders you found, when auto-generated
by Unity on import, were always Mesh Colliders. After examining each of the structures included in
the CornerGarden asset, you determined that most would be more efficient with standard

primitive colliders.

Next you learned how Unity batches” objects to be able to combine draw calls. The main
requirement was that the objects be marked as Static. This, you discovered, was used for both
batching and Lightmapping. With the structures, you had the chance to see how Unity shaders
often use a texture’s alpha channel for parameters other than transparency. Upon processing the
plants, you had to decide between several shaders, but found that plants that required double-sided
shaders and transparency were limited to only two choices. Of the two, only one cast dynamic
shadows, and the other was likely to disappear when using Deferred Lighting (a Pro-only feature).

With all of the processing for the imported objects finished, you created prefabs of each of the
objects. This, you found out, would insure that you would not have to go through the setup each
time you wanted to use them in other scenes or instantiate them during runtime. Finally, you learned
how to locate and load an asset directly into your scene via the Unity Asset Store.
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Introduction to Scripting with C#

To bring your games to life in Unity, you will be adding scripts to trigger and manage the desired
functionality. Scripting is about equal parts syntax, logic, and Unity functionality, with a good dose
of math thrown into the mix. If math skills are part of your distant past, the Unity community is a
good source for specialty scripts. If you already have programming skills, you will be able to tap the
community for detailed advice, suggestions, and solutions.

Whether you are already familiar with programming or are a complete beginner, you will require a
basic understanding of scripting in Unity to set you on your way. If this sounds daunting, don’t worry.
Scripting is a bit like a subset of the English language in that the syntax and vocabulary are familiar
enough that you will be able to read through and figure out what a lot of it will do. Unity’s Scripting
Reference is full of helpful examples once you grasp how and where to implement them. You will
also find that, just as with automobiles, you don’t have to understand the inner workings of some of
the code in order to use it.

Scripting for Unity

Unity supports three scripting languages directly: C# (C sharp), UnityScript (Unity’s version of
JavaScript), and Boo (a Python-like language). In the early days of Unity, UnityScript/JavaScript was
used in most of the tutorials, documentation, and sample code. It is a very forgiving language that

is easier for beginners and made the transition for users of Flash (where ActionScript is a JavaScript
derivative) relatively painless. Today, however, C# has become increasing popular within the Unity
community, as it is more powerful than UnityScript and well suited for mobile. There are now C#
examples for most of the code in the documentation, and a lot of the code samples you will find
online are C#. The syntax is very similar to Unity script, and as you become more familiar with Unity
and scripting, you will often find yourself converting one to the other.

In Unity, the scripting languages are based on a Mono framework (an open source version of .NET).
Mono is a cross-operating-system software platform that comprises language compilers (C#, etc.),

a runtime (a distributable program that manages memory, threading, and operating-system differences
and executes compiled code) and a set of class libraries for things like networking, user interface,
openGL (graphics handling), etc. This is what allows you to “author once and deploy to multiple
platforms.”

197
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With scripting, you will be creating custom components that will act as templates that you can reuse,
not only on different objects, but in different projects as well. Unlike the imported art assets, scripts
are created inside Unity with the help of an editor. Theoretically, you could write the scripts in any
simple text editor, but using a conventional text editor designed specifically for scripting provides
you with all sorts of advantages that will help you problem-solve or debug your scripts. Unity ships
with the MonoDevelop text editor.

The Script Editor

The easiest way to create a script is through the Create menu, either from the Assets menu or by
right-clicking in the Project view. As with all project assets, it is up to you to keep them organized.
The first few scripts will be experimental, so it will be well worth making a folder to keep them
separate from the rest of your game assets.

1. Create a new folder in the Project view with the right-click menu, or from the
Create drop-down list, “Create a Folder” option.

2. Name the folder Test Scripts.
3. Right-click over the new folder and, from Create, select C# Script.

A new script is created and is put immediately into rename mode (Figure 5-1).
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Figure 5-1. The new script in the two-column view (left) or the one-column view (right)

4. Name the new script VariablesTest.

The new script comes with a default name of NewBehaviourScript. According to the documents,

“A script makes its connection with the internal workings of Unity by implementing a class which
derives from the built-in class called MonoBehaviour” —hence, “NewBehaviourScript.” A class is a
kind of blueprint or template that allows you to define parameters and functionality in a generic way.
Because it is a component, you can then customize the object it resides on by changing the values
of its parameters.
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Unlike UnityScript or Boo, the scripting template generated with C# contains the script or class
name as part of the script itself. For that reason, you should always name the script as soon as you
create it. Also, Unity will allow you to use spaces in the name, but internally, they will be removed.
So a best practice is to use “CamelCase,” where the first letter of each word is capitalized or use
underscores. This will help prevent confusion when you have assets, scripts, and variables of the
same name by allowing you to reserve spaces for asset names.

5. Open the new script by double-clicking on it in the Project view.

The MonoDevelop script editor opens, showing your newly created script (Figure 5-2).
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Figure 5-2. The new script in the MonoDevelop script editor

In the regular Unity editor, the icon shows that the script is a C# script. In the script editor, you

can see by its name in the tab that the extension for a C# script is .cs. The left pane shows the
Document Outline area. This is where a list of functions and variables can be seen as long as there
are no syntax errors in your code.

In the code section, you will notice that a lot of the text is color coded. Words in blue such as

“using” and “void” are reserved words. Comments are in green and are ignored when the script is
evaluated. The first two lines tell the engine where to find most of the functions. At line 4, you will see
that in C# the class name must be explicitly declared. The name is the name of the class, the name
of the script and, once applied to a gameObject, the name of the script as a component—unlike
UnityScript, where the name of the class is assumed to be the name of the script. Inside the class
declaration, you will see the two blocked-in functions, Start and Update. Functions, as you will find
later in this chapter, are where the functionality for your game gets carried out.

The MonoDevelop editor has a lot of nice features that you will be introduced to throughout this
chapter. In case you are feeling a bit overwhelmed by all of its menus and tools, you needn’t worry.
There are really only a handful that you will use on a regular basis.
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If you are already a programmer, by the way, you can use an editor of your own choosing by
accessing the External Tools panel in Unity’s preferences from the Edit menu.

Writing Scripts

With a bit of general information about scripts under your belt, you are probably ready to learn
how to start filling them up with code. Basic scripts usually have three types of content: variables,
functions, and comments. Variables are the means of storing information that is used and often
changed throughout your game. Functions are where all the action happens. Both variables and
functions come in several varieties. The third type of content is comments. Comments allow you
to make notes about your code so you or someone else can decipher what the code is meant to
accomplish. Comments, even though they do not affect your script’s functionality, are an integral
part of coding, so rather than leave that topic until last, you will take a look at them before jumping
into functions.

Introducing Variables

Now that you have a script, it’s time to start poking at it to see what it can do. A class, being a sort
of template, quite often contains variables. These are parameters that help you store important
values, help you keep track of states, and allow for the customization of the gameObject the script is
applied to.

There are a few rules to follow when naming variables. Variables cannot be reserved words. (Those
will appear blue in the MonoDevelop editor.) They cannot start with numbers or certain special
characters. They may not contain spaces. And, in Unity, you should always start your variable names
with lowercase letters.

Variables come in several different “types.” Some types are generic and can be found in most
scripting languages, and others are Unity specific.

Defining Variable Types

Variables have types. In Unity’s version of JavaScript, if you do not declare the type of variable, it
will do its best to try to figure out what type of variable it is. Not only is this a slow process, it is also
not allowed in most mobile platforms. In C#, the type must be declared when the variable is first
introduced into the code. The most common types are numbers, strings, and Booleans.

A classic example using various variable types is a script, or class, for describing an animal. It might
have a parameter for blood type (warm or cold), number of legs, type of teeth, coat type, or any
other number of parameters that let you define a particular type of animal.

So the first thing you have to do with your variable is to decide what type it is.

Numbers come in a few different types. Integers are whole numbers that can be negative or positive.
Fractional numbers come in several different varieties in C#. Floats or floating point numbers are
32-bit, floating-point values. Doubles store 64-bit, floating-point values. Integers and floats are the
most commonly used types of numbers in Unity.
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Strings, or character strings, are strings of characters that can be letters, numbers, or other
characters. They are identified by always being enclosed in quotation marks. Beware of trailing or
leading spaces when referring to strings. the string "This is a string" is different than "This is a
string " because of the trailing space at its end. Note also that the number 4 has a value of 4, while
the string "4" is merely the character 4 and has no value.

Booleans, named after George Boole, an English mathematician and logician, have a value that is
either true or false. The Boolean type uses the least amount of memory. It is typically used as a flag
for keeping track of the state of an object or objects.

As you get more familiar with how Unity handles communication between various gameObjects and
their components, you will discover that they can be defined as types as well.

Also worth noting is that variable and function names are case-sensitive. If your code is not working,
the first place to look is in your naming. A variable named myVar is a different variable than myvar.

Now that you’ve had a quick rundown of types, it’s time to see how to implement some variables in
your new script. At this point, the variables won’t do anything, they will just serve as a place to store
values of the appropriate type.

Besides the actual syntax, you will have to know where to put the variables. In C#, the “scope” of
the variable is determined by its location. The variables you will be adding now will be available to
anything within the class itself.

1. In the script editor, below the class declaration, press <enter> a couple
of times, and then tab over until you are even with the rest of the class’s
contents.

Indentation and extra line feeds or carriage returns are optional in C#, but they are invaluable for
keeping code neat and easy to read.

2. Add the following:
int legs;

At its simplest, your first line of code contains the type int, or integer, the name of the variable, legs,
and a semi-colon signifying the end of the instruction (Figure 5-3).
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Figure 5-3. The legs variable inside the script’s class declaration

In the Document Outline area, on the left, you will see the new variable and its type. The next thing
you will have to do is make the addition permanent. If you look at the tab, you will see an asterisk
next to the script’s name. This means there have been changes that must be saved before they can
be recognized.

3. Click the Save icon on the toolbar, press Ctrl+S on the keyboard, or select
Save from the File menu.

Now the script has not only been saved, but it has been compiled into a form that the engine can use.

Currently, the script resides only in the Project view as a template. To put it into use, you will have to
put it on an object in the scene. For fun, you can add it to the bench. There’s one more thing you will
need to do before you can.

4. Drag the VariablesTest script from the Project view to the StoneGardenBench
in the Hierarchy view.

5. Select the StoneGardenBench.

The new script component appears in the Inspector with the rest of the bench’s components
(Figure 5-4).
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Figure 5-4. The new Variables Test component on the StoneGardenBench object

Note that the “CamelCase” script name now sports a space between the two words and “(Script)”
reminds you what kind of component it is. Conspicuously missing, however, is the variable you
added to the script.

Exposing Variables to the Inspector

As a default, C# variables are automatically “private.” Not only are they not accessible by other
scripts, they are not exposed to the Inspector. With Unity’s version of JavaScript, the default

is publicly accessible. With both JavaScript and C# in Unity, you have the option of making it
accessible to other scripts but not exposed to the Inspector by marking it as internal. Let’s see about
exposing the variable to the Inspector.

6. Change your variable line to read as follows:
public int legs;
7. Save the script.

8. Click back in the Unity editor to change the focus.

The Inspector updates, and the legs variable is now exposed (Figure 5-5).
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Figure 5-5. The Legs variable exposed to the Inspector

With the variable name, note how the first letter has been capitalized for easier reading in the
Inspector. Also note that a default value of 0 has been assigned to it as well. When you declared the
variable, you did not initialize it to any value, so the default was assigned to it. Let’s go ahead and
initialize the value to something other than 0. Going back to the Animal class, 4 would probably be a
good value to start with.

9. Change your variable line to the following:
public int legs = 4;

10. Save the script.
11. Click back in the Unity editor to change the focus.

This time, the Inspector doesn’t update to reflect the new default value. Values set in the Inspector
always override the values that were initialized when a variable was declared. There is, however, a
way to force an update.

12. Right-click over the Variables Test component label.
13. Select Reset.

14. Now the default value for the Legs parameter reads as 4, the value that was
initialized in the script.

The only problem now is that the bench has only two legs. This is where the concept of an instance
script comes in. When you modify the script, you are modifying the master template. It doesn’t
matter where you access it from—the Project view or an object in the scene—there is just one
master. The same script can be used on many different objects and will be the same until the
variables exposed to the Inspector are changed during edit mode.

1. Drag the VariablesTest script onto the Sunflower and onto the Walkway
(the long walkway in front of the gateway).

The Sunflower could be said to have one leg, and the walkway definitely has none.
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2. Set the Sunflower’s Legs parameter to 1 and the Walkway’s Legs parameter
to 0.

Now you have three gameObjects using an instance of the VariablesTest script, yet the script is
customized to each one.

3. Click Play.
4, Change each of the object’s Legs parameters to a different integer.
5. Stop Play mode.

The values return to their original Inspector values. Most, but not all, parameters exposed in the
Inspector cannot be permanently changed during runtime. This allows you to test parameters during
runtime without the fear of breaking functionality. For times when you are experimenting to get
optimal values during runtime, you will have to remember or make note of the values you wish to
make permanent. If you find yourself forgetting you are in Play mode too often while setting values,
you can change the tint of the editor. As a default, it goes slightly darker in Play mode.

1. From the Edit menu, Preferences, select Colors.
2. Under General, locate Playmode Tint.
3. Change the color to something more obvious, and click Play.

Much of the editor, with the notable exception of the Game view and Scene view, is tinted to reflect
your color choice.

4. Back in the Preferences window, click the Use Defaults button to return the
default color.

5. Stop Play mode.

The default color, restored during runtime, does not revert back to the color you set before you
pressed Play. Feel free to reset the color to its default or to use a color of your own choosing.

With a bit of typical Unity variable functionality investigated, it’s time to check out a few more
variable types.

6. Under your existing variable line, add the following:

public float earlLength = 2.5;

public string description = "";
public bool isWarmBlooded;
public GameObject favoriteFood;

7. Save the script.
8. Click Play.

A message appears in the Scene view (Figure 5-6).
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Figure 5-6. A compiler error blocking Play mode

If you take a look at the script editor, you will see that the Document Outline is not blank. If it was,
you could expect a syntax error. Instead, the message tells you that there is a compiler error. The
script was saved but was not able to compile, so the game cannot run. You will get this error
whether or not the script is being used in the scene.

The trick here is to figure out where the problem lies. The console will often provide clues and
occasionally even suggest a solution.

The Console and Error Messages

The console is where Unity will communicate with you. It will tell you when your code has errors and
often make suggestions about what it thinks you meant to write. The message may be cryptic, but it
will also tell you where it was generated in the code. The console is also a place where you can have
messages of your own printed out, as you will find later in the chapter.

1. Look at the status line, and check out the message it holds (Figure 5-7).

Ignneumm: Scripts/VariablesTest.cs(7,36): error CS0664: Literal of type double cannot be implicitly converted to type “float', Add suffix f to create a literal of this type

Figure 5-7. The error message in the status line

It tells you which script has the problem, VariablesTest.cs. It gives the line number and column
number (7, 36). It gives the error, “Literal of type double cannot be implicitly converted to type ‘float.’”
And, in this case, it offers a suggestion for fixing the problem.

2. Click on the status line to open the console, or click on the Console tab.
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Tip You can easily tear off the Console tab to float the Console window. If you are working in the 2x3 layout,
it will automatically be floated when you double-click the message on the status line. You can also open the
console through the Window menu.

3. Double-click on the error message in the console.
4. Switch focus to the script editor.

The line in question is highlighted in the script editor (Figure 5-8).

1 VariablesTestcs

“#VariablesTest* “earlength
1 = using UnityEngine;
using System.Collections;

=l public class VariablesTest : MonoBehaviour {
public int legs = 4;

7 public float earLength = 2.5;
public string description = "";
public bool isWarmBlooded;
public GameObject favoriteFood;

// Use this for Initialization

3 void start () {
¥

7 // Update is called once per frame
} [+ void Update ()
) v

Figure 5-8. The line in question, highlighted in the code window

Let’s append the number with f as suggested in the console.
5. Change the line as follows:
public float earlength = 2.5f;
6. Save the script.
The error message in the console goes away. Floats require a lower case f after the number.
7. Click Play.
This time, Play mode turns on.
8. Turn off Play mode.
9. Delete the semi-colon at the end of the line.

Before you even save the script, the script editor draws a squiggly line under the line that will
generate an error (Figure 5-9).

207



208 CHAPTER 5: Introduction to Scripting with C#

“&VariablesTest* ?earlength
1= using UnityEngine;
2 using System.Collections;
1= public class VariablesTest : MonoBehaviour {

) public int legs = 4;
7 publ;c float earLength = 2.5f

public bool isWarmBlooded;
public GameObject favoriteFood;

Figure 5-9. The script editor after removing the semi-colon from line 7

This time, the error message may be less helpful (Figure 5-10). Without the semi-colon to signify the
end of the line, the compiler reads the two lines as one. When a curly bracket, parenthesis, or semi-
colon is missing, you may have to backtrack to find the problem.

o Assets/Test Scripts/VariablesTest.cs(8,14): error CS1519: Unexpected symbol “public' in class, struct, or interface member declaration

Figure 5-10. The somewhat less than helpful message in the status line

10. Replace the missing semi-colon.
11.  Save the script.
Let’s take a look at the new variables in the Inspector.

1. Select any one of the three gameObjects that contain the Variables Test
component.

2. Check out the new variables in the Inspector (Figure 5-11).

Size X142 Y 0.09 Z|0.51
¥ & M Vvariables Test (Script) @ =
Script ~ VariablesTest (o]
Legs 4
Ear Length 2.5
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Favorite Food None (Game Object) o]
. StoneBench £,

Figure 5-11. The new variables exposed in the Inspector

The variable names that used CamelCase have had spaces inserted and, just like the legs variable
have had the first character capitalized. A convention in Unity is to use lowercase characters for
variable names’ first character. They cannot start with a number or certain special characters.
Variable names may also not contain spaces. Just as with the script names, use CamelCase

or underscores to make the variable names more readable. Ideally, variable names should be
meaningful without being too long or difficult to read.
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Next, take a look at the values for the parameters. The Ear Length's value, a float number, does

not require an f after the number in the Inspector. The description variable was initialized as an
empty string, "". The value for the isWarmBlooded variable, of Boolean type, appears as a check box.
Because it was not initialized in the script, it defaults to false, or off.

Introducing Unity-Specific Variables

The last variable is a type uniquely available in Unity. Because a gameObject is an instance of

the GameObiject class, it is also a type. The big difference between Unity-specific types and the
usual types found in most programming languages is that they cannot be initialized when the
variable is declared. They can be “found” in a function during runtime, or they can be loaded in the
inspector manually. The former is best when all of the instances of the script will be using the same
gameObiject. The latter is easy when you only have to do it once or twice. Let’s load something into
that parameter.

1. Make sure you are not in Play mode.
Open the Garden Plants object in the Hierarchy view.
Locate the Cabbage.

Select the StoneGardenBench.

o &~ w0 D>

Locate the Favorite Food parameter in its Variables Test component.

Whenever you declare a variable as any of the available Unity types, the parameter will show that
“none” has been assigned and it will show the type that is expected (Figure 5-12).

Size X142 Y 0.09 Z40.51
v | M variables Test (Script) @ =
Script  VariablesTest [c]
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. StoneBench @ =,

Figure 5-12. The Favorite Food parameter waiting for a value of type Game Object

6. Drag the Cabbage from the Hierarchy view into the StoneGardenBench’s
Favorite Food parameter (Figure 5-13).
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Figure 5-13. The Cabbage gameObject loaded into the bench’s Favorite Food parameter

You may be wondering why you couldn’t just type “Cabbage” into the field. The word “Cabbage”

is just a string of characters that has no connection with the Cabbage gameObject. By dragging

the Cabbage gameObject into the Favorite Food field, you have given your script access to the
Cabbage’s components and their exposed parameters. You have, in effect, “introduced” the
Cabbage gameObiject to the bench’s Variables Test script so that they will be able to exchange
information. This is a key concept in Unity because each object in the scene will have its own scripts
and may need to communicate with other objects throughout the game. You can also load the
Cabbage gameObject into the parameter by clicking on the Browse icon at the right of the value field
and selecting it from the Browser.

Accessing Unity’s Scripting Reference

Let’s add two more variables before jumping into functions. This time, you will add a couple of
component types. All gameObjects have a Transform component. Some of the other components —
such as Camera, Rigidbody, and a few others—are already internal types. As you get farther along
with scripting, you will find that it is extremely useful to access the Scripting docs on a regular basis
to see what is available, what syntax is expected, or even what variables or functions are associated
with various components or classes.

1. From the Help menu, select Scripting Reference.

A browser opens up to the Scripting Reference page of Unity’s documentation. If you are online,
it will be live; otherwise, it will open the page from your local machine’s Unity install (Figure 5-14).
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Figure 5-14. The Scripting Reference opened in the browser

The first thing to do is to specify the scripting language you are using.

2. Just under the Scripting tab, click to open the drop-down menu and select
C# (Figure 5-15).

Manual Reference Scripting

Scripting Reference using | JavaScript | v

Duntima Claccae Lv

Figure 5-15. Specifying C#

3. Inthe Search field, type in GameObject and press Enter.

A long list of matches is generated (Figure 5-16).
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Scripting Reference

S¥GameObject

[ Runtime Classes |

AccelerationEvent
ActionScript
ADBannerView
ADError
ADinterstitialAd
Androidinput
AndroidJNI
AndroidJNIHelper
AndroidJavaObject
AndroidJavaClass
AnimationCurve
AnimatinnFuant

Your search for “GameObject” resulted in 119 matches:
GameObject
Base class for all entities in Unity scenes.
GameObject.activelnHierarchy
Is the GameObject active in the scene?
GameDbject activeSelf
The local active state ofthis GameObject. (Read Only)
GameObject AddComponent
Adds a component class named className to the game object.
GameObject.animation
The Animation attached to this GameObject (Read Only). (null if there is none attached).
GameObject.audio
The AudioSource attached to this GameObject (Read Only). (null if there is none attached).
GameObject Broadcastiessage

Calls the methad named methadName on avery ManaBehaviaur in this aame nhiect ar anv of its chil

Figure 5-16. The matches for “GameObject”

4. Select the top one, GameObiject.

A page opens for the GameObject class (Figure 5-17).

GameObject

Mamespace: UnityEngine
Parent class: Object

Description

Base class for all entities in Unity scenes.

See Also: Component.

Variables

activelnHierarchy Is the GameObject active in the scene?

activeSelf The local active state of this GameObject. (Read Cnly)

animation The Animation attached to this GameQbject (Read Only). (null if there is none attached).
audio The AudioSource attached to this GameObject (Read Only). (null if there Is none attached).
camera The Camera attached to this GameObject (Read Only). (null if there is none attached).
collider The Collider attached to this GameObject (Read Only). (null ifthere is none attached).
collider2D The Collider2D component attached to this object.

constantForce The ConstantForce attached to this GameObject (Read Only). (null if there is none attached).
guiText The GUIText attached to this GameObject (Read Only). (null ifthere is none attached).
guiTexture The GUITexture attached to this GameObject (Read Only). (null if there is none attached).
hingeJoint The HingeJoint attached to this GameObject (Read Only). (null if there is none attached)
isStatic Editor only APl that specifies if a game object is stafic.

layer The layer the game objectis in. Alayer is in the range [0...31].

light The Light attached to this GameObject (Read Only). (null ifthere is none attached).
networkView The NetworkView attached to this GameObject (Read Only). (null if there is none attached).

particleEmitter
particleSystem

The ParticleEmitter attached to this GameObject (Read Only). (null if there is none attached).
The ParticleSystem attached to this GameObject (Read Only). (null if there is none attached).

renderer The Renderer attached to this GameQbject (Read Only). (null if there is none attached).
rigidbody The Rigidbody attached to this GameObject (Read Only). (null if there is none attached).
rigidbody2D The Rigidbody20 component attached to this GameObject. (Read Only)

tag The tag of this game object.

transform The Transform attached to this GameObject. (null if there is none attached).
Constructors

GamaDbiact Creates a new oame cbiect. named name.

Figure 5-17. The GameObject class in the Scripting Reference
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At the top of the page is the name of the class, GameObject. As you become more familiar with
scripting, you will see both GameObject and gameObject. If the first character is capitalized, it
refers to the class. If not, it will be referring to a specific instance of the class, e.g., a particular
gameObject.

The next line states the Namespace as UnityEngine. If you remember, when you first created the
script, it came with ‘using UnityEngine’ at the top of the page. A namespace is a type of shortcut to
tell the script where to find things, or more specifically which one it is referring to. An example could
be two people named John Smith. The first John Smith lives on Baker Street. The second one lives
on Maple Avenue. By declaring a namespace of BakerStreet, you are saying that every time you refer
to johnSmith, you are referring to the one on Baker Street, it implies BakerStreet.johnnSmith. So if you
need to refer to the other person, you must explicitly say MapleAvenue.johnSmith. In C#, the period
denotes inheritance and is called dot notation. The part following could be a sub-class, a property,
or a function available for the preceding part.

Let’s skip the Parent class for a minute and look at the description, GameObject is the “Base class
for all entities in Unity scenes.” This means that every object in the Hierarchy is a gameObiject, an
instance of the class, GameObiject.

Going back up to Parent class, that line tells you what class GameObject inherits from, Object
5. Click on the Object link.

This time, the description says “Base class for all objects Unity can reference.” This includes things
that are not put in the scene (Hierarchy view), such as window size, inputs, ambient light, and pretty
much any other Render or Project settings that are accessed through the Edit menu. The Object
class has only a few variables and functions, but you will use a few of them on a regular basis. Of
note are the name variable and the Destroy and Instantiate functions. Because GameObiject inherits
from Object, you can find the selected instance of its name, destroy the current instance of it, or
instantiate a new instance of it.

6. Take the browser back to the GameObject class.
7. Note the large number of variables the GameObject class includes.

Any variable that has “attached” in its description is referring to a component on the gameObject
that can be easily accessed by your scripts. The newer entry for Collider2D is more descriptive:
“The Collider2D component attached to this object.” So if you see a component in this list, it is
automatically a type. Let’s add a new variable for a Camera component. Component types, because
they are classes, are always capitalized and will turn blue in the script editor.

1. Add the following new variable to your script, beneath the others:
public Camera theView;

2. Save the script, and check out the new parameter on the bench in the
Inspector.

As you probably anticipated, this one is expecting a gameObject with a Camera component. The
only object in the scene with a Camera component is the Main Camera gameObject. If you try to
drag any other gameObject onto the The View field, it will not let you drop it.
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3. Select the Main Camera, and reassure yourself that it has a Camera
component.

4. Select the bench or any of the other objects with the Variables Test
component.

5. Drag the Main Camera onto its The View field.

This time, the objects drops nicely into place (Figure 5-18).

Center X0 Y 0.46 Z\0
Size X142 Y 10.09 Z(0.51
¥ || M variables Test (Script) &,
Script i VariablesTest @
Legs 4
Ear Length 2.5
Description
Is Warm Blooded O
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The View ¥ Main Camera (Camera) @
. StoneBench %,
Shader | Bumped Specular - | Edit..._.

Figure 5-18. Main Camera as the value of the The View parameter

You will notice that the difference between the GameObject and the Camera variable type is that
because the name of the gameObject (which, you may remember, is a variable of the parent class,
Object) is what is shown in the field, the component type, Camera, is also shown in parentheses for
clarification.

So now you have one piece of the variable type puzzle left. You have created a script which is
essentially a class and becomes a component when it is added to a gameObject. But because it is
a new class that you have created, it does not exist in the Unity engine class libraries. To use it, you
will specify the name of the script, but it will not turn blue as the known Unity types do.

6. Add the following variable beneath the others, and save the script:
public VariablesTest myCustomScript;
The custom type in the script (Figure 5-19).
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] VariablesTest.cs *

“§ VariablesTest* “ myCustomScript
1 = using UnityEngine;
using System.Collections;

4 - public class VariablesTest : MonoBehaviour {

public int legs = 4;
public float earLength = 2.5f;
public string description = "";
public bool IsWarmBlooded;
public GameObject favoriteFood;
public Camera theView;

12 public VariablesTest myCustomScript;

14 // Use this for initialization
15 - void Start () {

}

/ Update is called once per frame
Figure 5-19. The variable named myGustomScript of type VariablesTest

The type does not turn blue for the custom type.

7. Drag the Sunflower (that also has the Variables Test component on it) onto
the bench’s My Custom Script parameter.

If you are wondering why you might want access to the Sunflower’s VariablesTest script, imagine
the following scenario: An alien zombie ray strikes the bench, causing it to give off a toxic essence
that turns Sunflowers into carnivorous monsters. At this point, the VariablesTest script on the bench
would change the Sunflower’s Variables Test’s Favorite Food value to something more fauna than
flora. It’s a silly scenario, but it illustrates the concept of one object’s script communicating with
another.

Creating Comments

There’s one last thing to add to your first scripting efforts. Sometimes you can name a variable so
that it perfectly describes what it is for and what is done with it. Most of the time, that is not fully
possible without creating long and unwieldy names. It is also not unusual to revisit old code or
maybe even someone else’s code and have to try and figure out what it is meant to do. This is where
comments come in.

Comments allow you to make notes and add explanations to your code. They may be strictly for
your own benefit, or they might be necessary when working with other people on a project where
they will want to understand how the code is designed to work. Typically, you make comments to
explain specific variables, to describe what functions are meant to do, or to make general notes
about what is happening in your code.
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The double backslash at the front of any text tells the engine not to evaluate anything after the // on
the line. The text in the script editor goes green to indicate to you that the text will be ignored.

Another typical use for the double backslash is to “comment out” code during testing. This gives you
a quick way to disable code without deleting it.

Let’s go ahead and add a few comments to the variables in your script. The existing comments are
designed to introduce the functions below them, but comments can also be put at the end of a line
of code. You will see them in both places, but the goal is to keep things easy to read.

1. Add comments so your variables code reads as follows:

public
public
public
public
public
public
public

int legs = 4; // number of legs, will need to calculate speed
float earlLength = 2.5f; // will need to calculate hearing distance
string description = ""; // will need for mouseover text

bool IsWarmBlooded; // also needed for speed calculation

GameObject favoriteFood; // objects that will be eaten within range
Camera theView; // a test for a Unity component

VariablesTest myCustomScript; // a test for a custom component

2. Save the script.

The new addition will not affect the functionality of the script, but now makes it more understandable

(Figure 5-20).

# ] VariablesTest.cs *

“# VariablesTest*No selection
using UnityEngine;
2~ using System.Collections;

1=l public class VariablesTest : MonoBehaviour {

18

public
public
public
public
public
public
public

// Use

int legs = 4; // number of legs, will need to calculate speed

float earlLength = 2.5f; // will need to calculate hearing distance
string description = ""; // will need for mouseover text

bool IsWarmBlooded; // also needed for speed calculation

GameObject favoriteFood; // objects that will be eaten within range
Camera theView; // a test for a Unity component

VariablesTest myCustomScript; // a test for a custom component

this for initialization

void Start () {

}

// Update is called once per frame
void Update ()

Figure 5-20. The new comments in the script
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Exploring Functions

Variables are pretty much useless unless you do something with them. This is where functions come
into play. Functions come in a few different varieties, differentiated by how and when they are called.
Some are called or evaluated continually. Some are called only when triggered by certain events, and
some are called on demand from inside other functions. Their contents contain instructions to carry
out the functionality in your game.

Introducing the Start Function

The two most common functions, and therefore included in the C# template, are the Start and
Update functions. Let’s begin by examining the Start function. It is one of a small number of
functions that are called only at the start of the game or when an object is instantiated or created
during runtime (e.g., when it is started). The Awake function, another, is called before the Start
function and is often where you will have to find and identify objects that are inactive at the start of
a game, You will use it later in the book as the game progresses. Generally, the Start function is the
one you will use most often.

Function syntax is fairly simple. There are basically four parts (Figure 5-21). The return type, the
function name, the argument list (inside the parentheses), and the code that does the work between
the curly brackets.

51- void Start () {

}

Figure 5-21. The Start function on lines 15-17

In the Start function, the first word is void. It is a reserved word (you may not use it as a variable or
function name), and it tells you if a function will return a value. If it is void, that means that no value
will be returned.

The next word is the name of the function. In Unity, the convention is to capitalize the first character
of function names. Just as with variable and script names, you may not use spaces but may use
CamelCase or underscores. Reserved words may not be used either—if it turns blue, add an extra
character to the name to change it slightly.

In the parentheses, you will find arguments if the function uses them, The parentheses are
mandatory, but the arguments in side them are optional. An example of use of an argument could
be a function named PaintMe. It could take an argument of type Color and would change the color
of an object (Figure 5-22). An argument is a variable whose scope will only be within that particular
function.

void ColorMe (Color newColor) {
// some code to change the color of some object to newColor

¥

Figure 5-22. A function with an argument of type Color, where the value is assigned to a local variable named newColor
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In the example, the variable newColor is local to that function. It is created when the function is called
and a Color value is passed into it. When the function has been evaluated, the variable is destroyed,
freeing up memory. Your earlier variables’ scope makes them available to any functions within the
class at any time because they were declared outside of the functions and will exist as long as the
instance of the script exists.

The final part of the function syntax is the pair of curly brackets or braces. Like parentheses, they
must always exist in pairs. The opening one follows the argument parentheses. It can be on the
same line, or even the following line. The formatting style makes no difference to the code but can
be an important convention in some companies. You will see it both ways in Unity scripts, so it is
worth being aware of (Figure 5-23). The closing bracket aligns with the function on the left. The code
between the curly brackets is carried out or evaluated (and acted upon) when and only when the
function is called.

Vbid Start ()
{

¥

Figure 5-23. Another valid layout style for curly brackets

Because many syntax errors are caused by orphaned parentheses and curly brackets, the
MonoDevelop script editor will automatically show the mate to the selected character.

1. In the script editor, click before or after the opening curly bracket for the
Start function. (Do not highlight it.)

The mate to the selected curly bracket is highlighted (Figure 5-24).

VFid Start ()
{

¥

Figure 5-24. The mate to the opening curly bracket selected when the focus is next to the opening one

2. Repeat the process for one of the parentheses (Figure 5-25).

void Start ()
{

¥

Figure 5-25. The opening parenthesis selected when focus is at the closing one
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While it is obvious where the pairs are in this very small and simple script, it is easy to get layers of
nested curly brackets in more complicated scripts, so this is a good bit of script editor functionality
to remember.

As mentioned earlier, spaces and Tab-overs are optional, but by convention they are used to keep
code more readable.

Adding Contents to Functions

Functions generally contain instructions that are used to move the game forward. They may be as
simple as assigning a variable’s value, or as complex as the instructions that must be carried out
if a particular condition is met. They may be equations used to calculate values for variables, or
they may be calls to other functions that can be called from several different places. Whatever the
purpose of the contents of a function, one of the most valuable means of checking your code is to
have values involved printed out to the console as the code is evaluated.

Using “Print to Console”

Earlier in the chapter, you received a few error messages from the console. Now you will put the
console to another use by having it print out messages of your own choice. The easiest way to get
feedback from your script is to have it print something out to the console. The official way to do that
is with Debug. Log(). If you put that line inside the Start function, it will get called once, when the
game starts.

1. Add the following inside the curly brackets for the Start function (Figure 5-26):
Debug.Log("Hello");

// Use this for initialization
void Start ()

Debug.Log("Hello");
h

Figure 5-26. The new line in the Staxrt function

Note how the string, Hello, is inside quotation marks and is color-coded a nice magenta. If several
lines go magenta colored, it’s a good indication that you’ve forgotten a closing quotation mark.

2. Save the script, and click Play.

3. Open the console by clicking the Console tab or double-clicking the status
line.

The message was printed out three times, one for each of the objects that has the script on it
(Figure 5-27).
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Figure 5-27. The three messages in the console

If you left off the quotation marks around the message and saved the script, you would get an error
message that reads “The name ‘Hello’ does not exist in the current context.” But if you replace it
with one of your variables, everything is good.

4. Replace the Debug.Log line with
Debug.Log(legs);
5. Save the script, and click Play.

This time you can see the different legs values you entered in the Inspector for each of the three
gameObijects (Figure 5-28).

Figure 5-28. The three Legs parameter values

The problem with having the value of the variable printed out is that it is rather cryptic. Fortunately,
you can have the best of both character strings and variables.

6. Change the line to

Debug.Log("This object has " + legs + " legs.");
7. Save the script, and click Play.

This time, it is less cryptic (Figure 5-29), but it could be better.
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Figure 5-29. The message as a combination of strings and variables

Instead of “object,” it would be much better if it used the name of the object the script is on. If
you remember, the Object class has a variable called “name.” The GameObiject class inherits from
Object, so you can get the name of the gameObject the script resides on.

8. Change the line to the following:

Debug.Log("The " + gameObject.name + " has " + legs + " legs.");
9. Save the script, and click Play.

The message is now customized for the object that each instance of the VariablesTest script is on
(Figure 5-30).

Figure 5-30. The message telling you the name of the object as well as its Legs value

The Conditional

Besides instructions, another extremely common element inside a function will be the conditional.
The conditional is the logic that often decides how your game will function under differing
circumstances.

Two of the messages are perfect, but the Sunflower, with only 1 leg, would be better if the message
said leg instead of /egs. Obviously, for a printout in the console it’s not an issue, but changing the
grammer according to the value of the variable will give you a good opportunity to get familiar with
one of the most useful bits of code in a game, the conditional, or if, statement. The conditional
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checks to see if the statement inside the parentheses evaluates as true. If the statement does
evaluate to true, it carries out whatever instructions you set for it. There is also an optional else
clause that can carry out a different set of instructions should it evaluate as false. The syntax roughly
is as follows:

if (<some expression>) <do something>
else <do something else>

The expression that is evaluated is generally a comparison of some sort. You can use < (less than), >
(greater than), <= (less than or equal to), >= (greater than or equal to), != (not equal to), == (equivalent
to). At its simplest, the expression can use a single Boolean type variable (someBooleanVariable).

If you want the condition to be a false value of a Boolean variable, you can put a “not” in front of it
('aBooleanVariable), which is the exclamation point.

For the message, you will want to check for a legs value equivalent to 1. If that condition is met, you
may have to do more than one thing. To do that, you can put all of the instructions inside their own
“shopping bag,” a set of curly brackets. You can do the same for the else clause.

1. Replace the line with

if (legs == 1) {
Debug.Log("The " + gameObject.name + " has

+ legs + " leg.");

else {
Debug.Log("The " + gameObject.name + " has

"+ legs + " legs.");
2. Save the script, and click Play.
This time the message is grammatically correct for any number of legs.

One of the most common tasks carried out in the Start function is the initialization of variables,
particularly the types than cannot be initialized before the game has begun. Let’s take the
opportunity to try setting and also initializing a variable in the Start function. Setting a non-Unity
type variable is easy.

1. Select the code you added in the last section.

2. Right-click and choose Toggle Line Comment(s) (Figure 5-31).
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14 // Use this tor 1initialization
15]- void Start () {
16 if (legs = 1) {
17 Debug.Log("The " + gameObject.name + " has " + legs + " leg.");
18
19 else {
20 .Log("The " + gameObject.name + " has " + legs + " legs.");
21 :
22 } Refactor v
53 /)% o Ctrl+X
251+ \m [ Copy Ctrl+C
28 O Paste Ctrl+V
’jg } 'O Toggle Line Comment(s) Ctrl+Alt+C|
31 “| Indent Selection Ctrl+Alt+End
-l Unindent Selection Ctrl+Alt+Home
1 Toggle code fo Ctrl+Shift+K T ]

ot aae s e Ay 16:1 -174 INS |, Feedback @040

Surround With.. _

Show Code Generation Window Alt+Insert

Version Control '

Input Methods 4

[ I

Figure 5-31. Commenting out the message code in the Start function

Be sure you haven’t commented out the closing curly bracket for the Start function.

You will often see an alternate way to print to the console. Instead of using Debug, Log(), you can use
print(). Let’s use it for the next test.

1. Select each of the three objects with the script, and set their Ear Length
parameter to different values.

2. Add a few blank lines above the commented section, and then add the
following to re-assign the value of the earLength variable:

earlength = earlength + 2.0f; // add to the value and re-assign it
print (earlength);

Once the variable has been declared in the script, you only refer to it by its name. For the value, a
float, you still must add the f. When assigning a value, the item receiving the value is always on the
left, the value is on the right, and the assignment operator, =, is used.

3. Save the script, and click Play.

The amounts you set in the inspector have each been incremented by 2 at startup (Figure 5-32). So
the order of evaluation is initialized and the variable is overwritten by value set in Inspector, which in
turn is overwritten by the value assigned in the Start function. Note that during Play mode, the new
values can be seen in the Inspector.
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[ console
| Clear | | Collapse | Clear on Play | Error Pause |

535

UnityEngine .MonoBehaviour:print(Object)
12

UnityEngine .MonoBehaviour:print(Object)

9.15
UnityEngine MonoBehaviour:print(Object)

Figure 5-32. Increasing the Ear Length value by 2

You did a bit of math in the previous bit of code you added. In scripting, you can make use of the
usual operands (+, -, / and *). For modulus (the remainder after division), you can use %. The order
of evaluation is the same as regular math: * and / are evaluated first, followed by + and -. You will
often see shortened versions of these operations in code. Let’s try one.

1. Change the earLength line to the following:

earLength += 2.0f; // add to the value and re-assign it

2. Save the script, and click Play.
The results are the same.

While numbers, strings, and Booleans are easy to initialize or set up in the Inspector, Unity-specific
types take a bit more work. Dragging a single gameObject into a parameter’s value field is easy
enough, but if you had multiple objects with the same script component that all required the same
gameObiject, it would become quite tedious. For this scenario, you can let Unity “find” the object by
name. This process is relatively slow, so it should be used only in the Start function or after one-off-
type events, where speed is not an issue. Let’s assign the same gameObject as the Favorite Food to
all of the gameObjects with the test script.

1. Select the earLength and print lines, and apply Toggle Line Comments from
the right-click menu so they will be ignored.

2. Add the following lines below them:
favoriteFood = GameObject.Find("Carrots");

This time, GameObiject is capitalized because you are using the GameObject class’s Find() function.
Also, because you are using a string to identify the object of the search, the name must be exactly as
it is in the Hierarchy view. Be especially careful with spaces and capitalization.

3. Now add the following line to print the results:

print("The " + gameObject.name + "'s favorite food is " + favoriteFood.name + ".");

In this line, you are referring to specific gameObijects, so gameObject is not capitalized.

4. Save the script, and click Play.
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The messages show that the new value assignment was successful (Figure 5-33).

FW_
Clear | Collapse | Clear on Play | Error Pause |

The SunFlower's favorite food is Carrots.
UnityEngine.MonoBehaviour:print(Object)
The StoneGardenBench's favorite food is Carrots.
UnityEngine.MonoBehaviour:print(Object)

@ The Walkway's favorite food is Carrots.
UnityEngine.MonoBehaviour:print(Object)

Figure 5-33. The message reflecting the new value for favoriteFood
Identifying a component of known type, such as the Camera, is a matter of adding the component
with dot notation. Let’s assign the Main Camera to the three test objects.

5. Add the following code beneath the print line:
theView = GameObject.Find("Main Camera").camera;

Assigning a component that is not listed as a variable for the GameObiject class (see Figure 5-17) is
handled using GetComponent(), a generic function. But because everything must be “typed” in C#,
you will have to specify the type rather than just provide the class name. As before, you must also
specify which gameObject’s component you want. Let’s use the Walkway object for this example.

6. Add the following code beneath the theView line:
myCustomScript = GameObject.Find("Walkway").GetComponent<VariablesTest>();

7. And now, add a print statement to check the results:

print ("The view uses
print ("The script is from the

+ theView.gameObject.name);
" + myCustomScript.gameObject.name +

object");

Note that this time you start with the script, but it’s the gameObject’s name you want, not the script’s
name, so you traverse the object hierarchy up to the parent using dot notation before asking for its
name, myCustomScript.gameObject.name.

8. Save the script, (Figure 5-34).
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200-1 // ‘favoriteFood = GameObject.Find("Carrots");

218 // print("The " + gameObject.name + "'s favorite food is " + favoritefFood.name + ".");
22

23 theView = GameObject.Find("Main Camera").camera;

24 myCustomScript = GameObject.Find("Walkway").GetComponent<VariablesTest>();

25

26 print ("The view uses " + theView.gameObject.name);

27 print ("The script is from the " + myCustomScript.gameObject.name + " object");
28

200 // if (legs == 1) {

08| | // Debug.Log("The " + gameObject.name + " has " + legs + " leg.");

Figure 5-34. The script’s new additions

9. Click Play.

The messages correctly report the parent object of the components used by the variables (Figure 5-35).

B console
] Clear | | Collapse J Clear on Plavl Error Pause

The view uses Main Camera
UnityEngine.MonoBehaviour: print(Object)

@ The scrip_t is from the wgikway object

UnityEng :print(Object)
The view uses Main Camera
UnityEngine.MonoBehaviour:print(Object)

@ The script is from the Walkway object
UnityEngine.MonoBehaviour: print(Object)
@ The view uses Main Camera
UnityEngine.MonoBehaviour:print{Object)
@ The script is from the Walkway object
UnityEngine.MonoBehaviour:print{Object)

Figure 5-35. The message reporting the camera component’s parent, Main Camera, and the specified VariablesTest script
component's parent, Walkway

In using GetComponent, you may occasionally come across Unity functions that do not have generic
counterparts yet. The nongeneric variant, with typeof([the component name here]) may be
required. A search of the Unity Manual for “Generic Functions” will give you a C# example of the
syntax. In this form, your GetComponent line would look as follows:

myCustomScript = (VariablesTest) GameObject.Find("Walkway").GetComponent(typeof(VariablesTest));

There are plenty of other things you can do in the Start function, but as with the tests you have just
performed, most have to do with identification and initialization.

Using the Update Function

The Update function, also included in the scripting template, is called at least every frame. This is
where you will manage things like generic input—a key press, for example. It is also where you can
set things to happen over a period of time. As you may expect, code in this function should be kept
as efficient as possible.
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Let’s begin by seeing what happens when you print something to the console from the Update
function. The VariablesTest script is on three objects, so you would get everything in triplicate. Now
would be a good time to create a new script.

1. Right-click over the Test Scripts folder in the Project view and, from Create,
select C# Script.

2. Name it UpdateTests.
3. Double-click on it to open it in the script editor.

The new script gets its own tab in the script editor (Figure 5-36).

] VariablesTest.cs * | £] UpdateTests.cs *

Mo selection
1= using UnityEngine;
using System.Collections;

4/ -/ public class UpdateTests : MonoBehaviour {

// Use this for initialization
7= void Start () {

¥
11 // Update is called once per frame
12 = void Update () {

}

Figure 5-36. The new script in the MonoDevelop editor

4. Just below the class declaration, create the following variable:
int counter = 1;

Note that this variable is not public, so it will not appear in the Inspector.

5. Inside the Update function’s opening and closing curly brackets, add the
following:

counter++; // increment the counter by 1
print (counter);

Using ++ to increment a value by one is the most abbreviated way to get the job done (Figure 5-37).
You will see it used quite often.
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// Update is called once per frame
void Update () {

counter++; // increment the counter by 1
print (counter);

Figure 5-37. The new code in the Update function, nicely indented for readability

6. Save the script.

7. Drag the new script onto the StoneGardenBench object in the Hierarchy
view.

8. Select the bench, and look for the new Update Tests component in the
Inspector.

As expected, the counter variable is not exposed.
9. Open the console tab, and click Play.

Because the Update function is called every frame, the console is flooded with the printouts
(Figure 5-38).

Figure 5-38. The counter printouts from every frame in the console
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10. Stop Play mode.

11.  Comment out the counter and print lines in the Update function by adding
two backslashes in front of them:

//counter++; // increment the counter by 1
//print (counter);

Having commented out the two counter lines, you will soon discover that Unity will warn you, via the
console, that the variable counter is never used. For efficiency, you should comment it out as well.

12. Comment out the int counter = 1 line as well:

// int counter = 1;

13. Save the script.

A common task to perform in the Update function is a transform. Remember transforms are move,
rotate, and scale. Let’s have some fun with the bench.

1. Set the coordinate system to Local.

2. Select the bench, and set its Y Rotation to 180 degrees so that its local Z
points toward the gate opening (Figure 5-39).

# Scene € Game =
| Textured +|| RGB ¢|| 20| % | <) | Effacts I Gizmes ~ | ([CrAll

Figure 5-39. The bench “facing” the opening
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In Unity, Z is considered “forward.”

3. Add the following lines to the Update function:

// Move the object forward along its z axis 1 unit/frame
transform.Translate(Vector3.forward);

4. Save the script, and click Play.
The bench quickly scoots out through the gateway. Let’s slow it down.

5. Change the transform line as follows:
transform.Translate(Vector3.forward * 0.1f);

The transform.Translate() function expects floats for its argument, so you must add the f to the
speed adjustment.

6. Save the script, and click Play.

The bench isn’t in quite as much of a hurry to leave the scene this time. But the problem is that it

is moving 0.1 units per frame. And frame rate varies throughout a game and from device to device.
You could put the code in a FixedUpdate function to ensure a constant speed across platforms and
throughout the game, but a more common solution is to use Time.deltaTime. This essentially tells
the engine to divide the task so that it uses seconds rather than frames. The variable deltaTime is a
member of the Time class, so Time (the first one) is capitalized.

7. Change the transform lines as follows:

// Move the object forward along its z axis 1 unit/second
transform.Translate(Vector3.forward * Time.deltaTime);

8. Save the script, and click Play.

The bench moves at a nice stately pace and heads out the gateway. Typically, though, speed is
something that is exposed to let the author adjust at will. Where you had a float number earlier, you
can add a variable.

1. Create the new speed variable beneath the counter variable:
public float speed = 0.5f;

This one is public, so it will be exposed to the Inspector.

1. Change the transform lines as follows:

// Move the object forward along its z axis 1 unit/second * speed.
transform.Translate(Vector3.forward * Time.deltaTime * speed);

Before you test, remember that most number fields in Unity usually have slider functionality. By
positioning the cursor in front of the text box or over its label, you will see the cursor change to
include a couple of horizontal arrows. At that point, you can mouse down and move the mouse left
and right to increase or decrease the value quickly.
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2. Save the script, and click Play.
3. Adjust the Speed parameter in the Inspector with the slider functionality.
This time, you can set the bench to moving back and forth at varying speeds.

Game scripting consists of a lot of problem solving. No matter how detailed the design docs (formal,
or a bunch of scribbled notes) are, there are bound to be surprises. In this little exercise, you may have
noticed that the bench intersects the gateway as it leaves the garden. Let’s try a couple of solutions.

The first uses physics to prevent the intersection. It’s not a very good solution for this scenario, but it
is entertaining.

1. Stop Play mode.

2. Inthe Inspector, set the Speed to about 2 to liven things up a bit.

3. From Components, Physics, add a Rigidbody component to the bench.

4. Move the bench group over so its trajectory will cause it to hit the corner of
the Raised Bed.

5. Click Play.

The poor bench struggles to get past the corner of the raised bed. Increasing the speed bounces it
quickly out of the scene.

6. Stop Play mode.

7. Right-click over the Rigidbody label in the Inspector, and remove
Component.

This time, you will get a chance to use a “flag” to control which code gets evaluated in the Update
function. You will first have the bench rotate into position, and then allow it to move off. You will start
by creating a Boolean variable that functions as a flag or keeper of state. A Boolean-type variable
can be true or false. It is the most economical, as it takes up only 1 byte of memory.

1. Add the following variable to your script:

bool allClear = false; // flag to activate the translate

The Bench’s y Rotation value is currently 180 degrees, so as soon as it goes past 270, it should stop
rotating:

2. In the Update function, above the Translate code, add the code that will
rotate the bench:

//rotate the object on the world Y or up axis if the y rotation is less than 270 degrees
if(transform.localEulerAngles.y < 270) {

transform.Rotate(Vector3.up * Time.deltaTime * 20f, Space.World); // speed it up by 20f
}
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Once the bench has rotated 180 degrees, the allClear variable will eventually be set to true, so
the bench will once again move. Having been rotated, though, it will have to move on its X axis, or
Vector3.Right. Left is the negative, -Vector3.Right. The bench will have to move to its left unless
you want to reverse the direction it turns in.

3. “Wrap” the Translate line with a conditional to check the state of the
allClear variable:

if (allClear) {
transform.Translate(-Vector3.right * Time.deltaTime * speed);

}

The allClear variable, because it is a Boolean type of true or false, is all you need in the conditional.
The conditional, if you remember, evaluates the contents to see if they return true or false.

4. Click Play, and watch the bench’s y Rotation in the Inspector or in the
console.

The y Rotation is slightly past 270 degrees when it stops, which gives you a good condition to meet
to set the allClear flag to true and set the y Rotation exactly to 270 at the same time. While this
may sound simple, rotation is actually fairly complicated. If your bench falls off of the walkway just
as it completes its rotation, feel free to move it forward slightly when you are not in Play mode.

It can be managed using quaternion math, where the direction is a simple vector or direction, or
it can be handled with Euler angles where it is split into X, y, and z rotations. The latter option is

generally easier for most people to deal with, but it comes with several issues, such as order of

evaluation and gimble lock. (That’s a good term to Google if you’ve never heard it before.).

Another problem comes with setting a transform value (as opposed to animating, which is what you
have been doing so far). In C#, you must create a temporary variable to manage the transform. In
Unity’s version of JavaScript, you can set a value directly (e.g., transform.position.y = 5.5), but
apparently it is doing the same process under the hood. Let’s add the code and then examine it
closer.

5. Below the rotation code and above the translate code, add the following:

// adjust the rotation and set the allClear flag if over 270
if(transform.localEulerAngles.y > 270) {
Vector3 rot = transform.localEulerAngles; // create a temp variable to store the rotation

rot.y = 270f; // change the y part of the variable
transform.localEulerAngles = rot; // update the rotation to the temp variable's value
allClear = true; // set the flag to true

}

The two new bits that aren’t covered by the comments are the first line of instructions for when the
condition is met. The transform.localEulerAngles is how you handle the object’s rotation using the
local x, y, z values. Another version, transform.rotation, uses quaternion rotation, and under the
hood, that is what Unity uses regardless of which type of rotation you use. The other new bit here

is the Vextor3 type. This is a three-part variable where the component parts (x,y,z) can be accessed
and changed using dot notation. So the first line uses the temporary variable to store the object’s
current Euler rotation values, and then the next line changes only the y value. The last line feeds the
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updated value back to the object. Now that you have set the bench straight, it is now safe to set the
allClear flag to true so the Translate code can send the bench on its merry way.

6. Save the script, and click Play.

This time, the bench rotates into position and then heads out through the gate (Figure 5-40).

Figure 5-40. The bench, showing local coordinates, leaving the garden (Scene view)

At this point, you can add the Rigidbody component again and watch it fall as it goes out the gate.
Feel free to adjust the bench’s position for a better trajectory out of the gateway.

1. Add a Rigidbody component to the bench.
2. Click Play, and watch (or help) it head out the gateway.

Making Use of Event-Based Functions

So far you’ve checked out common functionality in the Start function, where the code is evaluated
only on startup, and in the Update function, where it is evaluated every frame. Event-based functions,
however, make up the bulk of predefined functions available for use.

1. Search the Scripting Reference for MonoBehaviour.

The Messages list shows what functions will receive “messages” or be called when their condition is
met (Figure 5-41).
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Messages

Awake

FixedUpdate
LateUpdate
OnAnimatorli
OnAnimatorMove
OnApplicationFocus
OnApplicationPause
OnApplicationQuit
OnAudioFilterRead
OnBecan bl
OnBecameVisible
OnCollisionEnter
OnCollisionEnter2D
OnCollisionExit
OnCollisionExit2D
NnCallizianStaw

visiDle

Awake is called when the scriptinstance is being loaded
This function is called every fixed framerate frame, if the Mo
LateUpdate is called every frame, if the Behaviour is ena
Callback for setting up animation IK (inverse kinematics)

Callback for processing animation movements for modifying root motion

Sentto all game objects when the player gets or loses focus

Sentto all game objects when the player pauses

Sentto all game objects before the application is quit

If OnAudioFilterRead is implemented, Unity will insert a custom filter into the audio DSP chain.
OnBecamelnvisiole is called when the renderer is no longer visible by any camera
OnBecameVisible is called when the renderer became visible by any camera

OnCollisionEnter is called when this collideririgidbody has begun touching another rigidbody/collider.
Sentwhen an incoming collider makes contact with this object's collider (2D physics only)
OnCollisionExit is called when this collider/rigidbody has stopped touching another rigidbody/collider
Sentwhen a collider on another object stops touching this object's collider (2D physics only
OnCollisionStavis ralled ance ner frame far every calliderfrinidhady that is touching rinidhadvienllider

noBehaviour is enabled

bled.

Figure 5-41. A few of the “Messages” that are used as functions

Different types of games will use different callbacks. A classic adventure game will use
OnMouseDown () to track the user picking various items in the scene. First-person shooters, will make
heavy use of OnCollisionEnter(), where physics control a lot of the action. Let’s do a few tests to

see how they work.

Using Collisions to Call Functions

OnCollisionEnter() and its close relative OnTriggerEnter() are a mainstay of most 3D games. The
first allows you to set off events like explosions, audio, and special effects when objects collide.
The second is a bit more subtle, letting you trigger events or change states when the object passes
through the (usually invisible) object.

The trickiest part about using either function is that the triggering object, at least, must contain
a Rigidbody component. This may not sound like an issue—after all, projectiles usually contain
Rigidbody components. When they hit something, a lot of events can be triggered. The problem
comes when trying to use, say, the First Person Controller to trigger something. The First Person
Controller doesn’t contain a true Rigidbody component, as several of its physics-type properties
are rolled into its Character Controller component. The newer First Person Character prefab (not
yet available as a standard asset) will help to solve this issue, as it contains an actual Rigidbody
component. The important thing to remember is that at least one of the objects must contain a

Rigidbody component.
The bench will serve nicely for some preliminary tests, so let’s begin.

1. Right-click over the Test Scripts folder in the Project view and, from Create,
select C# Script.

2. Name it ColliderTests.
3. Double-click on it to open it in the script editor.

4. Below the Update function, add the following:

void OnCollisionEnter () {
print ("Ouch!");
}
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With C#, it doesn’t really matter what order your functions are in the script, but the convention is to
put event-driven and custom functions below the Start and Update functions.

5. Save the script, and drag it onto the bench.

6. Comment out the 3 print lines in the VariablesTest script, and save the
script.

7. Center the bench on the Walkway Center object.
8. Click Play.

The console will print “ouch” once on startup, once as it hits the long walkway, and once when it
goes onto the slightly raised walkway piece under the Gateway. It would be better if you could tell
what it collided with so you could customize the message. Fortunately, it turns out that you can.
Many functions can be used in different configurations.

9. Search the Scripting Reference for MonoBehaviour.OnCollisionEnter.

The function can take an argument of type Collision (Figure 5-42).
MonoBehaviour.OnCollisionEnter(Collision)
Description

OnCollisionEnter is called when this collider/rigidbody has begun touching another rigidbody/collider.

Figure 5-42. OnCollisionEnter’s argument type

10. Click on the Collision type in the example (or search for collision) to see what
information it stores.

Among the variables, you will see gameObject. This means you can get the object, and therefore,
its name property.

11. Return to the ColliderTests script.

12. Change the OnCollisionEnter code as follows:

void OnCollisionEnter (Collision theVictim) {
print (theVictim.gameObject.name + " got hit");

}

The variable, theVictim, of type Collision, is used to get the name of the gameObject the bench hits.
13. Save the script, and click Play.

This time, you can see that it is the collider-containing walkway objects that are triggering the print
statement (Figure 5-43). Ideally, you would like to be able to exclude certain objects from causing
any reactions. If there was only one object, you could check it by name, but there are three different
objects that it would be nice to exclude.
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Figure 5-43. The more specific collision report

Using Tags

Unity has a way of marking, or “tagging,” gameQObjects so you can filter results from events like
collisions. If you look at the top left of the Inspector, just below the name, with an object from the
Hierarchy selected, you will see a property called Tag.

1. Select the Walkway, and locate the Tag label at the top of the Inspector.
2. Click the arrows next to Untagged, and select Add Tag....

3. Type the name of your new tag, lgnore, in Element 0.

As soon as you start typing, a new element is added automatically (Figure 5-44).

iG) Inspector .i a =
. Tags & Layers o

¥ Tags
Size 2
Element 0 Ignore
Element 1

» Sorting Layers

P Layers

Figure 5-44. The newly created tab, Ignore

4. Select each of the walkway objects and the Raised Bed, and select Ignore for
each from the Tag drop-down menu.

5. Activate the Cube that should be blocking the Gateway. If it’s not blocking
the Gateway, move it into place (Figure 5-45).
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Figure 5-45. The Cube reactivated and blocking the doorway

6. Inthe script, change the code to filter for the tag:

void OnCollisionEnter (Collision theVictim) {
if (theVictim.gameObject.tag != "Ignore") {
print (theVictim.gameObject.name + " got hit");
}

}

Now the message will print only if the hit object does not (I=) have the Ignore tag.
7. Save the script.
8. Set the bench’s Speed back to 0.5.
9. Click Play, and watch the console.

This time, only the Cube is reported as being hit.

Creating User-Defined Functions

You may wonder why the bench is not moving the Cube. The reason is that the Cube does not have
a Rigidbody component but does contain a collider. Once the bench runs into the Cube, it is no
longer able to go forward even though its code is telling it to do so.

Ideally, it would be more efficient to turn off the code that tells the bench to go forward when it
can no longer go forward. The great thing is that all you will have to do is set the allClear flag
back to false. But that will mean contacting the other script. That is the essence of interaction in
Unity: the communication between scripts, whether they are on the same gameObject or on other
gameObjects.
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There are several ways to accomplish the communication, but for this example, you will be using
SendMessage(). It sends a message to (or calls) a function on another script and can take an
argument to send on as well.

For the function it calls, you will make a user-defined function that will change the value of a new flag
in the UpdateTests script.

1. In the script editor, switch to the UpdateTests script.

2. Create a new variable beneath the existing variable declarations:

public bool stopIt = false; // flag to stop translate after object is underway

3. Below the Update function, just above the closing curly bracket for the class,
add the following:

void ToggleStopIt (bool newState) {

stopIt = newState; // update the variable's state
}

Function naming conventions are similar to variable naming conventions except that, in Unity, you
should always capitalize the first character of the name. As with variable names, you cannot use
a number or most special characters for its first character, and you cannot have any spaces in
the name.

4. Add the new variable as another condition to the Translate conditional:

// Move the object forward along its z axis 1 unit/second.
if (allClear 8& !stopIt) {
transform.Translate(-Vector3.right * Time.deltaTime * speed);

}

The && means “and,” so each condition must be true for the entire expression to evaluate as true.
The exclamation point negates the value of the variable it precedes. In this conditional, allClear
must be true and stopIt must be false (which makes !stopIt true). Conditionals can also use the
or operator, | |. The statements in between the && and | | are always evaluated first.

5. Save the script.
6. Return to the ColliderTests script.
7. Search for SendMessage in the Scripting Reference.

The description says “Calls the method named methodName on every MonoBehaviour in this game
object.” Method is another name for function, and a MonoBehaviour is a script. (Remember the
default name of newly created scripts.) Both of the scripts are on the bench, so you won't have to
specify a different gameObject than the one the script is on.
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8. Inside the OnCollisionEnter function, under the print statement, add the
following:

gameObject.SendMessage("ToggleStopIt", true);

9. Save the script.
10. Click Play.
11.  Switch to the Scene view, and select the Cube.
12.  When the bench stops at it, move it up clear of the bench.
13. Do not exit Play mode yet.
The bench does not move forward when the Cube is moved out of the way.
14. Now select the bench in the Hierarchy view.
15. In the Inspector, toggle the Stop It parameter off.
The bench moves forward once again and goes over the edge.

As a last little test, you can try the OnTriggerExit function. You may remember the Is Trigger
parameter in the collider components. It lets the object detect intersection without functioning as
a barrier. Because the script stops the forward movement, let’s use OnTriggerExit() instead of
OnTriggerEnter(). That way, you can see the bench going through the collider instead of being
blocked by it at first touch.

1. In the ColliderTests script, copy the entire OnCollisionEnter block of code
and paste it below the original.

2. Modify the first line as follows:
void OnTriggerExit (Collider theVictim) {

Note the Collider type for the argument instead of Collision.
3. Save the script.

Select the Cube.

Check Is Trigger in its Box Collider component.

Disable its Mesh Renderer.

N o g &

Click Play, and turn on Gizmos on the right side of the Game view’s tool bar.

The bench trundles through the Cube’s collider and stops just as it starts to leave on the other side
(Figure 5-46).
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Figure 5-46. The OnTriggerExit event triggering the code that stops the bench from moving

8. Save the Scene, and save the project.

With a few scripting basics under your belt, most of the rest of the scripting you do will be
for the game.

Summary

In this chapter, you got your first look at scripting in Unity with C#. You found that when you created
a new script, it came partially set up with the class it represented already defined and the two most
common functions blocked in and ready to use. You learned that all Unity scripts derived from a built-in
class named MonoBehaviour and that scripts are where you will control most of the functionality in
your games. Scripts, you discovered, when added to gameObjects, became components.

Your first experiments were with variables, where you learned that besides the regular types (humber,
strings, and Booleans), Unity gameObjects and components could also be types. You learned the
rules and Unity conventions for naming scripts, variables, and, later, functions. You discovered that
variables could be hidden or exposed in the Inspector and that values added there replaced any

that were initialized with the variable declarations. With Unity-specific types, you learned to assign
the values; you either had to drag the gameObject onto the parameter in the Inspector or let the
engine “find” the one you wanted in the Start function. Some components, you found, came already
predefined as accessible from your gameObijects, while others, especially any custom scripts, had to
be defined by type before they could be identified for later access.
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The Start function, you learned, was a great place to initialize and even override values in the
Inspector because it is only read once—at start up. As you experimented with the variables, you
made use of the console, both to help troubleshoot errors and to report on the state of your variables
through the use of the print and Debug.Out functions. Comments, you found, could be used to leave
notes about your code and to disable code.

Continuing with functions, you discovered the MonoDevelop script editor helped you with both
syntax and layout as you began to write code that made use of your earlier variables. You got quite
a bit of practice with the if conditional as you learned how to control which code was used in the
Update function that is called or evaluated every frame. Variables storing the state of things were
especially useful as flags in that particular scenario. You also discovered Time.deltaTime, the main
ingredient to turn frame time into seconds when animating things in the Update function.

Finally, using SendMessage, you were able to send a message from one script after an event-driven
function was triggered, to affect the functionality of the parent gameObject from another script. In
doing so, you also designed your first user-defined function. The main concept, you found, was that
it was crucial for scripts to be able to communicate with other scripts, both on the same gameObiject
and on any others, to control functionality in your game.



Chapter

Mecanim and Animation

While some games have no characters whatsoever, a great number feature compelling characters
that drive both story and game play. A major part of their appeal and entertainment value comes
from their animation. Unity’s Mecanim character-animation system is arguably one of the features
that pushes it seriously toward the realm of AAA title game development. In this chapter, you will
delve into some character set up and control, as well as traditional mechanical animation of
non-character objects.

The Story

To give you an idea where this odd collection of assets is leading, it’s time to review the game’s

little scenario. It’s simple. You have a garden where you have a delicious selection of vegetables.
But you have a problem. The garden is being overrun by a horde of voracious zombie bunnies. As a
last resort, you’ve ordered a kit from the Internet that will turn a simple plaster garden gnome into a
potato-gun-wielding Garden Defender. Potatoes for ammunition are no problem, but the car battery
that runs your first line of defense has limited juice. The zombie bunnies multiply at will, so you must
make the best use of the “Gnomatic” device to eradicate them before the charge runs out on the
battery. The appearance of a psychedelic slug speeding through the garden heralds the chance of
extending the life of the battery.

Importing Animated Assets

You’ve already imported several static assets for your game and have a basic understanding of
scale factor, managing textures, and adding colliders. This time, however, you will also be defining
animation clips and preparing animated characters for use in your scene. Let’s begin by importing
the new assets. As before, the safest way to ensure proper material generation is to bring the
textures in first.

1. Open the Garden scene from the previous chapter.

2. Save the scene as GardenSetUp.

243
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3. From the Chapter 6 Assets folder, drag the Character Textures folder into the
Project view or the Assets folder in the Explorer or Finder.

4. Using either method, bring the Animated Assets folder in next.

5. Open the Animated Assets folder in the Project view to inspect the new
additions (Figure 6-1).

@ Project [ console FE
Craate * | _ La |4]|% % ||
¥ Favorites Assets - Animated Assets ~

@'") All Materials

©1 all Models
x nII Scripts -
Yﬁ Asseu
8 Anlmated Assets

& Materials Materials AlienHerbavere Potate

e . . .

& Game Textures
SCAnimation Scarecrow Slug  ToastedZombie

Wl Garden - °
» & Imported Assets
» & Prefabs N‘ -
» &l Standard Assets

» &l StoneBench
(& Test Scripts

Figure 6-1. The new assets

You will find a garden gnome, a scarecrow, a zombie bunny, a psychedelic slug, some garden gates,
and a couple of dead replacement meshes.

Legacy Animation

Unity offers several different options for animation. For mechanical-type animation where the object
doesn’t have an idle animation but is occasionally triggered, like a door opening, Legacy is the
quickest to set up and use. Eventually, Unity may phase this one out, but for now it remains the
animation type of choice for simple, one-off mechanical animations.

1. Select the GardenGates object in the Animated Assets folder.
2. Inthe Inspector, select the Rig section.

3. For Animation Type, select Legacy and click Apply.

4. Select the Animations tab.

The default animation from the object, Take 001, is already loaded as an animation clip (Figure 6-2).
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Figure 6-2. The imported asset’s default animation clip

5. Click Play in the Preview window to see the animation (Figure 6-3).
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Figure 6-3. The doors animating in the Preview window

The doors start out closed and are fully open at frame 30. At frame 35, they start to close and are
fully closed at frame 65. When you drag the time slider in either the time bar or the Preview window,
the time (in seconds) of the current clip segment is shown with the remainder in frames. When Unity
imports a file, it keeps track of the frames per second used in the application it was animated in.
The assets you just imported were animated using 30 frames per second.

6. Rename Take 001 to door open.
7. Just below the time line, set the End value to 30.

8. Click the plus sign at the lower right of the Clip section to add a new clip
(Figure 6-4).
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Figure 6-4. The Clip list, adding a new clip

9. Name the new clip door close.

10. Set its Start value to 35 and leave its End value at 65.
11. Click Apply to finish the setup.

Tip Always name your clips with unique names, as there will be times when you will be required to choose

from all available clips. Most characters will have an idle and a walk or run. Make sure you will be able to
identify the correct one.

The legacy animation automatically adds an Animation component to the object (Figure 6-5). The
first clip is loaded as the default clip, and the clip is set to Play Automatically when the scene starts.
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Figure 6-5. Positioning the gates in the Gateway tower from a top view

1. Drag the GardenGates into the scene, and position them at the center of the
Gateway object by switching the view to Wireframe and top, ortho (Figure 6-5).

2. Return the Scene view to “perspective” and “Textured.”
3. Click Play, and watch the door open animation play on start up.
With the Animation component, the object defaults to its position at frame 0.

4. Stop Play mode.

5. Select the GardenGates, and expand its hierarchy.
6. Uncheck Play Automatically.
7. Inthe Hierarchy view, add a Box collider to Gate 1, Gate 2, and the GardenGates.
8. Adjust the GardenGates collider until it fills the opening and protrudes slightly
beyond the opening (Figure 6-6).
i Scene € Game =
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Figure 6-6. The GardenGates collider adjusted
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9.

Turn on the GardenGates collider component’s Is Trigger parameter.

Next you will create a small script to trigger the gates’ animation so the doors will open and close
when the garden defender enters and exits the collider. It is very similar to the last script you created in
Chapter 5. Once it confirms that the object triggering it is tagged as Player, it will trigger the animation.

1.
2.
3.

Create a new folder in the Assets folder, and name it Game Scripts.
Create a new C# script in it, and name it SensorDoors.

Open it in the script editor, and add the following two variables below the
class declaration:

public AnimationClip clipOpen; // the open animation
public AnimationClip clipClose; // the close animation

Below the Update function, add an OnTriggerEnter() function:

// open the gates
void OnTriggerEnter (Collider defender) {
if (defender.gameObject.tag == "Player") {
animation.Play(clipOpen.name);
}
}

Duplicate the OnTriggerEnter code, and adjust it for an OnTriggerExit:

// close the gates
void OnTriggerExit (Collider defender) {
if (defender.gameObject.tag == "Player") {
animation.Play(clipClose.name);
}
}

This script will go on the GardenGates object that also contains the Animation component, so you
can trigger the animation clip you want with only the component name and the Play() function. The
clip is actually accessed by name, so you must use .name. Feel free to look up “animation.Play” in
the Scripting Reference.

1.
2.

Save the script, and drag it onto the GardenGates object.

Change the bench’s tag to Player from the drop-down Tag list.

3. To prevent the bench from stopping at the gateway, delete the Cube.

You might think that disabling the ColliderTests script will keep it from doing anything, but the only
things it turns off for certain are Start and Awake functions.

4,
5.

Remove the ColliderTests script from the StoneGardenBench object.

Select the GardenGates object, and load the two animation clips into the Clip
Open and Clip Close parameters using the browse icon at the far right of each.



250 CHAPTER 6: Mecanim and Animation

6. Set the Speed parameter on the bench to about 3 to ensure that the bench
won’t get stuck on the walkway.

7. Click Play, and watch as the doors open to let the bench through and close
after it leaves.

Adding Audio

If you are a Star Trek fan, you are probably thinking that the animation needs a nice sound effect
to top it off. Playing an audio clip is similar to playing an animation clip, and an audio clip usually
accompanies an animation.

1. Select the GardenGates object, and add an Audio Source component to it
from the Component, Audio menu (Figure 6-7).
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Figure 6-7. The new Audio component
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Audio clips are imported into Unity as 3D sounds by default. With the Volume Rolloff set to
Logarithmic Rolloff, the clip will be pretty much gone at 50 meters. (See the bottom of the graph in
Figure 6-7.) It should be audible in this small scene, but if not, you can increase the Max Distance,
adjust the curve, or change the Volume Rolloff to Linear Rolloff.

2. Just to make sure you can hear the clip, change the Volume Rolloff to
Linear Rolloff.

3. Uncheck the “Play on Awake” option.
4. Drag the Sound FX folder into the Project view from the Chapter 6 Assets folder.
5. Load the Chest Open audio clip into the Audio Clip parameter.

Unity converts most sound clips into the .ogg format for desktop and web deployments. Ogg files
are an open source mpeg-like format. For mobile, Unity generally uses mpeg format. The mpeg
license is covered for mobile by the hardware manufacturers and is hardware accelerated.

Feel free to add more sound effects to the project. Many are free to use but cannot be redistributed,
so the project only comes with a few. You must have one Audio Listener in the scene to be able to
play audio clips. Remember to remove extra Audio Listeners whenever you add Cameras to your
scenes. You can click on the audio clips in the Project view to hear the clips play.

Next you will add a few lines of code to include your sound effect. In this case, you can use the
same sound for open and close.

6. In the SensorDoors script, beneath the animation.Play() code in each of the
OnTrigger... functions, add the following:

audio.Play(); // play the clip loaded in the audio component

7. Save the script, and click Play.

The bench heads through the gateway accompanied by the new sound effect. With the animated
gates working well, you will want to create a prefab to go with the rest of your modular garden
pieces.

8. Drag the GardenGates object into the Prefabs, Structures folder.

9. Deactivate the bench.

Mecanim

With Unity’s Mecanim animation system, character animation is the main focus. There are three
main parts of Mecanim: The importer, where you can manipulate the animation clips to alter or refine
the raw imported animation, the Rig section, where you can 'map’, or retarget animation from one
character to another as long as they are both humanoid, and the Animator Controller, Mecanim's
state engine, where animation states are set up to blend between each other according to various
criteria. Additionally, Mecanim's masking system lets you isolate body parts and blend animations
between multiple sources for complex combinations on demand. If you are a Pro user, you can even
set up IK (inverse kinematics) to override baked animations so the characters can interact with other
objects in the scene dynamically.



252 CHAPTER 6: Mecanim and Animation

KINEMATICS

Kinematics, for those of you without a background in character animation, is the means of posing the character at key
positions to create the animation. With inverse kinematics, a child object in the hierarchy controls the position and
rotation of the parent objects in the hierarchy. In FK (forward kinematics), the parents control the children's location and
orientation. An example would be an arm hierarchy. To position the your hand at a particular place using FK, you would
individually rotate your upper arm, lower arm and wrist into position. With an IK linkage, if you use your other hand to
position your wrist, your forearm and upper arm will automatically be adjusted into place according to the the rotational
constraints on their joints.

Generic Rigs

While the full power of Mecanim is realized only with humanoid characters, you will still be able to
benefit from many of Mecanim’s features by using Generic rigs. To use the Humanoid Animation
Type, a character must have at least 11 bones and be roughly humanoid. Anything else will have to
use the Generic Animation Type option. This is useful for minimal characters, animals, and anything
else that has at least an idle animation.

For your introduction to Mecanim, you will set up a ZombieBunny from the Animation Imports folder.
These brainless eating machines have one goal: to eat all the plants in your garden! They have a
very simple animation: they chew and they move forward as they chew. The ZombieBunny asset

is a good size for a real bunny, but a zombie bunny should be larger and more of a threat (and an
easier target). If you can’t bring yourself to destroy even zombie bunnies, feel free to substitute the
AlienHerbavore for the ZombieBunny for the book’s project.

1. Select the ZombieBunny from the Character Imports folder.
2. Inthe Model section, increase its Scale Factor to .015.

3. Inthe Rig section, set the Root Node to Bunny Motion Root (Figure 6-8).
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Figure 6-8. The Root node of the ZombieBunny

The Root node is the node of the object that moves it in the scene. With Mecanim, that velocity
can be used to move the object or turned off to let outside sources move the object. Transforms on
children of the node will continue to work as animated.

4. Click Apply.
5. In the Animations section, rename Take 001 to Bunny Eat.
6. Click Play in the Preview window to watch the animation.

In the Legacy animation, objects go into the scene at the first frame of their imported animation.
Mecanim is just the opposite; those objects will go into the scene at their final frame’s position. If
the object has a run or walk behavior and the final frame was at the end of that transform, the object
will be offset to that location when you put it into the scene. The problem comes when you try to

fit a collider to it. The collider will be (and must be) at the start location, making it difficult to get

it properly aligned. To avoid this problem, the final five or so frames of the total animation should
putting the character or object back to its starting position.

In the ZombieBunny’s animation, the last 10 frames are used to return it to its start position, so they
must be cropped from the animation for it to loop properly.

7. Set the End value of the clip to 110.
8. Check Loop Time to set the clip’s wrap mode to loop.

9. Check “Bake Into Pose” for “Root Transform Position (Y)” (Figure 6-9).
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‘Bunny Eat 0.0 110.0
+ -
n Bunny Eat @ =
Length 3.667 30 FPS
IQO:Pol a1 lllzool U lz:(l)ol 1 l3:90| 1 P 1 ldl
Stat 0 | End 110
Loop Time ™
Loop Pose (|
Cycle Offset 0
Root Transform Rotation
Bake Into Pose J
Based Upon (at Start) | Reot Node Rotation ™
Offset 0
Root Transform Position (Y)
Bake Into Pose ™
Based Upon (at Start) | Original B
Offset 0
Root Transform Position (X2Z)
Bake Into Pose ]
Based Upon | Root Node Position $]
> Mask

Figure 6-9. The new clip parameters with Mecanim and a Generic rig

When the transforms are used to move the character through the scene, they are relative
repeats —they are additive. If there is even a small upward movement (the Y direction) in the
animation, the character will start to drift upwards. This setting blocks the Y direction from being
additive. For a jump animation, it would not be checked.

10. Click Apply at the bottom of the panel.

The next part of setting up for Mecanim is done with the object in the scene. Before doing that,
it’s worth looking in the Project view to see what makes up the asset.

1. In the Project view, slide the thumbnail slider to the far left to see icons
instead of thumbnails.

2. Click the arrow to open the ZombieBunny asset in the project view (Figure 6-10).
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Assets » Animated Assets »

SAZombisBunny FBY

Figure 6-10. The contents of the ZombieBunny asset, including the new clip and a ZombieBunny Avatar

The avatar was generated with the Generic Mecanim rig.
3. Drag the ZombieBunny asset into the scene.

4. Inthe Inspector, you will see the Animator component that was also
generated (Figure 6-11).

© Inspector

[ZombieBunny ] [static v

Figure 6-11. The Animator component with the avatar preloaded
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Note the “Apply Root Motion” check box. This specifies whether or not the object’s roots transforms
will be used to move it in the scene.

5. Click Play.

Unlike the Legacy animation, the Mecanim rigs do not animate immediately. For that, you will need
to create an Animator Controller. That is how Mecanim’s state machine is accessed.

6. Stop Play Mode.

7. Inthe Project view, right-click over the Animated Assets folder, and from the
Create menu, select Animator Controller.

8. Name the new Animator Controller Zombie Bunny Controller.
9. Drag it onto the ZombieBunny in the Hierarchy view.

The controller is automatically assigned to the Controller parameter (Figure 6-12).

Scale X1 |1 21

v 35 M Animator @ %=
Controller t&dZombie Bunny Controller (o]
Avatar & ZombieBunnyAvatar (o)
Apply Root Motion ™
Animate Physics L]
Culling Mode | Based On Renderers 4

Add Component

Figure 6-12. The new Animator Controller in the Animator component

Now you can set up the state engine. This one is easy, as it only has one state.
1. Double-click on the Zombie Bunny Controller in the project view.

The Animator view opens in a new tab next to the Scene and Game views (Figure 6-13).
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#8 Animator !
Auto Live Link

Base Layer

> Base Layer

Animated Assets/Zombie Bunny Controller.controller

Figure 6-13. The Animator view of the Mecanim state machine

The controller currently showing is listed at the lower right of the window.

To add a state, you can right-click and choose Add New State, or you can drag a clip directly into
the window. The latter approach sets the name for you and will save a few steps.

2. Drag the Bunny Eat clip into the Animator view.
A default state (it is orange colored) is created, named, and preloaded with the Bunny Eat animation
(Figure 6-14).

#2 Animatar © Inspector

Base Layer | Auts Live Link g Bunny Eat o,
» Base Layer Tag ]
Speed 1 1
Mation HBunny Eat e

Foot IK ]

Mirror: a

Transtiens Solo Mute
List is Empty

Figure 6-14. The default Bunny Eat state

The Speed, 1, denotes the original speed of the clip. A speed of .5 would be half as fast, and 2
would be twice as fast.

3. Click Play, and watch the ZombieBunny in the Game view.
The ZombieBunny will slowly work its way along the walkway, munching as it goes.

4. Select it in the Hierarchy view, and switch back to the Animator view.
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Now you can watch the progress through the animation clip as it loops over and over in the blue
progress bar on the Bunny Eat state (Figure 6-15).

Figure 6-15. The Bunny Eat clip’s progress showing in the state
Before you turn the ZombieBunny into a prefab, he’ll need a collider. You will add more to him later,
but this is a good start.

1. Stop Play mode.

2. Add a Box collider, and size it to fit the character (Figure 6-16).

22 O Inspector | =
Gizmos * | (@Al 4 [ ZombieBunny []static «
»

L W Tag | Untagged _¢| Layer | Default
i} Model | Select | Revert | Open .
¥ .~ Transform &
Position X 0.2685105 Y 0.06192631 2 -6.019755
Rotation X0 Yo Z0
Scale X1 Y1 Z[1
¥ 5 @ Animator @ =
Controller tdZombie Bunny Controller (<]
Avatar | & ZombieBunnyAvatar a
Apply Root Motion
Animate Physics O
'''' Culling Mode | Based On Renderers %]
¥ i ¥ Box Collider (e
Is Trigger -
Material ‘None (Physic Material) (o}
Center X0 Y 0.1994499 Z -0.0572209:
Size X 0.4 Y 0.3955424 Z 0.8855596

[ Add Component ]

Figure 6-16. The ZombieBunny with a collider sized to fit

3. Make a Characters folder in the Prefabs folder in the Project view.
4. Drag the ZombieBunny into the new folder.

The next character is the garden gnome with his various modifications. The ZombieBunny character
has a simple bone system to deform its mesh. If you locate the mesh object in the hierarchy, you
will see that it has a Skinned Mesh Renderer component instead of the regular Mesh Renderer. The
garden gnome, on the other hand, is just a collection of parts, some of which will be animated with
Mecanim, and others though scripting.
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1. Select the GardenGnome in the Animated Assets folder.

2. Spin the Preview window to check him out (Figure 6-17).

Preview

Figure 6-17. The GardenGnome with his “Garden Defender” modifications

3. Inthe Rig section, set “Gnome Motion Root” as the Root Node and click Apply.

4. In the Animations section, in the Preview window, turn the gnome so you can
see the battery from his left side.

5. Click the play button to see the full 270-frame animation.

In the idle behavior, the gnome contraption vibrates as the pulley spins. When he goes forward. the
switch is on and the wheels turn as he moves forward. After a short strafe (a sideways movement),
the gnome’s hat hinges down to reveal a laser device.

6. Set the clips with the following names and Start and End values (Figure 6-18):

thers It iIs defhined as maximum distance/delta deviation allowed in percents

Clips Start End
Gnome idle 0.0 90.0
Gnome travel 95.0 150.0
Gnome strafe 165.0 175.0
Gnome arming 185.0 230.0
Gnome armed 231.0 235.0
_ Gnobe disarming 235.0 270.0
N -

Figure 6-18. The gnome’s animation clip values
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7. Set the Loop Time on for idle, travel, strafe, and armed.
8. Check “Bake Into Pose” for “Root Transform Position (Y)” for all of the clips.

9. Click Apply at the bottom of the Inspector.

The Mecanim State Engine

Now you will create an Animator controller for the gnome and get serious with Mecanim’s powerful
state engine. This time, you will be taking full advantage of the states, transitions, and parameters
that will connect the scripts to the engine to control the character in the scene.

This character has two states he will go between for the time being.

1. Drag the GardenGnome into the Scene view onto the walkway (Figure 6-19).

| Textured | z Gizmos = | (arAll

Figure 6-19. The GardenGnome in the Scene view

2. Select the Animated Assets folder, and create a new Animation Controller in it.

3. Name it Gnhome Controller, and drag it onto the GardenGnome in the
Hierarchy view.

4. Double-click the Gnome Controller in the Project view or from the gnome’s
Animator component to open it in the Animator view.

5. Expand the GardenGnome asset in the Project view, and drag the Gnome
travel and Gnome idle clips into the Animator view in that order.

6. Click Play.
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The gnome does a relative position repeat thanks to Mecanim and heads out of the view instead of
jumping back to the same position every time the clip loops.

Because the travel clip was dropped in first, it became the default clip. The gnome goes right
through the other objects because he does not have a collider. You will get him hooked up so he
can be player-controlled in the game shortly. Let’s go ahead and change the default state to the idle
animation.

7. Right-click over the Gnome idle state control, and choose Set As Default.

8. Click Play again, and switch to the Scene view to get a close view of the
gnome.

This time the gnome vibrates expectantly in place as the pulley spins around.

To see how Mecanim transitions between states, you will have to add a couple of Transitions. You
won'’t really need them for the gnome, but it will be a first look to get an idea about how powerful
Mecanim can be.

1. Stop Play mode.

2. Right-click over the Gnome idle control/label in the Animator view, and
choose Make Transition (Figure 6-20).

'Make Transition

Set As Default

Copy

Create new BlendTree in State
Delete

Figure 6-20. The Make Transition option in the right-click menu

3. Click on the Gnome travel control to finish the transition.

4. Click on “Gnome travel,” and create a transition back to “Gnome idle”
(Figure 6-21).
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== © Inspector i_v.J
Auto Live Link Q Gnome idle 8,
~*  Tag
Speed {1 i |
Motion |E Gnome idle | @
Foot IK |
Mirror -
Transitions Solo Mute

— Base Layer.Gnome idle -> Base Layer.Gnome travel [] [

Gnome idle

Figure 6-21. The states connected by transitions

If you select a state, such as the Gnome idle, you will now see the transition for it listed in the
Inspector. You can rearrange the state controls in the view by dragging them around, and you can
navigate the view by holding the middle mouse button down and moving the mouse. The Any State,
by the way, is for a state that can be reached at any time from any state. A “die” behavior would be a
good example, where, when finished, it could only transition to a “dead” state.

Transitions serve a two-fold purpose. The first is to set up the condition or conditions that must be
met to take the character into the other states. The second is to blend the animation from the current
state smoothly into the target state. Here you have control over the length of the blending between
the two clips.

Mecanim is a very powerful and complex system. It is beyond the scope of this book to cover all of
its features and functionality. There are two very good sample projects on the asset store that are full
of sample Mecanim scenes: Mecanim Example Scenes and Mecanim Locomotion Starter Kit. The
assets are free and a good place to explore Mecanim functionality in depth.

Let’s take a closer look at transitions as you continue to prepare the gnome character.
1. Click on the transition from idle to travel.

The transition line turns light blue to indicate it is selected, and the transition itself shows in the
Inspector (Figure 6-22).
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O Inspector | e
==  Gnome idle -> Gnome travel &,

=== 1 Transition

Transitions Solo Mute ST

- s BT

— w &
== PBase Layer.Gnome idle -> Base Layer.Gnome travel

Conditions

= | Exit Time $] |0.92 0:00 (000.0%)

Figure 6-22. The Gnome idle to Gnome travel transition, including the Preview window

The top section tells you what transition is showing. The next section lets you selectively disable
transitions during testing. The next section tells you what layer you are working in. Layers will allow
you to control parts of the character with totally different clips though the use of masks. If you were
to create a mask for the hinging part of the hat, for example, you could control it independently of
the rest of the body, even though in that clip the character does not have any other animations.

The next section is for the blending of the two clips as they transition from one to the other. Atomic
prevents the transition from being interrupted once started. The timeline shows the time overlap
where one animation is blended with another. This can be adjusted to suit your preference. With the
gnome, the transition is not very apparent. If you looked closely, you would see the switch going up
and the vibrating lessen as the gnome goes forward.

2. Click Play in the Preview window to observe the transition.

The idle transition plays until it is 92% along, at which point it transitions fully into the travel state for
the remainder of its length.

The last section of the transition is where you set the conditions that trigger the transition. As a
default, it uses Exit Time, the length of the clip minus a percentage for the blending of the two clips.

3. Click Play, and watch the gnome.
He idles until that clip ends, and then goes forward until that clip ends, and then idles again, etc.

Typically, one-off animations such as a jump—or for the gnome, the arming and disarming
animations—will use the exit time to automatically put them back to what the character was doing
when they were triggered. Looping animations such as idle, walk, run, and strafe are generally set to
trigger and un-trigger on a parameter change or speed change.
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Speed is useful when a character is being controlled by something other than the player. Typically
this could be an NPC (non-player character) that is run by an Al system. Speed is also useful even
when the player is controlling the character. If the character was taken down a steep slope and the
sliding effect added to the speed, you could transition the character into and out of a run based
solely on its forward velocity. In that scenario, the parameters would represent velocity rather than
input values.

In the last test, you saw how Mecanim uses the motion information on the Root Node object

(that you specified in the Rig section) to transform (in this case move) the character and play the rest
of the objects’ animations. As long as only the base transforms are on the root node object, you can
have Mecanim suppress them and allow the character controller, or other scripts, to manage the
transforms.

1. Select the GardenGnome in the Hierarchy view.
2. In the Animator component, uncheck Apply Root Motion.
3. Click Play.

The character no longer moves forward.

4. Switch to the Animator view, and watch the progress bars loop from one state
to the other.

5. Switch to the Scene view, and zoom in on the character.

You will see that the two clips are still being triggered just as before. The main indicator is the switch
position on the motor. When you finish setting up the character in Chapter 7, you will be using the
First Person Controller to control the main movement, so you will be suppressing the root node
motion that came in with the animations.

6. Stop Play mode.

7. Drag the GardenGnome into the Prefab’s Characters folder.

Humanoids

The driving force behind Mecanim development is humanoid characters. With them, you can take
advantage of Mecanim’s powerful retargeting system by starting with a rigged character and using
a large variety of animation clips. A short, broad character can easily use the same animation as a
tall lanky character. The only caveat is that the animation clips must all come from a character of the
same build.

To qualify as a Humanoid Animation Type, your character must have at least 11 bones and be
roughly humanoid —a bipedal creature with no extra limbs, tails, wings, or other accessories. You
can have the extras, but you would be required to animate them with masks and layers if they
required controls. The character must also be rigged. Rigging is the process of associating a
skeleton, a hierarchy of bones, with a mesh. Each vertex on the mesh is controlled by at least one
bone. The more bones controlling the position of a vertex, the higher the overhead. Unity lets you
select the maximum number of bones allowed to affect a vertex in its Quality Settings.
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If you can create or have access to character models without rigging, you can use Mixamo,

www .mixamo. com,to rig them. At the time of this writing, as long as the character is less than 4,000 faces,
you can have two characters rigged for free. For more information on Mixamo’s rigging service,
please see Appendix A.

For the game, you will have the option to include a scarecrow. He won’t do much, but he will give
you an excellent test case for the Humanoid rig. The character was rigged in Mixamo and is roughly
based on Unity’s “Dude” character, the humanoid that is used on animations that have no mesh of
their own. You will be using some animations from a different character, or rather just an animated
skeleton. It was quickly generated with 3ds Max’s CAT (Character Animation Tools) system.

The Unity Mecanim sample files mentioned earlier in the chapter come with several motion
capture-based files that are free to use in your own projects. If character animation is your specialty,
be aware that the Humanoid rig may not use all of your character’s bones during animation. If that
is a problem, you can drop back to the Generic rig to retain the animation as you created it. In doing
s0, however, you will lose access to the retargeting system.

1. From the Animated Assets folder, select the Scarecrow and check it out in
the Inspector (Figure 6-23).

Figure 6-23. The Scarecrow character

2. Inthe Rig section, select Humanoid for the Animation Type.
3. Click on the newly added Configure button.

You will first be asked if you wish to save the scene, as Mecanim makes use of the Scene view for
the configuring process. You will be able to get back to it after you press the Done button.

4. Agree to saving the scene and also to Applying the settings.


http://www.mixamo.com,to
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The Inspector now shows the character and the bones that have been successfully mapped as
green (Figure 6-24). Objects such as the Chest and Shoulders are optional, as indicated by the
broken circle of dots. For the Scarecrow, the hands are not green but gray, indicating that there are
no finger bones to be assigned.

® Inspector

@ ScarecrowAvatar ,
v

Body

| Head |
| Right Hand |
:: Optional Bone A
¥ Body
(® Hips ' A mixamorig:Hips o
@ Spine A mixamorig: Spine o
i®: Chest | Amixamorig:Spinel [c]
¥ Left Arm
i®: Shoulder | A mixamorig: LeftShoulder | @
@ Upper Arm | A mixamorig: LeftArm | @
(®) Lower Arm | A mixamorig: LeftForeArm | o
(8) Hand Lmixamorig:LeftHand | @
¥ Right Arm
i®: Shoulder ' A mixamorig:RightShoulder | @33
l Mapping 'l Pose 'l ]

| Revert || Apply |[ Done |

Figure 6-24. The Mapping panel; green parts have been successfully mapped

If any of the parts are red instead of green, it means the automapper was not able to find the missing
bones. Bones are identified both by naming conventions and by location in the hierarchy. If you have
to manually assign bones, you can select them in any of the three locations: in the Scene view, in the
Hierarchy view (Figure 6-25), or in the Inspector in the mapping list. At the bottom of the Mapping
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section, you will find the Mapping and Pose drop-downs that may be able to help you if your
character has too much red showing.

.*Scene 8 Animator : = = Hierarchy =
| Textured | | Create = | (G=All 3
Main Camera
Scarecrow(Clone)

¥ mixamorig:Hips
¥ mixamorig:LeftUpLeg
¥ mixamorig:LeftLeg
¥ mixamorig: LeftFoot
¥ mixamorig:LeftToeBase
mixamorig:LeftToe_End
¥ mixamorig:RightUpLeg
¥ mixamorig:RightLeg
¥ mixamorig:RightFoot
¥ mixamorig:RightToeBase
mixamorig:RightToe_End
¥ mixamorig:Spine
¥ mixamorig:Spinel
¥ mixamorig:Spine2
¥ mixamorig:LeftShoulder
¥ mixamorig:LeftArm
¥ mixamorig:LeftForeArm
mixamorig:LeftHand
¥ mixamorig:Neck
¥ mixamorig:Head
mixameorig:HeadTop_End
¥ mixamorig:RightShoulder
¥ mixamorig:RightArm
¥ mixamorig:RightForeArm
mixamorig:RightHand
Scarecrow

Figure 6-25. The skeleton hierarchy in the Scene view and Hierarchy view

Next to the Mapping section is the Muscles section. This is where you can set the limits of the
character’s movement and also adjust the mapping to account for characters of vastly different body
types (short and stocky, tall and thin, extra long legs or arms, etc.).

5. Click the Muscles tab.

6. Try adjusting the sliders in the Muscle Group Preview to see how the
character’s rigging holds up (Figure 6-26).
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Figure 6-26. Tweaking sliders in the Muscle Group Preview

7. Click the Reset All button at the top of the sliders.

The middle section is where you can set the range of movement for the various bones, This may
not be necessary if the animation clips you are using are fairly tame, but if your character is vastly
different from the animation skeleton’s build, you may have to do some adjustments. Let’s limit the
upper arm range.

1. Open the Left Arm, Arm Down-Up setting (Figure 6-27).

Preview |Per-MuscIe Settings

» Body

» Head

¥ Left Arm
—p— » Shoulder Down-Up
e—() » Shoulder Front-Back
—_— ¥ Arm Down-Up

-60 | — W 100

——) » Arm Front-Back
—_—— » Arm Twist In-Out
e p— b Forearm Stretch
e — » Forearm Twist In-Out
e p— » Hand Down-Up

e—) » Hand In-Out
» Left Fingers

» Right Arm

» Right Fingers
> Left Leg

> Right Leg

Figure 6-27. Adjusting the Arm Down-Up range
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Tip If you don’t see the number fields for the range slider, you will have to widen the Inspector.

2. Push the Arm Down/Up Preview slider all the way to the left, and then adjust
the left knob slider to about -44 to move the arm out from the body a bit.

3. Push the Arm Down/Up Preview slider all the way to the right, and then adjust
the right knob slider to about 95 to move the arm away from the hat a bit.

The arm is prevented from going too close to the body and too close to the hat (Figure 6-28).

Preview lPer-Muscle Settings

» Body

» Head
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—_— ¥ Shoulder Down-Up
—— » Shoulder Front-Back
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L s ® e P Arm Twist In-Out
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—( p— ¥ Forearm Twist In-Out
—— » Hand Down-Up
—(y— » Hand In-Out

b Left Fingers

» Right Arm

¥ Right Fingers

o e

Figure 6-28. The limits set for the left arm, down-up

4. Repeat the process for the right arm.

The last section is for adjusting miscellaneous settings. They don’t offer immediate feedback, so you
will have to go back and forth until they are correct.

5. At the bottom of the Inspector, click Apply and Done to get back to the
Rig section.

The Scene view is restored.
6. Click on the Animations Section.

It reports that there is no animation on the Scarecrow. So now you will find some animation to put
on it.

1. Select the SCAnimation asset in the Animated Assets folder.
It has no mesh, so there is no preview.
2. Inthe Rig section, set it to Humanoid.

3. Click Apply.
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The Configure button has a check mark to its left indicating that is was able to auto-map with no
problems.

4. In The Animations section, check out the Preview window (Figure 6-29).

Preview

0:00 (000.0%)

Figure 6-29. The Unity avatar, “Dude,” used to preview the skeleton’s animations

When an animation is imported without a mesh, in the Animations window, the default avatar mesh,
“Dude,” is used to show the animations.

5. Click the Play button to preview the animations.

The idle is pretty boring, the walk is a bit odd (what did you expect for a scarecrow?), the hanging-out
behavior is obviously the one you’ll use in the game, and there’s a half way down jump pose.

6. Set the clips as per Figure 6-30.
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Clips Start End
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Figure 6-30. The animation clips for the SCAnimations asset

With the Humanoid rig, you got a lot of extra goodies. Most noticeable are the loop indicator dots:
green for good loop and red for no loop. In the walk behavior, the XZ will not loop because Z is the
forward direction. Note especially the Z Velocity for the walk clip, 1.151.

7. Set the idle, walk, and hanging out clips to Loop Time.

Loop Pose is useful for motion-capture files where the start and end of the clips must be made to
match up.

8. Set Root Transform Position (Y) to Bake Into Pose for the idle and walk.

There’s one other very nice feature available for Humanoids. If you move the markers for the clips on

the time line, a mini graph appears, helping you identify the looping points on the graph. There again,
this is especially useful for mo-cap data.
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1. Select the SC Walk clip.
2. Move the left time-line marker to the left (Figure 6-31).

E [SC Walk @ 2
Length 7.333 30 FPS
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Mirror -

Average Velocity: (0.010, 0.000, 0.003)
Average Angular ¥ Speed: 0.0 deg/s

» Mask
b Curves
P Events

Figure 6-31. Adjusting the clip time segment

The graphs appear below the transforms so you can see where they will loop. As the marker gets
farther away from the loop time, the dot goes yellow.

3. Set the Start back to 95.
4. Click Apply.

Next you will set the Scarecrow up to use the SCAnimations’s clips.
1. Deactivate the GardenGnome in the Hierarchy view.

2. Drag the Scarecrow into its place.
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At its current scale, this thing won’t scare a ladybug. Fortunately, Unity is very good at adjusting
scale on rigged characters.

3. Select the Scarecrow in the Project view.
4. In the Model section, set the Scale Factor to 0.1 and click Apply.

The Scarecrow is scaled to fit the scene (Figure 6-32).

| #scene | P8 Animator i

Textured :| | RGB :|| 2D | % | <) | Effects |~ Gizmos ~| (arAll

Figure 6-32. The Scarecrow in the scene

Next you will create an Animator controller for the Scarecrow.
1. Create a new Animator controller in the Animated Assets folder.
Name it Scarecrow Controller.
Drag it onto the Scarecrow in the Scene view.
Open the Scarecrow Controller in the Animator view.
Expand the SCAnimation asset in the Project view.
Drag the SC Idle, SC Walk, and SC Hanging Out clips into the Animator view.

Create transitions to and from the idle and walk states.

© N o g B~ w0 D

Click Play, and watch the scarecrow idle and toddle off into the scene using
animations from the other asset.
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Let’s create a very simple script to run the scarecrow with Mecanim. To communicate with the
Animator state machine, you will have to create a parameter inside the Animator first.

1. Inthe lower left of the Animator view, click the + at the right of the
Parameters bar.

2. Select Float for the type (Figure 6-33).

Float
Int

Bool
Trigger

Figure 6-33. The Parameter types

3. Name it Input V (Figure 6-34).

Animated Assets/Scarecrow Controller.controller

Figure 6-34. The new float parameter

4. Select the transition from idle to walk, and set its Conditions to Input V
Greater than 0.1 (Figure 6-35).
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Figure 6-35. The condition for the idle-to-walk transition
The Input value from the Input manager for the vertical or forward goes from 0, no input, to 1, with
the W or up arrow pressed.

5. Select the transition from the walk to the idle, and set its Conditions to Input
V Less than 0.1 (Figure 6-36).

Conditions

= | Input V ) [ Less $) 0.1

L+
Figure 6-36. The condition for the walk-to-idle transition

1. Create a new C# script in the Game Scripts Folder, and name it
SimpleCharacterController.

2. Open the new script in the script editor.

3. Add the following variable under the class definition:
Animator animator; // the Animator component/ state engine
4. Inthe Start function, locate and assign the Animator:

animator = GetComponent<Animator>(); // assign the animator
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5. In the Update function, add the following:

if (animator) {
float v = Input.GetAxis("Vertical");
animator.SetFloat("Input V", v);
print (v); // see what the v input value sent to the animator

}

In this conditional, the code first checks for the existence of the Animator component. It then gets
the current value of the vertical input, the virtual forward key, and assigns it to a variable, v. Using
animator.SetFloat, it assigns that value to the Input V parameter you created in the Animator. The
print line will let you watch to see what the current value of v is as you press and release the forward
and backward keys assigned to the Vertical input.

6. Save the script.
7. Add it to the Scarecrow in the Hierarchy view.

8. Press Play and then press the w or up key to move the scarecrow forward,
watching the console’s output as you do.

The scarecrow walks forward while the key is down (Figure 6-37).

_Maximize on Play _ Stats | Gizmos ~ |

Figure 6-37. The Scarecrow walking away
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To add a little more control, you can make the character go backwards with minimal effort. The Vertical
input generates a -1 when the player presses the s or down arrow keys. To make him go backwards
without a back-up animation, you simply set the [playback] speed of the clip to a negative number.

1. Press the s key or down arrow, and look at the value reported in the console.
Note that the value ramps up and down rather than going directly to 1, 0, or -1.

2. Right-click over the SC Walk state in the Animator view, and select Copy.

3. Right-click again, and select Paste.

4. Rename the new state SC Walk Backward in the Inspector, and set the
Speed to -0.5.

5. Create transitions to and from the backwards and the idle states (Figure 6-38).

O Inspector v |
g 'SC Walk Backward | @ =
Tag | |
Speed -0.5 |
Motion [gOscwalk | ©
Foot IK .
Mirror .
Transitions Solo Mute
— SC Walk Backward -> sC Idle [] []
- |

Figure 6-38. The new backwards state using the SC Walk clip with a negative Speed value

6. Set the transition from idle to backwards to Input V Less than -0.1.
7. Set the transition from backwards to idle to Input V Greater than -0.1.
8. Click Play, and walk the Scarecrow forward and backwards in the scene.

The controls are extremely minimal, but you can now see one means of moving a character with
Mecanim and some animations. To turn the character, you could add an animation with the turn built
into the Root motion, or you could let the mouse do the rotation and send the turning velocity back
to Mecanim. Using a Blend tree, it would time the animation to match the velocity. Although the
functionality is beyond the scope of this book, it is something worth exploring at some point.

Meanwhile, the Scarecrow really doesn’t have to do anything in this scene other than hang around.

1. In the Animator view, right-click over the SC Hanging Out state and select
Set As Default.

2. Press Play.



278 CHAPTER 6: Mecanim and Animation

The Scarecrow is now hard at work in his traditional role. It's a little creepy at the regular speed.
3. Select the SC Hanging Out state, and set its Speed to 0.2.
4. Add a Capsule collider component to fit his body.

5. Add a Box collider as well, and fit the collider to his arms (Figure 6-39).

|| # Scene Animator =
|| | Textured :| | RGB || 2D | % | <) | Effects I~ | Gizmos = (@Al

Figure 6-39. The scarecrow’s colliders

It turns out you can add more than one collider component to an object as long as they are not the
same type.

6. Drag the Scarecrow into the Prefabs, Characters folder in the Project view.

7. Comment out the print line in the script, and save the script.

BlendShapes

With Unity 4.3 came support for BlendShapes, also known as morph targets. Morph targets are

a means of animating the vertex positions without the use of bones. The procedure is to create
several “target” configurations of the mesh and then blend between them to animate the mesh. This
technique is very useful for very organic creatures that have no bone system. It is also used for facial
animation, although the results may be more suited to cartoon characters than those derived from
traditional methods. For the game, you will have a slug character that shoots through the garden
from time to time. The majority of its body animation was created through the use of morph targets
(Figure 6-40).
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Figure 6-40. The slug’s morph targets

1. Select the Slug in the Animated Assets folder.

In the Preview window, the slug looks a bit dingy (Figure 6-41). A better shader will improve things.

Figure 6-41. The imported slug

2. Open the Animated Assets’ Material folder, and locate the Slug material.

3. Change the shader to Unlit/Texture (Figure 6-42).
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Preview

Figure 6-42. The slug with an Unlit/Texture shader to brighten it up

“Unlit” means the material is not affected by scene lighting, which also means it uses less resources.
To continue that savings, you will also turn off Receive Shadows once the slug is in the scene.

4. In the Rig section, select Slug Root for Root Node and click Apply.

5. In the Animations section, set up the clips as follows (Figure 6-43):

Clips Start End
Slug Run 0.0 2200
Slug Hit 230.0 261.0

+ -
n Slug Hit g =

Figure 6-43. The Slug clips

6. Set the Slug Run to Loop Time and Root Transform Position (Y), Bake
Into Pose.
7. Click Play in the Preview window to see the slug’s boneless animation.

If you are still struggling to understand Bake Into Pose, the Slug Hit clip may give you some
enlightenment.
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1. Select the Slug Hit clip.

2. In the Preview window, just to the right of the Speed slider, turn on the
transform gizmo.

3. Click Play in the Preview window.

The Preview window stays focused on the object’s transform root. The slug pops up into the air and
the camera stays focused on it.

4. For Root Transform Position (Y), check Bake Into Pose and click Play again.

This time, the slug jumps up out of sight because the slug’s transform remains on the ground
(Figure 6-44).

Preview

=

0:07 (023.8%)

Figure 6-44. The Slug mesh jumping out of its transform root

The jump part, has been removed from the root node object and baked into the regular animation.
Another way to think about this is to think about a collider. If a collider is added to the root node and
the jump is put on the rest of the animation, the mesh will leave the collider behind during the jump.
If the jump is left on the root node, the root node, along with the mesh and collider, goes upwards
and can interact with other colliders.

So why does one tend to use Bake Into Pose (Y) for most looping poses? The answer is simple.

If there is even a small bit of upward movement, the relative repeat that moves a character forward
(or sideways) would also keep adding to the Y position so that, eventually, the character will be floating
above the ground! If your character slowly turns (and shouldn’t) while in idle or forward motion, you
can bake the Root Transform Rotation. If your character wanders off to the left or right when he should
only move forward, you’re out of luck. The other Transform Position Bake Into Pose lumps forward and
sideways (X and Z) together. It is useful if your character wanders off during an idle.
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5. Leave Root Transform Position (Y), Bake Into Pose checked.
6. Click Apply, and drag the slug into the scene.

At his current size, this thing could be seriously dangerous (Figure 6-45).

| # Scene :
| | Textured ¢ | Q) | Effects = || Gizmos ~| @Al

Figure 6-45. The Slug in scene, at the default size

7. Select the Slug asset in the Project view, and change its Scale Factor to 0.002.

The slug is a more appropriate size for the scene. Now that it has a Mesh Renderer component,
you can see the shapes that the base object can morph or blend into.

1. Select the child Slug in the Slug’s hierarchy in the Hierarchy view (Figure 6-46).
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Figure 6-46. The Slug’s BlendShapes in the Slug’s Mesh Renderer component
2. Try adjusting the BlendShapes values for the various targets—they range
from 0-100.
3. Inthe Scene view, expand the Slug’s hierarchy.
4. Select the child Slug that contains the Skinned Mesh Renderer.
5. Turn off the Cast and Receive Shadows parameters.

Because they are exposed in a component, you could change or animate the BlendShapes in-game.
There are a few systems available to make this easier on the Asset Store. For now you will be using
the imported animations.

1. Create a new Animator Controller, and name it Slug Controller.
2. Expand the Slug Controller in the Project view.

3. Drag Slug Run and Slug Hit into the Animator view in that order. Do not
create transitions between them.

4. Drag the Slug Controller onto the Slug parent object in the Hierarchy view.

5. Add a Box collider component, and size it to fit the slug (Figure 6-47).
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|| # scene
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Figure 6-47. The Slug with Box collider

6. Drag the Slug into the Prefabs’ Characters folder to create a prefab for it.
You will revisit the Slug in Chapter 11 to finish setting it up.
The Animated Assets folder is getting cluttered. Let’s take a moment to get organized.

1. Create a new folder in the Animated Assets folder, and name it
Animator Controllers.

2. Drag the animator controllers into the new folder.

Native Animation

For simple animations, you may prefer to create the clips directly in Unity. Unity has an Animation
editor, where you can create key-frame animation for almost any settable parameter. You may create
animation clips for Humanoid rigs and Legacy rigs, but not Generic rigs.

For your game, when the gnome character blasts a zombie bunny, it will be replaced by a burn-up
replacement mesh. That object will not have a bone system, but to keep from littering the scene with
the “dead replacements,” you will scale the object down to almost nothing before deleting it from
the scene.

1. Create a new folder in the Project view, and name it Animation Clips.
2. Select the ToastedZombie from the Animated Assets folder.

On import, the ToastedZombie was given a Generic Rig even though it had no animation. You will
be creating an animation clip for it, but there is something you must understand about animations.
Animations use absolute values. If an object’s position transform is animated at point A and you
position it to a different location, it will return to point A to animate. You should always parent the
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object to an empty gameObject before you start animating. Children inherit the transforms of their
parents. Their animations are always relative to their parent’s location, so you will be able to position
the parents without disturbing the children’s animations.

3. Drag the ToastedZombie (or the BurntAlien if you are using the AlienHerbavore
instead of the ZombieBunny) into the Scene view.

4. Frame the Scene view to the ToastedZombie.
5. Create an Empty gameObiject, and name it Toasted Zombie Parent.
The new gameObject should be in the same spot as the ToastedZombie (using Center, not Pivot).
6. Drag the ToastedZombie onto the new Toasted Zombie Parent.
7. Select the ToastedZombie.

8. From the Window menu, select Animation (Ctrl + 6) (Figure 6-48).

® Animation |
0 Y, IS . 1 I 1O K=Y 1Y
3 Sample 60

[ Add Curve ]

Dope Sheet | Cunves | | 1 (il

Figure 6-48. The Animation view or editor

9. Inthe Animation editor, click on the Add Curve button.
Because you don’t yet have an animation clip to add a curve to, you are redirected to create one first.
10. Create a new animation clip named Jump Shrink in the Animation Clips folder.

When you have created a clip, its name appears as the selected clip and the list of available
parameters appears to the button’s right. You will not see curves because the view opens to the
Dope Sheet rather than the Curves view. Either can be selected at the bottom of the Animation view.

Rather than manually adding the animation tracks you want one at a time, you can animate
the gameObiject directly in the viewport or from its parameters in the Inspector. The tracks will
automatically be created.

The red Record button should now be active (Figure 6-49).
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® Animation |
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Figure 6-49. The new “curves” showing keys at 0 and 60 (1:00 second) in the Dope Sheet

This animation will be called when the object is instantiated or created, so you will give it a lead time
of 1 second before anything happens so the player can watch the pyrotechnics you will be adding in
the next chapter. Note that Unity uses 60 samples or frames per second for its native animations.

1. Move the time indicator to frame 100, or 1:40 on the timeline.
The current frame number can be found just above the Sample text.

2. Inthe Scene view, select the Toasted Zombie and move it up about a meter.
Keys appears for a Position track at 0 and 1:40.

3. Scrub the time indicator to time 0, and then back to 1:40 to see the animation.

4. At 1:40, in the Inspector, set the Rotation X to 180 so the object is
upside down.

A Rotation track has been added. If you had attempted to use the gizmo to directly rotate the object
in the scene, you would have discovered that the rotation goes onto all three axes because of the
rotation being handled internally as quaternions. If you get unexpected results with rotations, try
typing the numbers into the Inspector, where they are handled as local x, y, and z rotations

[Euler rotation] instead.

5. Now Scale the object down until the x, y, and z gizmo end markers are within
the center gizmo marker.

A Scale track has been added.
6. Drag the time indicator back and forth to see the animation.

The animation looks okay when you drag the time indicator manually, but you need to see it at its
correct rate of speed.

7. Click the Play button next to the red Record button in the Animation view.

The timing is sluggish.
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8. Stop Play mode, and move the top key at frame 0 to frame 60, time 1:00 to
move all of the keys at frame 0 at once.

9. Move the end Position key back to frame 80 (Figure 6-50).

© Animation

| Dopesheet

Figure 6-50. The adjusted keys

If you are familiar with curve editors, you can switch to the Curves view and adjust the curves. As a
default, they are linear, which tends to be rather boring.

1. From the bottom of the view, switch from the Dope Sheet to the Curves
display.

2. Open the Position track, and select the Position.y track.

3. Frame its two keys by selecting the two keys, putting the cursor in the curve
window, and pressing the F key.

4. Right-click to bring up the tangency options (Figure 6-51, left).
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Figure 6-51. The key tangent options (left), and the adjusted curve (right)
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5. Select Both Tangents, Free.

6. Tweak the handles for a fast out (steep) and slow in (flat) curve (Figure 6-51, right).

7. Open the Rotation.x track, move the indicator to 1:40, and type in 750 to

increase the rotation (Figure 6-52).
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Figure 6-52. Increasing rotation

8. Feel free to tweak any of the other curves to improve the animation.

9. Close the Animation view when you are finished; the clip is automatically
saved every time you make a change to it.

A
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0.00291 o
1.07880 o
0.00620 o

Click Play, and watch the results of your efforts.
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The ToastedZombie animation loops when it should be a one-off. Also, you may be wondering why it
is playing at all. The mystery is quickly solved.

1. Stop Play mode.
2.  Open the Animation Clips folder in the Project view.

Inside it you can see the Jump Shrink clip you created, but a ToastedZombie Animator controller
was automatically generated at the same time as the clip!

3. Double-click to see what is in the newly created Animator Controller.
It is no surprise that it is a state for the Jump Shrink clip.
4. Select the Jump Shrink clip.
5. Inthe Inspector, uncheck Loop Time.
Now is a good time to make sure the object can be moved in the scene with no ill effects.
6. Move the Toasted Zombie Parent to a different location in the scene.
7. Click Play.
The ToastedZombie animates correctly from its parent’s new location.

8. Drag the Toasted Zombie Parent (or Burnt Alien Parent) from the Hierarchy
view into the Prefabs’ Characters folder.

9. Save the scene, and save the project.

You will finish setting up the functionality on the characters later in the book, but you should now
have the beginnings of your game off to a good start.

Summary

In this chapter, along with an odd assortment of imported characters, you got your first peek at the
game’s premise. Invaded by voracious zombie bunnies, your mission will be to eradicate the threat
with the help of a repurposed garden gnome statuette. Among the cast of characters, you got to
explore setting up several different animation types.

You began with Legacy animation, the Rig type that works well with mechanical animation where the
object is only asked to animate occasionally. Using the OnTriggerEnter code you learned in Chapter 5,
you set up a set of sensor-activated garden gates. Legacy, you discovered, has an option to Play
Automatically on start-up. You got your first experience with setting up animation clips when the
animation comes in as a single “take.” Using frames to specify individual clips, you learned that Unity
acknowledges the frames per second used when the animation was created. While there was no
particular naming conventions for animation clips, you did learn that it was important to give clips unique
names that identified their source. With the clips in place, you added two simple animation.Play lines
to the script to trigger the appropriate clips. Audio, you discovered, was even easier to add with
audio.Play for sound effects.
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With the Generic Rig type, you got your first look at Mecanim and a basic Animator set up to get
the Zombie Bunny chewing its way through the scene. Mecanim, you discovered, turns clips into
states and was designed especially for looping animations that are always active. Generic rigs, you
discovered, are used for characters with fewer than 11 bones and non-humanoid characters. With
the zombie bunny, you found that to access Mecanim’s state engine, you had to create an Animator
controller. Unlike the process you used for the Legacy animation, you had to set up the Animator
before you could see the character animate in the scene, but for a simple looping animation, it
required no coding.

The second character also used the Generic rig and had no bones at all in its hierarchy. You left the
gnome transitioning between two clips using their “Exit Times” to trigger the states. By designating a
clip as the Default state, you could control the state that was used first. The most important concept
you experienced was that the root node animation, if separated from the rest of the animation,

can be used to move the character about the scene. Root node animation, whether translation or
rotation, you learned, was additive—the character kept moving forward rather than jumping back to
its start point.

With the Scarecrow character, you got a first look at a Humanoid Animation Type rig. Although

the character had no animation of its own, its rigging allowed it to be configured by Mecanim’s
retargeting system, where its bones were identified and you could set up limits for the limbs’ range
of movement. With the Scarecrow prepared, you looked into the SCAnimation object that had no
mesh, but a humanoid skeleton and some animations. With the help of Dude, Unity’s default avatar,
you discovered the extra features to help define the frames for looping animation behaviors. You also
discovered that the velocity of clips could be seen for clips of Humanoid rigs.

With a Humanoid to control, you learned the basics of setting up conditionals using “Parameters,”
which are variables used to communicate with scripts. In the script, you used the values returned by
the virtual Input keys as conditions to trigger the transitions between states.

Returning to a Generic rig for the Slug character, you saw how Unity can use BlendShapes (a.k.a.,
morph targets). By changing the slug’s shader to Unlit, you found you could save a few resources.
The slug also provided a nice example to help understand the concept of Bake Into Pose. You
discovered that the morph shapes reside as parameters on the Skinned Mesh Renderer and can be
adjusted in percents added to the original mesh.

With the last “character,” you got a chance to create your own animations in Unity’s Animation view.
The first thing you learned was that objects with position animations must be parented to an empty
gameObject before you create animation clips for it. Beginning with the Dope Sheet, you learned
how to set keys and adjust the timing of the clip. Switching to the curve editor, you learned how

to manipulate the tangents to fine-tune the animation. Once a clip was created for an object with
the Generic Rig, you discovered that an Animator Controller was generated and the new clip was
automatically added to it.



Chapter

Populating the Game
Environment

Before you can finish setting up the characters, you will have to get the game environment blocked
in and ready for testing. Game flow, how readily the player can move through the game environment
and accomplish tasks or goals, may look good on paper, but once implemented, it might not work
as well as expected. In a larger game, you would probably use proxy geometry and simple primitives
for characters to mock up the relevant features of the environment so you could test the functionality
of the game early on. Even for something as simple as the game you are creating with the book,
much of the early testing was done exclusively with Unity primitive objects (Figure 7-1). As issues
were encountered, workarounds or solutions were developed, often leading to design changes in the
garden structure assets.

Figure 7-1. An early test version of the game using proxy objects
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Design Strategies

As mentioned in Chapter 2, one of the goals to designing a game environment is to be able to hide,
or occlusion cull, objects that are covered up or occluded by other objects, preferably on a large-
scale basis. It’s not by chance that the garden walls are high and the gates fully block the entryway.
Once the layout of the modular pieces of the garden is finished, you will have a fully self-contained
section of the scene. When the character is inside it, you will safely be able to deactivate other
garden modules. For the book’s project, you will start the game in a staging area where the player
can get used to controlling the Gnomatic Garden defender before the game play begins in earnest.

Besides the concept of occlusion culling, there is another issue that comes with a third-person point
of view, and that is camera management. If the game was set in a large open area with nothing
higher than a corn stalk, there would be nothing that the camera could collide with. In the walled
area, every time the character gets near a wall and turns around, the camera will go through the wall.
Besides the visual interruption of the game’s “suspension of disbelief,” it could put the view in a
position to see places that are fully empty of environment.

To avoid the camera issue for most of the garden, the GGD (Gnomatic Garden Defender) is constrained
to the walkways. Paths that do not lead to other garden modules can use the Planter Tower that

blocks the character from getting too close to the wall, or they could use some other device, such as

a wheelbarrow or stack of potting-soil bags, as a logical barrier. While it is easy to drop in an invisible
collider for a barrier, the player is likely to resent having the character’s movement blocked for no
logical reason. Unless, of course, it is part of the game play, in which case there would probably be
some sort of audio or visual effect to go with the character colliding with the barrier.

1. Open the GardenSetUp scene from the previous chapter.
2. Save the scene as GardenLevel1.

Although there is no naming convention used particularly for scenes, keeping the names clear of
spaces will allow you to use the name itself as a value available from a drop-down list later on.

With three scenes cluttering the Project view, now would be a good time to create a folder for them.
3. Create a new folder, and name it Scenes.

4. Move the three scenes into it.

Creating the Environment

You already have almost everything you will require to build your game environment. In this section,
you will start bringing the pieces together and learn how to manage them for more efficiency. To
begin, you will be using the prefabs you have created in the earlier chapters to quickly fabricate your
game environment. Because an environment must be tested for flow before it can truly be called a
game environment, you will have to finish more of the Gnomatic Garden Defender’s functionality so
you can move through the scene as a player. Once the character is mobile in the scene, you will be
able to improve the efficiency of the environment with some basic occlusion culling.
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Utilizing the Prefabs

It is quite typical to put an asset into the scene long enough to get it set up and functioning correctly,
and then create a prefab from it and delete it from the scene. Many objects, such as projectiles, are
created and destroyed on demand throughout the game. Others are reused in different levels. Either
way, when using prefabs, you only have to set them up once.

If you have made changes to any of the scene objects since you created their prefabs, you can
“apply” the changes made to the object to the prefabs or revert the objects back to the prefab’s
configuration. Once you make changes to a prefab in the Project view, all instances of the object,
regardless of scene, will reflect the changes. Let’s test the functionality on the bench. Most garden
benches do not drive themselves around people’s gardens.

1. Open the GardenSetUp scene again by double-clicking on it in the
Scenes folder.

2. Select the StoneGardenBench in the Hierarchy view, and activate it.
3. From the GameObject menu, select Break Prefab Instance.

4. Save the scene.

The lettering is no longer blue (indicating an instance) in the Hierarchy view. The bench will now
retain its functionality in this scene.

1. Open the GardenLevell scene.

The bench’s prefab does not reside in the Prefabs folder with the rest of the imported objects,
S0 you may have trouble locating it.

2. Select the StoneGardenBench in the Hierarchy view and, from the right-click
menu, choose Select Prefab.

The prefab is temporarily highlighted yellow in the Project view.

3. Select the StoneGardenBench prefab in the Project view, and inspect its
components.

4. Select the StoneGardenBench in the Hierarchy view, and note the differences.
5. Inthe Inspector, near the top, press Revert on the Prefab line.

The bench in the Hierarchy view loses the scripts and Rigidbody components that caused it to turn
and head out of the garden. It also becomes active in the scene again.

6. Deactivate the bench in the scene.

7. Inthe Inspector, click Apply at the far right of the Prefab line to update the
prefab in the Project view to match the one in the Hierarchy view.

8. Select the StoneGardenBench in the Project view, and note that it is
now inactive.

9. Reactivate the prefab in the Project view.

The instance of it in the scene is also activated.
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10.

11.
12.

13.

Check the Prefabs folder to make sure that all of the plants, characters, and
structures have prefabs and are up to date.

Delete the characters, plants, and the bench from the scene.

Open the Lightmapping view, and press Clear to delete the Lightmaps
associated with the previous scene.

Save the GardenLevell scene.

In the this section, you will be setting up the garden environment using the prefab modules. Set the
two garden areas up as instructed so the values used later on in the game will be valid. Feel free to
use the modules to set up more custom areas if you wish.

1.

# scene
| Textured

Switch to Default layout or tear off the Scene view to get a nice large window
for it.

Select the Gate Wall Pillar Corner, Planter Tower, Raised Bed Walkway Short,
and Wall.

Use Citrl+D to duplicate them.

Move the new objects over to the other side of the center (honduplicated)
walkway (Figure 7-2).

| € Game. =

:| | RGB 3| |20 % | <) | Effects |- Gizmos = | (G=All

Figure 7-2. The duplicated garden objects
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Although the scene is not yet cluttered with non-mesh objects, you may have noticed the gizmos
associated with the camera, light, and audio components intruding on the view of the scene’s
contents. You may wish to turn them off or adjust their size. Feel free to switch from 3D to 2D if
you prefer them to be a consistent size. You may want to turn the icons off entirely for some of

the components.

5. Click the Gizmos drop-down list on the Scene view’s title bar (Figure 7-3).
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Figure 7-3. The Gizmos drop-down list, where icon visibility and style can be affected

6. Click on the Audio Source, Camera, and Light gizmos to disable them in the

scene for now.

With the icons suppressed in the Scene view, you have a clear view and can begin arranging the

duplicate objects.

1. Move the Pillar Corner, Planter Tower, and Wall to the far side of the other
assets (Figure 7-4).
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| # Scene € Game e o]

Textured :| | RGB +|| 20| % | <) | Effects I~ Gizmos = | (arAll

Figure 7-4. The duplicated pieces before final positioning

2. Set the Scene View display to Textured Wire.

3. Zoom in and select the new Gate Wall, hold the v key down, and position the
cursor over the lower left corner (Figure 7-5).

| # Scene ame
Textured Wire | 3 % | <l | Effects =

Figure 7-5. Using vertex snap
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4. Holding the v key down, move the Wall over until it snaps to the
corresponding vertex on the Gateway.

5. Set the Planter Tower group’s rotation y to 180 degrees.

6. Rotate the new Raised Bed 90 degrees, using vertex snapping if necessary
for final positioning.

7. Using the v key to snap to vertices, snap the various parts of the garden into
position (Figure 7-6).

# Scene € Game -
| Textured Wire :| | RGB #|| 20| % | ) | Effeces = arAll

Gizmos *

Figure 7-6. Half of the garden in place

8. Change the coordinate system to Center/Local.

9. Select all but the two Planter Towers, two Walkway Shorts, and the Walkway
Center.

10. Add the GardenGates Group to the selection.

11. Duplicate and rotate 180 degrees in the viewport while holding the Ctrl (Cmd
on the Mac) key down to enable rotation snap.

Rotation snap may leave a value not quite 180 degrees in the Inspector, but you can manually type
that in to correct any variation. The values will all be changed on a local basis.
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12. Deselect just the duplicate GardenGates object and its children. (It will be in
the CornerGarden group.) It uses the coordinate system it had on import, z
up, and will fall over if included.

13.  With the remainder of the objects still selected, set the Rotation y to 180 degrees.

14. Add the gate back into the selection, and use vertex snap to shap the entire
selection into place (Figure 7-7).

# Scene | € Game

Textured Wire ¢ | RGB 3; 2D | %: | <) . Effects |~ | | Gizmos ~ (erAll

Figure 7-7. The two halves of the garden in place

Next you will be adding a staging area. As you’ve probably realized, you can build a complex of
gardens with walls that will be shared between them, making culling a little trickier.

1. Create a new Empty GameObiject, and name it Staging Area.
2. Select all but the Raised Beds and the objects comprising the connecting walls.

3. Duplicate them, and move them over to make the next enclosure (Figure 7-8).
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# Scene
| Textured Wire % | ) | Effects I=| | Gizmos ~| (@ All

Figure 7-8. The Staging area

Because you will want to be able to turn off the staging area when the character is in the garden, you
have to group the new objects together. Fortunately, you can create a group with your selection.

4. While they remain selected, drag them into the Staging Area group.
5. Agree to Losing the Prefab.

Because the staging area won’t have any vegetable beds, you should find something to prevent the
GGD from getting close to the walls. There is a Unity package in your Chapter 7 Assets folder that
should do the job.

6. Import the custom package, StagingExtras, from the Chapter 7 Assets folder.

7. Drag the StagingExtras prefab from the Prefabs, Structures folder into the
scene (Figure 7-9).
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Figure 7-9. The StagingExtras object

Prefabs come complete with their location in the Project view. If a folder doesn’t exist, one will be
created for the asset or assets.

8. Snap the two objects into position against the walkways.

9. Duplicate the StagingExtra object three times, and rotate and snap them
into position.

10. Set the Scene display back to Textured.

11. From the StoneBench folder, drag the prefabs into the staging area to flesh it
out (Figure 7-10).

K Scene mme =

Textured :| | RGB 8| 20| % | <) | Efects - Gizmos = (GrAll

Figure 7-10. The StagingExtras object (leff), and the staging area, neatly arranged (right)
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12. Drag all of the new additions into the Staging Area.

13. Set all of the StoneBench assets to Static, and update their prefabs by
clicking Apply.

14. Select the Staging Area, and deactivate and reactivate it to make sure all of
the Staging Area objects are handled together.

To fill in all of those blank spaces, you will create a small terrain object. Besides providing a ground
object for the gaps, it will allow you to paint trees and detail meshes to add to the scene. If you wish,
you can add a pond or a mound or two.

1. From the GameObject, Create Other menu, select Terrain.

2. Inthe Terrain’s Terrain component, Terrain Settings section, set it up as
shown in Figure 7-11.

Grass Tint 7
Resolution

Terrain Width 100

Terrain Length 100

Terrain Height 10

Heightmap Resolution 513

Detail Resolution 512

Detail Resolution Per Patch 8

Control Texture Resolution 512

Base Texture Resolution 1024

* Please note that modifying the resolution will clear the heightmap, detail map or
splatmap.

Heightmap

Figure 7-11. The settings for the terrain set up

3. Inthe Paint height section, set the Height to 5 and click Flatten.

4. In the Transforms component, set the Position Y to -5 to compensate for the
flatten height.

5. Move the Terrain over to the garden.

6. Import the TerrainAssets package, but uncheck the assets pertaining to the
Palm tree before clicking Import.

7. In the Paint terrain section From Edit Texture, Add Texture and select the
Grass&Rock texture.

8. Setthe X and Y Size to 5 so the texture size will be smaller on the terrain,
and click Apply (Figure 7-12).
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# Scene € Game

| Textured :| | RGB || 20| % | <) | Effects || Gizmos | (@Al

Figure 7-12. The Terrain with its simple texture

Revisiting the Gnomatic Garden Defender

While you can add and arrange assets to populate an environment, you must test the environment
with at least a proxy version of the game’s character to see how well the character travels. This will
tell you where there are access or distance problems as well as camera issues. It will also set you up
to be able to design an occlusion-culling system.

In the previous chapter, you had the GardenGnome moving forward using the imported animation
to direct the movement. Now that you have a more challenging environment to explore, you will be
turning control of the little gnome over to the player. When you last tinkered with the little fellow, you
had just turned off Apply Root Motion in the Animator component.

With the root transforms deactivated, you will use the First Person Controller component as a quick
means to drive the character around the garden.

1. Drag the GardenGnome prefab into the staging area.
2. Focus in on the GardenGnome.

3. From the Standard Assets folder, Character Controllers, drag the First Person
Controller prefab into the Hierarchy view.

4. Assign the Player tag to it so it will be able to activate the garden gates.

5. From the GameObjects menu, use “Move to View” to position it over the
gnome.



CHAPTER 7: Populating the Game Environment

Delete the Graphics object from its hierarchy.
Select its Main Camera, and rename it Arm Group.
Remove its Audio Listener, Flare Layer, and GUILayer components.

Remove the Camera component.

© © © N o

arrow to expand its hierarchy.

While holding the Alt key down, click the Gnomatic Garden Defender’s down

303

Now you will merge the two objects. The gnome’s Bazooka Arm will be parented to the repurposed
Arm Group. It has the Mouse Look component that will rotate the Bazooka/Potato gun up and down,

just at it previously rotated its Camera component.
1. Change the view to an ortho right view, and toggle off Scene lights.

2. Set the coordinate system to Pivot and Global (Figure 7-13).

ameObject Component V

| »iPivot | @ Global |

Figure 7-13. The coordinate system

3. Locate the Bazooka Arm, and focus the view to it (Figure 7-14).

b CornerGarden

|
Directional light
¥ First Person Controller
Arm Group
b Garden Plants
» GardenGates
¥ GardenGnome
Axel
E

¥ Gnome Motion Root
¥ Gnome
Front Wheel L
Front Wheel Rt
¥ Hat Node
Cap
¥ RayGun Stand
RayGun
Pulley
Switch
Main Camera

> StoneGardenBench

Figure 7-14. The view focused on the Bazooka arm

= Hierarchy | # Scene € Game 8 Animator
| Create ~| (@Al ) | 2D | % | ) | Effects |*| | Gizmeos ~| (@ All
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4. Now select the Arm Group, and use “Move to View” to center it on the
Bazooka Arm.

5. Manually adjust it so it is in about the same place as the arm’s pivot point
(Figure 7-15).

“= Hierarchy l o= | #scene : iy : -
Create ~ | (arAll Textured 2 +|| 20| %t | ) | Effects = | | Gizmos - | (e All

¥ CornerGarden
Directional light
¥ First Person Controller
Arm Group
» Garden Plants
¥ GardenGates
¥ GardenGnome
¥ Gnome Motion Root
¥ Gnome
Axel
Bazooka Arm
Front Wheel L
Front Wheel Rt
¥ Hat Node
Cap
¥ RayGun Stand
RayGun
Pulley
Switch

Main Camera

Figure 7-15. The Arm Group moved to the Bazooka Arm’s pivot point

6. Drag the Bazooka Arm object onto the Arm Group, and agree to losing
the prefab.

7. Drag the GardenGnome onto the First Person Controller.

In order for the Arm group to inherit the extra bouncing movement from the Gnome object, you will
have to move the Arm Group into the Gnome group. Gnome Motion Root only moves the character
around the scene, and it is currently bypassed by Mecanim.

8. In the Hierarchy view, drag the Arm Group onto the Gnome object
(Figure 7-16).
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Figure 7-16. The restructured hierarchy

Before you can test the character, you will need to adjust the First Person Controller’s collider. It
resides in the First Person Controller’s Character Controller component. That component contains a
capsule collider combined with some Rigidbody features.

1. Set the Character Controller’s Height to 1.43 (Figure 7-17).
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© Inspector B s
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Figure 7-17. The adjusted Character Controller

2. In the Character Motor component, set the Forward and Sideways Speed to 2.

3. Set the Backwards Speed to 1.5.

Because the little garden defender’s wheeled platform doesn’t have a jet pack, he shouldn’t be
allowed to jump.

4. Turn off Jumping, Moving Platform, and Sliding.

5. Switch the layout to 2 x 3 or tear off the Scene or game view so you can see
both at the same time.

6. Set the Coordinate system to Local, and select the First Person Controller.

7. Click Play, and try driving the character around using WASD; the up, down, left,
and right arrows; and the mouse to turn and raise and lower the Bazooka Arm.

8. Drive into the garden area, and drive at the raised bed.

The gnome drives up and into the garden beds with ease. Chances are he could do as much
damage as a zombie bunny. You will want to turn the Step Offset down.

1. Stop Play mode.

2. Inthe Character Controller component, set the Step Offset to 0.
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3. Click Play, and try driving to make sure the gnome can’t drive up onto the
raised beds.

4. Deselect the First Person Controller in the Hierarchy view, refocus to the
Game view, and move the mouse to watch the bazooka arm control.

5. Stop Play mode.
6. Rename the First Person Controller to Gnomatic Garden Defender.

7. Drag the new combo character onto the GardenGnome prefab in the Prefab’s
Characters folder.

8. Agree to the “Possible unwanted replacement” warning, and rename the
prefab Gnomatic Garden Defender.

The character’s controls are more in keeping with the environment. There is, however, one obvious
problem. The camera should follow the character as a third person so you will be able to see where
to aim once the weaponry has been activated. Fortunately, there is a script in the Standard Assets
that will work for you.

1. Select the original Main Camera.

From the Component menu, Camera-Control, select Smooth Follow.
Drag the Gnomatic Garden Defender in as its Target.

Set the Distance to 2.8 and the Height to 1.8.

Click Play and test.

Stop Play mode.

N o g k~ w Db

Click Play again, and carefully move the mouse straight up until you can click
out of the Game view.

0

Select the Main Camera.
9. From the GameObject menu, select Align View to Selected.
10. Stop Play mode.

11.  With the Main Camera selected, in the GameObject menu, choose Align With
View.

The camera now starts fairly close to its starting position and orientation when it calculates the
Gnomatic Garden Defender’s location.

Occlusion Culling

Now that you have a couple of distinct areas in your scene and a means to traverse them, you can
consider some occlusion culling. The areas cannot be seen from one to the other except when the
character is going through the gates. Unity Pro includes Umbra’s Occlusion Culling system, rewritten
for Unity 4.3. If you don’t have Pro, you can script your own culling when your environment has
logical culling areas.



308 CHAPTER 7: Populating the Game Environment

In the current set up, you will use colliders to turn the two areas off and on at either side of the gate.
Because the gate walls can be common to multiple areas, you will begin by putting them in their own
groups.

1. Create 3 Empty gameObijects, and name them Common Wall 1, Common
Wall 2, and Common Wall 3.

Although the order doesn’t really matter, let’s consider Common Wall 1 to be the far side of the
Staging Area, Common Wall 2 to be the wall between the garden and staging area, and Common
Wall 3 to be the far side of the garden.

2. In atop view, position the empty gameObjects with their future contents.

3. For each gate wall, select the Garden Gates, Gateway, Raised Walkway, and
the two Pillar Corners and Gate Wallls.

4. Put them into the appropriate group (Figure 7-18).

# scene € Game ~
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Figure 7-18. Common Wall 2 selected

5. Rename CornerGarden to Garden 1.

Occluder Logic

The logic and layout is simple, but you may have to go through it in your head a few times to
reassure yourself that it will work. There will be two colliders on either side of each gateway. They
will be set to Is Trigger. As you approach a gateway and go through the outer collider, the area on the
other side will be deactivated. (It is already deactivated at this point.) When you go through the inner
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collider, it will be activated. Next, you go through the collider that opens and closes the gates. You
then go through the inner occlusion collider on the other side. The area you just left is turned on
(it has remained on), and as you go through the outer collider, it is turned off (Figure 7-19).

B area A off
area A on

A

Figure 7-19. An Area/Door/Area occlusion scheme

Arrays and Looping

With the script, you will be introduced to a new concept, that of arrays. Arrays are a means of storing
multiple objects. In C#, the contents must all be of the same type. To perform your occlusion culling,
you will be activating and deactivating the various areas and walls. A deactivated gameObject
cannot be “found” with GameObject.Find(<object name>), so it must be identified to the script
before the Start function, where you typically set the active state of an object. Because each
instance of the script will have to turn different gameObjects off and on, you will keep a list of the
objects to be turned on and a list of objects to be turned off.

1. Create a Cube, 2 x 2.5 x 0.5, about a meter in front of Common Wall 2 on the
garden side (Figure 7-20).
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Figure 7-20. The occlusion trigger

6.
7.

Name it Occluder, and check Is Trigger on its collider.

Create a new C# Script in the Game Scripts folder, and name it
OcclusionManager.

Open the script.

Beneath the class declaration, create the following variables:

public bool state; //active state to put the array elements into
public GameObject[] newArea; // array for the other side of the gate

Save the script, and put it on the Occlusion object.

In the Inspector, open the New Area array.

The New Area array will include Common Wall 1 and the Staging Area, the objects on the other side
of the wall. So its Size will be 2.

8.
9.

Set the array Size to 2.

Drag the appropriate gameObijects into the array elements (Figure 7-21).
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Figure 7-21. The New Area array

The code will use the same OnTriggerEnter function that you used for the SensorDoors script,
including the check for the “Player” tag. Anything that can trigger the doors also must trigger the
occlusion culling.

1. Open the SensorDoors script, and copy the OnTriggerEnter function.
2. Paste it into the OcclusionManager script in the same location.

3. Delete the animation and audio lines, and clear the comments above the
function.

Inside the function, you will iterate through the array, setting the objects to active or inactive. The
difference between the inner and outer colliders will be the state that the array elements are put into.

To iterate through an array, you have a couple of options. Arrays must have their size declared before
they can be used. By making this one public and filling it out in the Inspector, you have met this
requirement. Because their size must be declared and cannot change during runtime, arrays have a
length parameter. Knowing that, you can iterate through them with a for loop. To test the code, you
will have it print out the contents of the array from the Start function.

4. Inside the Start function, add the following:

for (int i = 0; i < newArea.length; i++) {
print (newArea [i].name); // print the name of element number i

}

Note the capital L on Length. The for loop iterates through an array by element number, a temporary
int type variable named 1i in this example, as long as i is less than the length of the array. Arrays
always start at 0, so the last element number is 1 less than the length. The counter, i, is incremented
by 1 (i++) after whatever is inside the curly brackets is evaluated. The for loop is especially useful
when you don’t want to go through the entire array or when you require the element number for a
particular operation.

5. Save the script, and click Play.

The contents of the New Area array are printed in the console (Figure 7-22).



312 CHAPTER 7: Populating the Game Environment

[l Console
I Cllarl 1 Collapse J Clear on Playl Error Pause

Common Wall 3
UnityEngine.MonoBehaviour:print(Object)

Garden 1
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Figure 7-22. The contents of the New Area array on Occluder

A more abbreviated way to iterate through an array is the foreach loop. Because foreach loops do
not require a length to know when to stop, they have the advantage of being able to iterate through
lists. Lists are a close relative of arrays. Unlike arrays, you cannot get their length, but their length
can be dynamically changed during run time. Let’s get the contents of the newArea array with the
foreach loop.

6. Below the closing curly bracket for the for loop, add the following:
print (""); // do a carriage return

foreach(GameObject theElement in newArea) {
print (theElement.name); // print the name of the current element
}

7. Save the script, and click Play.

The results are the same. The foreach loop goes through the array, assigning each to a temporary
variable of type GameObject, prints its name, and continues going through the array until it has
come to the end of the array. The foreach is perfect for doing something to each element in an array.
Let’s use the foreach loop to change the active state on the array elements.

8. Delete or comment out the contents of the Start function.

9. Add the following to the OnTriggerEnter function, inside the if clause:

foreach(GameObject theElement in newArea) {
theElement.SetActive(state); // set the object's active parameter to state
}

The SetActive function or method will set the object and all of its children on or off according to
whether you use true or false as its argument.

10. Save the script.
You will require four occluder triggers for each gate, so this will be a good candidate for a prefab.
1. In the Prefabs folder, create a new folder and name it Misc.

2. Drop the Occluder object into the new folder.
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Rename Occluder in the Hierarchy to Occluder 2a Off.
Duplicate the Occluder 2a Off object, and name it Occluder 2a On.

Turn its State on by checking it in the Inspector.

o g ~ ©»

Move the Occluder 2a Off object back away from the gateway.
Before you can test the new code, you must make occluder objects for the other side of the gate.

1. Duplicate the two occluder objects, and move them to the other side of the
gate, putting the On version close to the gate and the Off version farther from it.

You may have to adjust the spacing if you back through the gateway, and the area disappears before
the doors have finished closing.

2.  Name them Occluder 2b On and Occluder 2b Off (Figure 7-23).

# Scene |
| | Textured +| RGB +|| 20| ¢ | ) | Effects |~ || Gizmos | (@Al

s Occluder 2a Off
Em Occluder 2a On

“ Ocecluder 2b.On
BN Occluder 2b Off .

Figure 7-23. The occluder boxes

3. Change the “b” versions’ New Area array element assignments as per
Figure 7-24.
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Figure 7-24. The contents of the New Area array on Occluder 2b On

Tip If your naming has gotten muddled, don’t worry. The main thing to remember is that the trigger objects
on one side of the wall always control the visibility of the objects on the other side of the wall. The trigger
closest to the door always turns things on, and the one furthest away always turns things off.

4. Disable the Mesh Renderer component on the Occluder prefab in the
Hierarchy view.

To test the occluders, you will require something to drive through the gate. It’s time to bring the GGD
back into the scene.

1. Click Play, and drive the Gnomatic Garden Defender backwards and forward
through the gate.

The areas disappear and reappear as the Gnomatic Garden Defender goes through the gateway
(Figure 7-25).

Figure 7-25. The occlusion system in action
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It would be nice to see if you can turn off the garden area before the game starts to see if the
deactivated objects will continue to function properly.

2. Deactivate the Common Wall 3 and the Garden 1 objects in the Inspector.
3. Click Play, and drive the GGD back and forth through the gate.

The objects continue to work as expected. The problem is that it will be difficult to work on the
scene with half of it hidden. A better solution is to turn the objects off in the Start function.

4. Reactivate the Common Wall 3 and the Garden 1 objects.
5. Create a new C# Script in the Game Scripts folder, and name it HideAtStart.

6. Inits Start function, add the following:

gameObject.SetActive(false); //deactivate the object this script is on

7. Save the script, and drop it on the Common Wall 3 and the Garden 1 objects.
8. Click Play, and test the new functionality.

The objects disappear on startup and reappear when you exit Play mode. Feel free to set up the
other GardenGates for occlusion culling or disable the box collider that opens the doors.

Game Functionality

With the static part of the environment working well, you can concentrate on the dynamic elements.
The most obvious is the main character, the Gnomatic Garden Defender. The drawback to using
objects that can occlude sections of the environment is that third-person cameras will usually go
through them at some point, as you probably noticed as you drove the d back and forth.

You will also be adding the protagonists of the story as well as fleshing out the environment with the
help of a few more scripts.

Camera Refinements

You probably noticed that the third-person camera is fine until the Gnomatic Garden Defender

goes through the gateway. At that point, it clips the top of the Gateway. One solution is to change
Distance and Height values on the Smooth Follow component when the Gnomatic Garden Defender
triggers the gates. It’s a bit abrupt, but it is a simple solution. The first thing to do is get access to the
Camera’s SmoothFollow component.

1. Open the SensorDoors script.

2. Add the following variable below the existing ones:

public SmoothFollow follow; // the camera' SmoothFollow script
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3. Inthe OnTriggerEnter function below the if function, add

follow.distance = 1.15f; // change the SmoothFollow distance
follow.height = 0.5f; // change the SmoothFollow height

4. Inthe OnTriggerExit function below the if function, add

follow.distance = 2.8f; // revert the SmoothFollow distance
follow.height = 1.8f; // revert the SmoothFollow height
5. Save the script.

6. Select Common Wall 2’s GardenGates object, and drag the Main Camera
onto the Follow parameter.

7. Click Play, and test the new functionality.

It’s an improvement, but you would have more control if you could adjust the camera relative to how
close the gnome was to the gate. The closer the gnome is to the gateway, the closer to the gnome
the camera should be. While this solution also has some “gotchas,” it will give you a chance to try
another extremely useful bit of scripting, the Distance() function.

1. Comment out or delete the follow lines you added to the SensorDoors script
(including the variable declaration).

2. Save the script.
3. Create a new C# Script in the Game Scripts, and name it DistanceDetector.

The Distance() function can use Vector2, Vector3, and Vector4 data to calculate distance. Vector2 is
(x,y), Vector3 is (x,y,2), and Vector4 is (x,y,z,w). Color, a 3 or 4 part struct, can be (r,g,b) or (r,g,b,a). For
the gateway, the Vector2 variety will give better results, as it can ignore the distance from the ground.

4. Just below the class declaration, add the following variables:

public Transform targetTransform; // the gnome's transform
public Transform theCamera; // the camera's transform
Vector2 source; // the gateway

Vector2 target; // the gnome

Using a Vector2 means you will have to assign the x and z values from the transform manually.
5. Inthe Start function, add the following:

// assign the x and z position to the source var
source = new Vector2(transform.position.x,transform.position.z);

A Struct, or structure, is a value type that is typically used to encapsulate small groups of related
variables. To access the elements of the struct, one uses dot notation.

The target, the Gnomatic Garden Defender, because it may be moving, must be updated every
frame. To begin with, you will have the distance printed out in the console.
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6. In the Update function, add the following:

// update the target's location
target = new Vector2(targetTransform.position.x,targetTransform.position.z);
// get the distance between the target and source
float dist = Vector3.Distance(source, target);
print (dist);
7. Save the script, and add it to the Common Wall 2’s GardenGates object.
8. Drag the Gnomatic Garden Defender onto its Target Transform parameter.
9. Drag the Main Camera onto its Camera parameter.

10. Click Play, and watch the distance in the console as you drive back and forth
through the gateway.

The distance should be at about 0 when the gnome goes through the doors (Figure 7-26).
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Figure 7-26. Almost at doors, distance nearing 0

Before you go any farther, there is a logic problem to solve. The camera is currently controlled by the
SmoothFollow script. A solution is to link the camera to a dummy object that has the SmoothFollow so
that the camera distance can always be adjusted relative to the dummy’s position. While this sounds
like a painful adjustment, because of Unity’s component architecture, it will actually be quick and easy.

1. Duplicate the Main Camera, and drag one onto the other.
2. Name the parent Main Camera Target.

3. Remove its Camera, Audio Listener, GUILayer, and Flare Layer components.
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4. Select the child, Main Camera, remove its Smooth Follow component, and
set its tag to Untagged.

5. Look at Main Camera’s Transforms.

When Main Camera was parented, its transforms were all set to 0 because transforms in the
Inspector are always “local.” When an object has a parent, its transforms are relative to its parent.
Because they were just duplicated, the offsets between the parent (with the SmoothFollow
component) and child (with the Camera component) are all 0.

6. Inthe Garden Gates’ Distance Detector component, assign the Main Camera
as its The Camera parameter.

7. Click Play, and test to make sure the camera works as it did before the
changeover.

The results should be the same, but now the object with the camera component can be moved
independently of the object that is used to calculate the distance. You will be setting its local z, or
forward direction, to an offset derived from the distance between the gnome and the Gateway center.

Logically, you only want to adjust the camera’s position when it is close to the gateway, without letting
it get too close to the character. A range of 3.0 to 1.0 is a good starting point. When the gnome gets
within 3.0 meters of the center of the gateway, the camera will start getting closer to the character.
When the gnome is 1 meter from the gateway center, the camera will not be able to get any closer to
the gnome. Let’s add a condition for the range and watch the printouts to see if it looks okay.

1. Change the print statement so it is wrapped in conditional as follows:

if (dist < 3.0f 8& dist > 0.5f) {
print (dist);

else print (""); // clear the status line

2. Save the script, and test to make sure the values reported are always within
the stipulated range.

You could get fancy with the distance calculations, but in this script you will just use the total range
minus the current range. For example, when the gnome is 2 meters from the gateway’s center, the
camera will be 3.0 - 2.0, or 1.5 closer to the gnome on its local Z, or forward, direction. At 1 meter
away, the camera will be 2.5 meters closer to the gnome than its base distance.

3. Replace the print statement with the following:

Vector3 pos = theCamera.transform.localPosition; // make a variable to hold the current
local position of the camera

pos.z = 3.0f - dist; // assign the inverse of the distance to the z part of the temporary
variable

theCamera.transform.localPosition = pos; // assign the new position

4. Comment out the else line.

5. Save the script, and test the new code.
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This time the camera sucks down to the character as you head through the gate (Figure 7-27) and
comes back up as you leave it behind. You could get some clipping if you turn the character in
the center of the gate, especially if the character is off to one side. To avoid it, you could tighten
the minimum distance, add colliders that would funnel the character to the center, increase the
character’s collider while in the gateway, or even prevent the character from turning while in the
gateway. Because it is far too easy to get bogged down in details early in a game’s development,
you will be leaving it as is.
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Figure 7-27. The camera moved close to the character as he passed through the gateway

Even if you have disabled the door functionality to prevent the Gnomatic Garden Defender from
leaving the compound completely, you will want the camera to avoid intersecting the gateway
structures and doors when the character is too close to them.

1. Right-click over the Distance Detector component, and select Copy
Component.

2. Select one of the other GardenGate objects.

3. Right-click over any of its component labels, and select “Paste Component
as New.”

4. Repeat for the other GardenGates object.
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Adding the Zombie Bunnies

The Gnomatic Garden Defender’s main task will be to obliterate the ravening hoards of zombie bunnies
from your garden. To make things interesting, you will be dropping the varmints randomly around

the garden in random numbers and adding to the population at random times. In case you haven’t
guessed yet, the key word here is “random.” Randomness is a staple of most games, but especially
casual games that are meant to be played over and over as the player refines his skill and cunning.

In this game, you will drop the zombie bunnies slightly off the ground and let them fall into place.
Occasionally, they may end up on head or tail, but the absurdity actually adds to the game, so you
will let them land at will. Let’s begin by instantiating, or creating, one of the critters in the garden area
during runtime. The trick to instantiation is that you are not creating everything from scratch, you are
re-creating existing prefabs.

1.
2.

4.

Create a new C# Script, and name it SpawnBunnies.

Add the following variable under the class declaration:

public GameObject zombieBunny; // the zombieBunny prefab

In the Start function, instantiate the prefab:

Instantiate (zombieBunny); // create a new zombie bunny prefab in the scene

Save the script.

Before you can test the script, you will have to put it on an object in the scene. You will be defining
an area where the zombie bunnies can be instantiated, but you will want to keep the script
abstracted from any particular garden in case you eventually have multiple gardens or levels.

5.
6.
7.

Create a new Empty GameObject, and name it Zombie Spawn Manager.
Add the SpawnBunnies script to it.

Drag the ZombieBunny prefab from the Prefabs’ Characters folder in the
Project view to the Zombie Spawn Manager’s Spawn Bunnies component’s
Zombie Bunny parameter.

Move the Gnomatic Garden Defender into the garden area, and disable the
Hide At Start component on the Garden 1 and Common Wall 3.

Click Play, and look around the garden to find the new instantiated zombie
bunny.

The zombie bunny is instantiated in the scene at the last position he was in when you created or
updated his prefab (Figure 7-28).
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Figure 7-28. The instantiated zombie bunny

Investigating Instantiation

Many functions can be “overloaded,” that is they can take different arguments. When you use the
Instantiate function with only the prefab to be instantiated in it, it will use the transform stored on the
prefab to position and orient it. But this function can also set the new object at a specified location
and orientation.

B Do a search for GameObiject.Instantiate in the Scripting Reference.

You will see that it shows both argument options or overloads (Figure 7-29).
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Object.Instantiate

static Object Instantiate(Object original, Vector3 position, Quaternion rotation);
static Object Instantiate(Object original),

Parameters

original An existing object that you want to make a copy of.
position Position for the new object.

rotation Orientation of the new object.

Description

Clones the object original and returns the clone.
Figure 7-29. The Instantiate function options
This is where you will make use of a “Zombie Zone” to come up with a random location and

orientation for the critters. You could hard-code the location, of course, but set up will be easier and
more flexible if you create a bounding box from which to pull the location and dimensions.

1. Create a cube in the garden area, and name it Zombie Zone.
2. Setits collider to Is Trigger.

3. Turn off its Mesh Renderer, and scale it to cover the inside garden area, just
inside the walls (Figure 7-30).

Figure 7-30. The Zombie Zone

The height doesn’t matter, as you will only be using its x and z dimensions.
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4. In the SpawnBunnies script, add the following new variable declarations:

public Transform currentZone; // the drop zone

float minX; // variables to hold the object's bounding box location
float maxX;

float minZ;

float maxZ;

Rather than calculate the corner locations manually, you can let Unity do the math in the Start
function. This has the added advantage of being able to clone the zone, move it, or resize it at will.

5. Add the following in the Start function above the Instantiate line to
calculate the bounds:

minX = currentZone. position.x - currentZone. localScale.x/2;
maxX = currentZone. position.x + currentZone. localScale.x/2;
minZ = currentZone. position.z - currentZone. localScale.z/2;
maxZ = currentZone. position.z + currentZone. localScale.z/2;

Because you defined the currentZone variable as a Transform, you need only add .position instead
of transform.position when accessing its x and z values.

Randomization

To make use of the data, you will use Random.Range() to choose the locations to spawn the varmints.
To set the location, you will construct a new Vector3 to hold the x, y, and z values. For y you will use
1.0 so the prefab can drop and settle.

1. Change the Instantiate line as follows:

// create a new zombie bunny prefab in the scene
Instantiate(zombieBunny, new Vector3(Random.Range(minX,maxX), 1.0f, Random.
Range(minZ,maxZ)), Quaternion.identity);

Quaternion.identity means that the object will have no rotation, it will be perfectly aligned with the
world or parent axes, which all have rotation values at 0.

When using Random.Range with integers, the max number is exclusive. That means it will not use the
maximum range number when generating. This is useful if you are randomizing anything in an array
where the element numbers start at 0 and the last element number is 1 less than the array Length.
For floats, the maximum number is inclusive. It can be one (or more) of the generated numbers.
One thing to be aware of is that random numbers may occur more than once in a list generated by
Random.Range. In case of the zombie bunnies, dropping them with the physics’ rigid body will deal
with any duplicate locations.

Before you test the new additions to the script, you will have to make a change to the zombie bunny
prefab. To drop and settle, the zombie bunny will require a Rigidbody component.

2. Add a Rigidbody component to the zombie bunny prefab in the Project view.

3. Save the script.
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4. Assign the Zombie Zone object to the Current Zone parameter.

5. Click Play several times to see the random locations each time the prefab is
instantiated.

If you are having trouble locating the object in the scene, it will be named ZombieBunny(Clone) in
the Hierarchy view. You can click on it in the Hierarchy view to help locate it (Figure 7-31). You will be
randomizing its rotation later on.

¥ Main Camera Target
Main Camera
Occluder 2a Off
Occluder 2a On
Occluder 2b Off
Occluder 2b On
b Staging Area
Terrain
ZombieBunny(Clone) I
ZombieZone

Figure 7-31. The clone showing in the scene and Hierarchy view
With the location randomization working, let’s see about adding more critters to the scene. But first,
since you will be populating gardens at different times, let’s see about putting it in its own function.

1. Create a new function below the Update function:

void PopulateGardenBunnies (int count) {

}

By having it take an argument, count, you can use it to populate gardens of different sizes
or difficulties.

2. Move the Instantiate lines from the Start function, and add them to the new
function.

3. Add a new variable to allow the difficulty to be changed more easily:

int litterSize = 10; // max base number of zombie bunnies to instantiate

4. Inthe Start function, after the min/max assignments, call your newly created
function and pass it an argument using the litterSize variable, 10 in this case:

PopulateGardenBunnies (litterSize);
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Next you will use the count number to generate some bunnies. You've used a foreach loop to
manage the areas in your OcclusionManager script, but this time you have no pre-existing arrays to
iterate through. You just want to do something a finite number of times, so you will use a standard
for loop.

5. Wrap the Instantiate code as follows:

for (int 1 = 0; i < count; i++) {

// create new zombie bunny prefabs in the scene

Instantiate(zombieBunny, new Vector3(Random.Range(minX,maxX), 1.0f, Random.
Range(minZ,maxZ)), Quaternion.identity);

}

6. Save the script, and press Play.

The ravening hoard creeps slowly forward (Figure 7-32).

Figure 7-32. The randomly placed zombie bunnies creeping slowly forward through the garden

You may have noticed that with the addition of the Rigidbody component, the zombie bunnies are no
longer as mobile as they originally were. You could decrease their Mass and Angular Drag, but the
result would not quite be the same. In this case, if they were to continue moving at their animated
pace, many would just end up clustered around the edges of the garden. As zombies aren’t terribly
mobile at the best of times, the reduced forward momentum is more of a bonus than a hindrance.

Let’s get some more practice with random numbers. Because you never know how many zombie
bunnies might be devouring your garden, it would be fun to populate it with a random number based
on the number that was passed in, count. A good range might be 3/4 of the count to a full count.



326 CHAPTER 7: Populating the Game Environment

7. At the top of the PopulateGardenBunnies() function, add the following:

count = Random.Range(count*3/4,count +1); // randomize the count number
print("zombie Bunnies = " + count);

8. Setthe litterSize value to 8.

9. Inthe Start function, change the call to PopulateBunnies as follows:

int templitterSize = litterSize * 3; // increased for first drop only
PopulateGardenBunnies (tempLitterSize); // create new zombie bunny prefabs in the scene

Setting a temporary variable based on the normal litter size keeps the variables that would have to
be changed to a minimum if you were going to adjust the difficulty of the game at a later stage. This
way, you will get a higher number of zombie bunnies the first time the garden is populated.

10. Click Play a few times to see the adjusted count in the console and in the
scene.

With more critters in the scene, it’s time to change a few things. If you want to change things that
can’t be set directly in the Instantiate method, you will need a means of identifying the clone right
after it was created. If you look back to the description of Instantiate, you will see that it “returns” a
value, the instantiated prefab of type GameObject. That means you can assign the new prefab as a
value to a new variable of the same type.

11. Preface the Instantiate line with the following:
GameObject zBunny = (GameObject)

The instantiated object has to be cast as a GameObject before you can assign it to a type
GameObject.

12. Add the following after the Instantiate line:

Vector3 rot = zBunny.transform.localEulerAngles; // make a variable to hold the current
local Euler (x,y,z) rotation

rot.y = Random.Range(1,361); // assign a random rotation to the y part of the temporary
variable

zBunny.transform.localEulerAngles = rot; // assign the new rotation

13. Save the script, and click Play.

The critters are nicely random in their orientation (Figure 7-33).
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Figure 7-33. The critters randomly overrunning the garden

Now the main problem appears to be that they all start the animation clip at the same place. Let’s
see about randomizing that as well. The clip length is referred to as a unit size, so 1 is 100% of the
animation clip. You will require access to each individual clone’s Animator component and will get it
on the fly.

14. Beneath the rotation code, add the following:

// randomize the animation clip starting point zBunny.GetComponent<Animator>().
Play("Bunny Eat", 0, Random.Range(0.0f,1.0f));

Here you are accessing the Animator component, referring to its Bunny Eat state/clip on the base
layer, 0, and choosing a random place on its (normalized) timeline to start the animation clip.

15. Save the script, and click Play.

Now the zombie bunnies happily overrun the garden in a much more random state. But wait, there’s
more...

Coroutines as Timers

Everyone knows rabbits are famous for their rapid rate of reproduction. Part of the challenge

of the game will be to destroy the zombie hoard before it can reproduce beyond the Gnomatic
Garden Defender ‘s ability to stop it. As you probably guessed, the number of zombie bunnies
added each time will be random within a small range. This is the beauty of having created the
PopulateGardenBunnies() function to take a count as an argument. Here’s the new part; this time,
you will create a timer that, yes, you guessed it, randomly calls the PopulateGardenBunnies ()
function to add to the current zombie bunny population.
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This timer is very simple. It doesn’t require any GUI printout, so for it, you will use a yield. Using
yield in C# is a lot more complicated than in JavaScript, but it is a very handy thing to know how
to do. Yield sets a pause before the lines of code following it are evaluated. Most code is evaluated
in a linear fashion: b follows a, ¢ follows b, etc. A coroutine does not pause the evaluation of the
functions; it merely delays what happens after the time has elapsed, by running in conjunction with
the rest of the code until it has finished. To call it from any function, you must use StartCoroutine().
The function it calls from there is an iEnumerator. You will let the Gnomatic Garden Defender do

his job for 25-30 seconds before the zombie bunnies start multiplying. Once they start multiplying,
they will multiply every 10-15 seconds thereafter. In case you are wondering if there will be any way
to stop the ravening hoards from reproducing and overrunning the garden and the world, you will
create a flag, canReproduce, that will be able to stop the vicious cycle!

1. Create a new variable to store the rate of reproduction:

float reproRate = 12f; // base time before respawning

2. In the Start function, after the call to PopulateGardenBunnies, add the
following:

float tempRate = reproRate * 2; // allow extra time before the first drop
StartCoroutine(StartReproducing(tempRate)); // start the first timer; pass in reproRate
seconds

The first respawn is longer to give the player time to settle in. It uses a temporary variable, local to
the Start function, derived from the regular reproduction rate. It may seem like a lot of extra work to
add variables instead of hard-coding numbers, but if you wanted to make things easier or harder for
the player, just as with the 1itterSize, you would have to change the reproRate in only one place.

3. And now create the StartReproducing() iEnumerator (a different kind of
function):

IEnumerator StartReproducing(float minTime) {
// wait for this much time before going on
float adjustedTime = Random.Range(minTime, minTime + 5f);
yield return new WaitForSeconds(adjustedTime);
// having waited, make more zombie bunnies
PopulateGardenBunnies (litterSize);
//and start the coroutine again to minTime, but only if there are enough left to reproduce...
if (canReproduce) StartCoroutine(StartReproducing(reproRate));
}

4. Up with the variable declarations, add the flag to control the reproduction:
bool canReproduce = true; // flag to control reproduction of zombie bunnies

5. Save the script.
6. Click Play, and sit back and watch the show.

The zombie bunnies quickly overrun the garden (Figure 7-34).
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Figure 7-34. The ravening hoards overrunning the garden

It would be fun to stress out the player by triggering an audio cue that the zombie bunnies are about
to multiply. Because you calculated the random number before it was fed into the for loop, you can
delay the reproducing by a few seconds to give the audio cue.

1. Change the yield return new WaitForSeconds(adjustedTime) line to:

yield return new WaitForSeconds(adjustedTime-3f); // pause 3 seconds before time's up
audio.Play(); // play the sound effect that signals the repro populating
yield return new WaitForSeconds(3f); // finish the adjusted time

2. Save the script.

3. From Components, Audio, add an AudioSource component to the Zombie
Spawn Manager object.

4. Set its Volume Rolloff to Linear Rolloff.
5. Uncheck “Play on Awake.”
6. From the Sound FX folder, load the Stork audio clip in as its default clip.

Storks communicate by using a lot of beak clacking. This will tell the player that a new batch of
zombie bunnies are about to be deposited in the garden.

7. Click Play, and listen for the stork heralding the arrival of more zombie
bunnies.

It would also be useful to know the current number of zombie bunnies...to put more pressure on the
player! Let’s create a variable to keep count. In Chapter 9, you will incorporate the count in the GUI.
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1. Create a new variable with the other variables:
int currentBunCount = 0; // current number of zombie bunnies

To be able to add all of those random amounts, you need only track the PopulateGardenBunnies
function.

2. Inthe PopulateGardenBunnies() function, directly above the print statement,
add the following:

currentBunCount += count; // add the lastest count to the current total

3. Inthe print statement, replace count with currentBunCount.
4. Save the script.

5. Click Play, and watch current count being incremented in the console as new
zombie bunnies are instantiated into the scene.

Spring Planting

Now that the zombie bunnies are under control, or out of control in this case, you may want to find
room for some of the vegetable prefabs you created in Chapter 4. Unlike with the zombie bunnies,
you will want these laid out in neat rows.

Nested Loops

Once again, you will make use of a for loop, but this time, to get nice evenly spaced rows, you will
embed or nest one for loop inside the other. Think of one loop for the rows and the other for the
columns. Just as with the Zombie Zone, you can define a Bed Zone with a cube. This time, however,
you will be using its y value to determine ground level.

1. In an overhead ortho view, create a cube to cover the inner part of one of the
Raised Bed objects (Figure 7-35).
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Figure 7-35. The Plant Zone, smaller than the ground area

2. Name it Plant Zone.
3. Set its collider to Is Trigger, and disable its Mesh Renderer.

4. Switch to a side ortho view and Wireframe, and move it up so its pivot point
is level with the ground in the Raised Bed (Figure 7-36).

# Scene
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Figure 7-36. The Plant Zone on top of the ground in the Raised Bed



332 CHAPTER 7: Populating the Game Environment

1. Create a new C# Script in the Game Scripts folder named PlantVeggies.
Some of the code is the same as in the SpawnBunnies script. Feel free to copy and paste.

2. Below its class declaration, add the following variables:

public GameObject veggie; // the plant prefab

float minX; // variables to hold the object's bounding box location
float minZ;

public bool rotate; // flag to rotate the rows to match the bed

public int rows = 6; // the number of rows to make

public int columns = 6; // number of columns to make
float spacingX;
float spacingZ;

3. Inthe Start function, do all the math to get the grid numbers:

// calculate box position

minX = transform.position.x - transform.localScale.x/2;
minZ = transform.position.z - transform.localScale.z/2;
spacingX = transform. localScale.x / rows;

spacingZ = transform. localScale.z / columns;

PopulateBed(); // plant the Veggies

4. Create the function:
void PopulateBed () {
}

5. Inside it add

float y = transform.position.y; // ground level
for (int x = 0; x < columns; x++) {
for (int z = 0; z < rows; z++) {
Vector3 pos = new Vector3(x * spacingX + minX, y, z * spacingZ + minZ);
GameObject newVeggie = (GameObject) Instantiate(veggie, pos, Quaternion.identity);
}
}

Save the script.

Drag it onto the Plant Zone object.

© N o

Drag one of the smaller plant prefabs in as its Veggie.
9. Click Play, and note the positioning of the plants.

An offset of half the spacing values should center it nicely.
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10.

11.

| # Scene
|| Textured

Change the Vector3 pos line to include the offset amounts:

Vector3 pos = new Vector3(x * spacingX + minX + spacingX / 2, y, z * spacingZ + minZ +
spacingZ / 2);

Click Play, and check the positioning (Figure 7-37).

Figure 7-37. The veggies auto-planted

With the computer doing all the hard work in your garden, you might want to make use of the code
from the SpawnBunnies script to add some rotation variation. And you may as well do a bit of scale
randomizing as well because the code is very similar.

1.

Add the following code for random rotation beneath the GameObject
newVeggie line:

// assign a random rotation to the clone

Vector3 rot = newVeggie.transform.localEulerAngles; // make a variable to hold the
current local Euler (x,y,z) rotation

rot.y = Random.Range(1,361); // assign a random rotation to the y part of the temporary
variable

newVeggie.transform.localEulerAngles = rot; // assign the new rotation

Save the script, and click Play to see the results.

Add the following code for random scale:

// assign a random scale to the clone

Vector3 scale = newVeggie.transform.localScale; // variable to hold the current local
scale

float rScale = Random.Range(0.5f,1.2f);

scale = new Vector3(rScale,rScale,rScale);

newVeggie.transform.localScale = scale; // assign the new rotation
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4. Save the script, and click Play to see the results (Figure 7-38).

Figure 7-38. The randomized veggies

The plants a looking pretty good. But there’s one more thing you could do to them. Given the
number of marauding zombie bunnies devouring the garden, you’d expect to see lots of plants
missing. So the final refinement will be to remove random plants, or better yet, prevent them from
being instantiated. To do that, you will wrap all of the Instantiation and customization code in an if
statement. The condition will be a percent specified in the bed’s set up. If the random number is less
than that percent, the plant is skipped over during planting.

1. Add one more variable to the rest of the regular variables:

public int percent = 20; // percent of missing plants

2. Below the Vector3 pos = new Vector3 line, add

int rPercent = Random.Range (1,101); // 1-100%
if (rPercent > percent) { // plant the plant

3. Add the closing curly bracket below the randomize scale section, and indent
the contents of the new conditional.
4. Save the script, and click Play to see the results.

The plants now look authentically decimated by the zombie bunnies (Figure 7-39).
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Figure 7-39. The veggies ravaged by zombie bunnies

Parenting

There’s one last thing to be done to wrap up this chapter. Between the plants and the zombie
bunnies, you’ve added quite a bit of geometry that should eventually be hidden by your occlusion
system. This means you will want to see about getting all of the clones parented. The most obvious
parent is the object that defines the zone. Fortunately, parenting is a simple operation performed on
the object’s transform, not the gameObject itself.

1. Open the SpawnBunnies script again.

The SpawnBunnies script uses the Zombie Zone object to place the zombie bunnies, but due to
their mobile nature, you won’t want any mishaps with inherited scale distorting them. The safest
parent will be an empty gameObject with its default scale of 1 x 1 x 1.

2. Create a new Empty GameObject, and name it Bun Holder.

w

In the SpawnBunnies script, add a variable to store the object’s transform:

public Transform bunHolder; // to parent the instantiated zombie bunnies to

4. Add the following line below the zBunny.GetComponent<Animator> line of the
SpawnBunnies script:

zBunny.transform.parent = bunHolder; // assign the clone to this object's transform

5. Save the script.

6. Drag the new Bun Holder object onto the Bun Holder parameter in the
Spawn Bunnies component.
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8.
9.

In the PlantVeggies script, just below the GameObject newVeggie = line, add

newVeggie.transform.parent = transform; // assign the clone to this object

Save the script.

Click Play, and inspect the Hierarchy view.

The clones are neatly stashed with their zones in the Hierarchy view during runtime (Figure 7-40).

Figure 7-40. The clones neatly parented to the zone objects that generated them

One little problem. Children inherit the transforms of their parents. The plants are scaled after they
are parented, so the plants pick up the Plant Zone’s scale. Fortunately, if you assign the parent after
the random scaling, everything is good.

10.
11.
12.
13.

Move the parenting line below the scaling line in the PlantVeggies script.
Save the script.
Click Play, and make sure everything is working properly.

Duplicate the Plant zone, and fill out the plants to suit your fancy.

Now you can move the zones so that the plants and zombie bunnies are hidden when the rest of the
garden is out of sight.

14.

15.
16.

17.

Drag the Plant Zone, Zombie Zone, and Bun Holder objects onto the Garden
1 object.

Click Play, and drive the gnome into the staging area.

Check the Scene view to confirm that all the “extras” disappear when the
garden area is deactivated.

Save the scene, and save the project.
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Summary

In this chapter, you got a chance to expand your working knowledge of prefabs as you created a
couple of enclosed areas for the game’s environment using the assets you set up in earlier chapters.
By enclosing the areas so that each was occluded when the player was in the other area, you got

to create a small system for occlusion culling. In doing so, you were introduced to the concept of
arrays to store and manage multiple objects of the same type.

With two areas for the player to travel between, you discovered a drawback of third-person camera
navigation. Any time the character goes into a tight spot or turns too close to a barrier, the camera
could go through the geometry. While the garden’s design helped to prevent the latter, the former
needed a solution. To help you solve the problem, you turned to the Distance() function. It allowed
you to set the camera’s local z position relative to how close the character was to a gate.

Having worked out the structure and flow of the environment, you turned your efforts to populating
the garden. Using Instantiate, you discovered the joys of Random,Range as you dropped zombie
bunnies into the scene with abandon. You discovered that you could randomize everything from
position, rotation, and even the starting location in the motion clip for each of the instantiated
critters.

Repurposing the instantiating code, you learned how to use a coroutine to delay events while
allowing the rest of the game to go forward. Yield and WaitForSeconds allowed you to add to the
varmint population throughout the game automatically. Splitting up the delay even gave you the
opportunity to warn the player when a population explosion was imminent.

Using nested loops, you discovered that you could let the computer plant the garden for you. The
liberal use of Random.Range once again helped break the monotony of a computer-generated layout.

Finally, to tidy up the large number of clones instantiated into your scene, you learned how to
dynamically parent them so that all could be tucked away in the proper area for occlusion culling
when the Gnomatic Garden Defender traveled from one area to the other.



Chapter

Weaponry and Special Effects

With the garden currently being overrun by ravenous zombie bunnies, you will be thankful to get
some weapon-craft knowledge under your belt. Hand in hand with the rocket launchers, death
rays, and other weapons of mass—or even subtle —destruction are special effects. Mayhem and
destruction, as Hollywood can tell you, is just massively more entertaining with a liberal dose of
smoke, sparks, fireballs, the sound of exploding structure, and dying monsters. While your little
Garden Defender game is nowhere near to being a triple-A title, you will be learning the basics of
weaponry and special effects in this chapter to help with whatever your end goal may be.

Weaponry

No matter what your favorite game genre happens to be, there seems to be a strangely attractive
addiction to destroying things. Shooting them to make it happen is even more satisfying. It’s
probably hardwired into us as part of the survival instinct. Regardless of its root, the functionality it
makes use of in game design is also useful for more passive scenarios.

Simple Projectiles

The mainstay of many weapon systems is the projectile. In Unity, it is generally brought to life and
controlled with physics. For this game, it seemed fitting that the garden gnome’s bazooka be used
as a potato gun. For those of you who have had the opportunity to witness a real potato gun in
action, you will know that while they are loads of fun, potatoes are a bit lacking in pyrotechnics upon
collision. Fortunately, you will be taking some liberties with reality.

Let’s get started by deactivating zombie bunny production while you build the weapon’s functionality.
1. Open the Garden 1 object.
Select the Zombie Zone and Plant Zone, and deactivate them.

Select the Zombie Spawn Manager, and deactivate it.

> L™

Create a new C# Script in the Game Scripts folder, and name it PotatoLauncher.

339
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The launcher script at its most basic will require a variable to hold a projectile, a means of tracking
user input, and some code to instantiate and push (with physics) a projectile. Let’s begin with the
variables. Besides the projectile, you will have a variable to dictate the speed of the push. By having
it exposed to the Inspector, you will be able to fine tune the action at runtime.

5. Below the class declaration, add the following variables:

public GameObject projectile; // the projectile prefab
public float speed = 20f; // give speed a default of 20

6. In the Update function, add the following to get the player input:

// if the Firel button (default is left ctrl) is pressed ...
if (Input.GetButton ("Fire1")) {
ShootProjectile(); // ...shoot the projectile

}

You can open the Input manager from Edit, Project Settings, to see what keys belong to the virtual
“Fire1” key. On a Windows machine, it is the left mouse button, “mouse 0” and the “left ctrl” keys.

Next you will create the function that instantiates and fires the projectile.

7. Create the following function below the Update function:

void ShootProjectile () {

// create a clone of the projectile at the location & orientation of the script's
parent

GameObject potato = (GameObject) Instantiate (projectile, transform.position,
transform.rotation);

// add some force to send the projectile off in its forward direction

potato.rigidbody.velocity = transform.TransformDirection(new Vector3 (0,0,speed));

}

The last line gives the object a push via its rigidbody component. It gets the direction from the
script’s object’s transform using TransformDirection(). The Vector3 argument says no velocity
in the x or y direction, but a velocity of speed in the z direction. The projectile is instantiated at the
position and orientation of the object that will hold the script.

8. Save the script.

The script will go on either the weapon or an empty gameObject parented to it. With imported assets, the
weapon may not always point in the z direction (forward in Unity). By creating an empty gameObject to
hold the script, you can control both the forward direction and the actual point of instantiation.

1. Hold the Alt key down, and click on the Gnomatic Garden Defender to expand
its hierarchy.

Select the Bazooka Arm, and focus the viewport to it.
From the GameObject menu, select Create Empty.

Name it Fire Point.

o~ w0 D

Set the coordinate system to Local so you can see the object’s z direction.
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6. Rotate it 180 degrees on the y axis if necessary so that the z points forward
with the gnome’s orientation.

7. Toggle off the scene lighting.
The z arrow should point forward.

8. Using the ortho views, position the Fire Point at the front of the bazooka
(Figure 8-1).

Figure 8-1. The Fire Point positioned at the front of the bazooka

9. Drag the PotatoLauncher script onto the Fire Point object.
10. Drag the Fire Point onto the Bazooka Arm in the Hierarchy view.
Let’s use a simple sphere for some quick experiments. The key component is the Rigidbody.

1. Create a new Sphere, and scale it to 0.2 x 0.2 x 0.2.

2. Add a Rigidbody component to it.

3. Drag it into the root Prefabs folder.

4. Select the Fire Point, and drag the Sphere prefab onto its Projectile
parameter.

5. Delete the Sphere in the scene.

6. Click Play, and press the left mouse button, the left ctrl key or the Mac
equivalent.

The spheres fly out in a steady stream while the “Fire1” input is held down (Figure 8-2). Besides
making it too easy to obliterate the zombie bunny population, this many projectiles will quickly kill
the frame rate.
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Figure 8-2. The projectiles firing in a steady stream when Fire1 is held down

The next step in scripting the projectile functionality is to limit the rate at which the projectiles can be
fired. Many games will also limit the amount of ammunition the player will have, but with the enemies
multiplying quickly and a limited battery life, your Gnomatic Garden Defender will need all the help
he can get. And potatoes are rarely in short supply.

To gain control over the assault, you will be making a little timer. Unlike the coroutine used to
spawn the zombie bunnies, for the projectiles, you will be tapping into the system time, Time.time,
to specify the exact time the next projectile will be available. To make the timer, you will create a
variable for the reload rate and for the target time.

1. Create the following variables in the PotatoLauncher script:

float loadRate = 0.5f; // how often a new projectile can be fired
float timeRemaining; // how much time before the next shot can happen

2. Change the contents of the Update function as follows:

timeRemaining -= Time.deltaTime; //
// if the Firel button (default is left ctrl) is pressed and the alloted time has passed
if (Input.GetButton ("Firei") &3 timeRemaining <= 0) {
timeRemaining = loadRate; // reset the time remaining
ShootProjectile ();// ...shoot the projectile
}

Here is how it works: timeRemaining is the default O [seconds] the first time through, so the player can
shoot immediately. Time.deltaTime is approximately 1 second divided by the frame rate—so for 60
frames per second, or fps, it would be 1/60th of a second. If the player doesn’t shoot, Time.deltaTime,
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the duration of a frame, is subtracted each frame, so it will remain less than 0. As long as timeRemaining
is less than 0, the player may shoot when ready. When the player does shoot, the timeRemaining is set to
the loadRate and he must wait for it to drop back down before he can shoot again.

Time.time is started when the game starts, so at any time during the game, you can use it to find
how much time has elapsed since the start of the game. In this code, to “set” the timer, you are
getting the current time since the start of the game and adding the rate or amount of time between
firing. It’s like saying it’s 3:05 now and in 15 minutes | want something to be able to happen. 3:05 + 15
makes the target time 3:20. When the player presses the Fire1 key or button, a new target time is set
and until that time has been reached, the condition to shoot another projectile is not met.

3. Save the script, and test the new limitation by continuously holding down the
Fire1 button.

This time, the number of projectiles littering the scene is greatly reduced. The overload rate for filling
the scene with projectiles is lower, but the possibility of that happening remains. With the projectiles
under control, you might wish to add a nice little sound effect to go along with the gun firing.

4. Add an Audio Source component to the Fire Point object, and uncheck “Play
on Awake.”
5. Load GunPop as its Audio Clip.

6. Back in the PotatoLauncher script, add the following after the line:

audio.Play (); // play the default audio clip on this component's gameObject

7. Save the script.
8. Click Play, and test the potato gun.

Unlike conventional ammunition that is designed to explode on contact, at most, potatoes might
break apart on contact. Fortunately, your varmint invasion consists of zombie bunnies, so the rules
of nature no longer apply!

You will begin by destroying the projectile at a set time after it is instantiated. With a normal
projectile, such as a bullet, it would be destroyed on first contact through an OnCollisionEnter
function. Potatoes, lacking an explosive charge, aren’t so easy to get rid of. Typically, you will set
the projectile to be destroyed in the Start function in case it never hits anything, and also in an
OnCollisionEnter function in case of a valid hit. Later you will spice up the collision event with some
special effects. The good news is that the Destroy() function has a built-in timer, so you won’t have
to fuss with coroutines to activate it after a given amount of time.

9. Create a new C# Script in the Game Scripts folder, and name it Projectile.

10. Add the following to its Start function:

//destroy the object this script is on 3 seconds after instantiation
Destroy(gameObject, 3f);

Remembering that the Start function is called when the gameObject is activated in the scene, not
when the game itself is started, you can see that the destroy method’s timer starts as soon as the
projectile is instantiated.
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If it does hit an object with a collider, you will have it destroyed sooner. Because the potato should
roll or bounce a little first, it will have a delay also.

11. Create the OnCollisionEnter function:

void OnCollisionEnter () {
//destroy the object this script is on 2 seconds after collision
Destroy(gameObject, 2f);

}

12. Save the script.

13. Add the script to the Sphere prefab in the Project view.

14. Click Play, and test the new functionality.
The spheres now disappear 3 seconds after they are shot unless they hit something first.
With the basics sorted out, you may as well bring in the real ammo.

1. From the right-click menu in the Project view, choose Import New Package,
Custom Package, and load Potato.unitypackage from the Chapter 8 Assets
folder.

The package includes a lone potato and a pile of potatoes that conveniently fit into the garden pots
from a previous import (Figure 8-3). The assets are added to the Imported Assets folder. You will also
find a prefab for each object in the Prefabs folder. Rather than using the default Diffuse shader, the
PotatoSkin material is using a Self llluminated Diffuse shader to brighten the object slightly through
the use of the BoxHedge texture’s alpha channel. To brighten the potatoes even more, you could
create an alpha channel on the Potato Skin texture and use it in place of the BoxHedge texture.

No texture, or a texture that has no alpha channel, defaults to white or fully self-illuminated and will
appear very flat.

Preview

Figure 8-3. The imported potato assets—Ilooks like the Yukon Gold variety
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Drag the Potato and the Pile O’ Potatoes into the Staging Area from the
Prefabs folder.

Add a Sphere Collider to the Pile O’ Potatoes, and adjust it to fit.
At the top of the Inspector, click Apply to update the Prefab.

Duplicate the pile and single potato around the staging area for effect
(Figure 8-4).
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Figure 8-4. The potatoes artfully deployed around the staging area

6. Create an Empty GameObject, and name it Lots of Potatoes.

7.

Drag the new potatoes into the group, and drag it into the Staging Area object.

To allow the ammunition potato to be affected by gravity and to register collisions, it must have a
Rigidbody component. You will be adjusting its Mass and the projectile’s Speed parameter to make
the game more challenging.

1.

Focus in on the Gnomatic Garden Defender—it should be in the left or right
ortho view you used to set up the Fire Point object.

Drag the new potato into the Scene view, and rename the Potato
PotatoAmmao.

With the help of the “flat” ortho views, position it at the end of the Bazooka
(Figure 8-5).
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Figure 8-5. The single potato in position in the bazooka

4,
5.

6.
7.

Focus the scene to the PotatoAmmo.

Select the Fire Point, and use “Move to View” from the GameObject menu to
move it to the potato.

Reselect PotatoAmmo, and add a Capsule Collider to it.

Adjust its size and orientation as necessary.

A Radius of 0.05 and Height of 0.2 on the Z axis should work well.

8.

9.
10.
11.
12.
13.
14.

Add a Rigidbody component to PotatoAmmo.

Drag the Projectile script onto it as well.

Drag PotatoAmmo into the Prefabs’ Misc folder to create a prefab for it.
Delete the Sphere prefab while you are there.

Delete PotatoAmmo from the scene.

Select the Fire Point object, and assign PotatoAmmo prefab as the Projectile.

Click Play, and test the new projectile.

Because the potato is instantiated slightly in front of the bazooka’s muzzle, the potato should not
interfere with the parent object’s colliders. When parent-child collision is a problem, you can use
Physics.IgnoreCollision(<the projectile's collider>, <the weapon's collider»). That line
would go just below the rigidbody.velocity line.
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The PotatoAmmo could stand to be more visible in the scene when fired.

15. Select the PotatoAmmo prefab object in the Project view, and set its x, y, and
z scales to 1.1 each.

For traditional ammunition, where the velocity is high enough to overcome gravity, you would not use
gravity. Currently, the potato is moving too fast to make the game challenging. The player could keep
the Gnomatic Garden Defender near the gateway and the potatoes would easily reach to all corners
of the garden. If you give the potato more mass, it will slow down but pack a bigger wallop when it
hits something. The drag will make it harder to aim, as the potato will have to be shot up so it will
come down in the right place.

1. Inthe prefab’s Rigidbody component, give it a Mass of 20 and a Drag of 1.2.
2. Click Play, and check out the difference (Figure 8-6).
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Figure 8-6. The new range for the potato gun

With the adjusted range, the player will be forced to drive the Gnomatic Garden Defender through
the scene to reach all of the Zombie bunnies. Let’s see what no Gravity does. . .

3. In the PotatoAmmo prefab, turn off Use Gravity in the Rigidbody component.
4. Click Play, and test the potato gun.

The projectiles shoot straight out from the bazooka and congregate on the wall until they are
destroyed (Figure 8-7). Unless you we shooting Nerf® balls, you would want them to be destroyed
immediately on collision if you were not using gravity.
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Figure 8-7. The projectiles without the use of gravity

5. Turn the Gravity back on in the prefab.
6. Stop Play mode.

About now you are probably itching to try out the new projectiles on the zombie bunnies. Let’s
activate them and see how it goes.

1. Locate the Zombie Spawn Manager and Zombie Zone object in the Garden
1 group, and activate them in the Inspector.

2. Click Play, and try your hand at shooting the pesky critters.

They bounce up a little when you hit them, giving some visual feedback for your efforts. This is

due to the rigidbodies on both the zombie bunny and the projectile. You could get more bounce by
decreasing the critter’s Mass, but you will soon be replacing them with a “dead replacement,” which
will be a different object altogether. Let’s work on the script that will remove the hit zombie bunnies
from the scene first. The simplest solution will be to destroy them directly on collision. You will
require a tag for the projectile so they won’t be destroyed on colliding with the ground or each other.

3. At the top of the Inspector, click the Tag drop-down menu and select Add Tag.
4. Inthe blank Element 1 field, type Ammo (Figure 8-8).
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Figure 8-8. The new Ammo tag

5. Select the PotatoAmmo prefab in the Project view, and tag it as Ammo.
6. Create a new C# Script in the Game Scripts folder, and name it ReceivedHit.

7. Add the following OnCollisionEnter function:

void OnCollisionEnter (Collision collision) {

if (collision.transform.tag == "Ammo") {
// if it was hit by something tagged as a Ammo, process its destruction
DestroyBun();

}

}
8. Add the following function to destroy the object:

void DestroyBun () {
Destroy(gameObject, 0.2f); // destroy it after a brief pause

In case you are wondering why you didn’t just destroy it directly from the OnCollisionEnter function,
it's because by separating it out, you can destroy it remotely. For example, you may decide that

the potato should destroy anything within a particular radius, similar to a grenade. The DestroyBun
function could be called from the projectile when it hits, once a sphere of influence is checked.

9. Save the script, and add it to the ZombieBunny prefab in the Project view.

10. Click Play, and shoot some critters.

If you are a pretty good shot, you may be able to get rid of all the originals before the next generation
comes in. That will eventually signal a level or the game to be finished.

Now that you are able to remove the pests from the scene, you will want to update the current
zombie bunny count, currentBunCount. If you remember, this variable is on the SpawnBunnies script
on the Zombie Spawn Manager object. The only problem is that, at any given time, the entire garden
may be deactivated. The answer, which will also be useful when you develop the GUI for the game,
is to keep track of the count on an independent object.
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1. Create a new Empty GameObject, and name it Game Manager.
Create a new C# Script, and name it ScoreKeeper.

Drag the new script onto the Game Manager object.

> oD

Add the following variable to it:

int currentBunCount = 0; // the current number of zombie bunnies

5. Add a little function to keep track of the count:
void UpdateCount (int adjustment) {

currentBunCount += adjustment; // add or subtract the number passed in
print ("new count: " + currentBunCount);

}
6. Save the script.

7. Open the SpawnBunnies script.

8. Add the following variable:

GameObject gameManager; // the master repository for game info

9. Find and assign it in the Start function, above the PopulateGardenBunnies line:
gameManager = GameObject.Find("Game Manager"); // identify and assign the Game Manager object

If you put the line below the StartCoroutine line, it may not get evaluated in time.

To update the count, you will use SendMessage to tell the UpdateCount function on the other script
how many to add. Communication between scripts is a key concept in Unity, and there are many
different ways to achieve it. SendMessage() will find the function on any of the gameObject’s scripts,
but it can pass only one argument.

10. In the PopulateGardenBunnies function, replace the currentBunCount += count
line with the following:

// send the amount to update the total
gameManager . SendMessage ("UpdateCount", count, SendMessageOptions.DontRequireReceiver);

The SendMessage function calls a function—in this case, UpdateCount—on any script on the contacted
gameObject—in this case, the Game Manager. It has the option to send one argument—in this case,
count. The last part, also optional, tells it not to report back to you via the console if a receiver can’t
be found. You’ve already added a print statement to the UpdateFunction, so you will know when it
has been called. If you do not see results from a SendMessage, it is often a good idea to require it to
report back to the console if it can’t find a receiver. Simply remove the Dont.
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11. Delete or comment out the print line that follows it.
12. Delete or comment out the int currentBunCount = 0 declaration.
13. Save the script.

14. Click Play, and watch the printouts as the zombie bunnies are added to
the scene.

Now you can head back to the ReceivedHit script and have it report deceased zombie bunnies.
1. Open the ReceivedHit script.
2. Add the following variable:

public GameObject gameManager; // the master repository for game info
3. Find the Game Manager in the Start function:

gameManager = GameObject.Find("Game Manager"); // identify and assign the Game Manager object

4. In the DestroyBun function, add the following:

// send the amount to update the total
gameManager . SendMessage("UpdateCount",-1, SendMessageOptions.DontRequireReceiver);

5. Save the script.
6. Click Play, and test the new functionality.

This time the count goes down with each ravenous zombie bunny you destroy, inspiring you to shoot
as many as possible.

7. Stop Play mode.

Particle Systems

Without special effects, your game is probably a bit boring. Sound effects are relatively easy to add
and have a big impact on the enjoyment factor. Pyrotechnics can add even more excitement and
incentive. In 3D games especially, these will usually involve particle systems. Particle systems are
used for creating smoke, fire, dust, and many specialty effects requiring a large number of similar
objects. While they can utilize 3D meshes, they most often are images on a quad (two triangles). The
way the images are blended together at runtime lets you create a large variety of effects.

Legacy Particle System

While the legacy particle system is older than the newer Shuriken system, it continues to be useful
for a couple of reasons. The first is that there are a great number of prefabs that can get you up and
running [exploding] very quickly. The second reason is that they, unlike the newer Shu